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\Preface )

no-frills introduction to C++. Throughout the successive editions of this book, one

thing has not changed: our commitment to the student. As always, our efforts are
directed toward making the sometimes difficult concepts of computer science more
accessible to all students.

This edition of Programming in C++ continues to reflect our philosophy that topics
once considered too advanced can be taught in the first course. For example, we address
metalanguages explicitly as the formal means of specifying programming language syn-
tax. We discuss modular design in terms of abstract steps, concrete steps, functional
equivalence, and functional cohesion. Preconditions and postconditions are used in the
context of the algorithm walk-through, in the development of testing strategies, and as
interface documentation for user-written functions. Data abstraction and abstract data
types (ADTs) are explained in conjunction with the C++ class mechanism, creating a
natural lead-in to object-oriented programming,.

ISO/ANSI-standard C++ is used throughout the book, including relevant portions of
the new C++ standard library.

The first two editions of Programming in C++ have provided a straight-forward,

Changes to the Third Edition

The third edition does not introduce additional C++ syntax nor change the order of the
content. What we have done is completely revamp the goals, the case studies, and the
exercises. In addition, beginning with Chapter 13, the language of the material has
become more object oriented.
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Goals The chapter goals have been reorganized to reflect two aspects of learning:
knowledge and skills. Thus, the goals are divided into twe sections. The first lists the
knowledge goals, phrased in terms of what the student should know after reading the
chapter. The second lists what the student should be able to do after reading the chapter.

Programming Examples Each chapter has a completely new programming example.
Programming examples that begin with a problem statement and end with a tested
program have been the hallmark of our books. In this edition, we have added screen
shots of the output for each of the examples.

All of the exercises are new in this edition. The number of exercises has been
expanded by between twenty and thirty percent. All of the programming problems are
new.

Object-Oriented Language The List ADT in Chapter 13 has been changed by removing
the Print operation and introducing an iterator pair, Reset and GetNextItem. This
change provides better encapsulation. The list does not need to know anything about
the items that it contains. The list simply returns objects to the client program, which
should know what the objects are. The flaw in this design is pointed out in Chapter 14:
The Delete and BinSearch operations use the relational operators, limiting the type of
item to built-in types. In this chapter, the relational operators are replaced by operations
LessThan and Equal; the documentation states that ItemType must implement these
operations. The concepts of action responsibilities and knowledge responsibilities also
are discussed. Each class is independently tested, stressing the importance of testing.

C++ and Object-Oriented Programming

Some educators reject the C family of languages (C, C++, Java) as too permissive and
too conducive to writing cryptic, unreadable programs. Our experience does not support
this view, provided that the use of language features is modeled appropriately. The fact
that the C family permits a terse, compact programming style cannot be labeled simply
as “good” or “bad”. Almost any programming language can be used to write in a style
that is too terse and clever to be easily understood. The C family indeed may be used in
this manner more often than are other languages, but we have found that with careful
instruction in software engineering, and a programming style that is straightforward,
disciplined, and free of intricate language features, students can learn to use C++ to
produce clear, readable code.

It must be emphasized that although we use C++ as a vehicle for teaching computer
science concepts, the book is not a language manual and does not attempt to cover all
of C++. Certain language features—templates, operator overloading, default arguments,
run-time type information, and mechanisms for advanced forms of inheritance, to name
a few—are omitted in an effort not to overwhelm the beginning student with too much,
too fast. _

There are diverse opinions about when to introduce the topic of object-oriented
programming (OOP). Some educators advocate an immersion in OOP from the very
beginning, whereas others (for whom this book is intended) favor a more heterogeneous
approach, in which both functional decomposition and object-oriented design are pre-
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sented as design tools. The chapter organization of Programming in C++ reflects a tran-
sitional approach to OOP. Although we provide an early preview of object-oriented
design in Chapter 4, we delay a focused discussion until Chapter 14, after students have
acquired a firm grounding in algorithm design, control abstraction, and data abstraction
with classes. '

Synopsis

Chapter 1 is designed to create a comfortable rapport between students and the subject.
The basics of hardware and software are presented, and problem-solving techniques are
introduced and reinforced in a problem-solving case study.

Instead of overwhelming the student right away with the various numeric types
available in C++, Chapter 2 concentrates on only two types: char and string. (For the
latter, we use the ISO/ANSI string class provided by the standard library.) With fewer
data types to keep track of, students can focus on overall program structure and get an
earlier start on creating and running a simple program. Chapter 3 follows with a discus-
sion of the C++ numeric types and proceeds with material on arithmetic expressions,
function calls, and output. Unlike many books that detail all of the C++ data types and
all of the C++ operators at once, these two chapters focus on only the int, float,
char, and string types, and the basic arithmetic operators. Details of the other data
types, and the more elaborate C++ operators, are postponed until Chapter 10.

Functional decomposition and object-oriented design methodologies are a major
focus of Chapter 4, and the discussion is written with a healthy degree of formalism.
The treatment of object-oriented design this early in the book is more superficial than
that of functional decomposition. However, students gain the perspective early that
there are two-not just one-design methodologies in widespread use and that each
serves a specific purpose. Object-oriented design is covered in depth -in Chapter 14.
Chapter 4 also covers input and file I/0. The early introduction of files permits the
assignment of programming problems that require the use of sample data files.

Students learn to recognize functions in Chapters 1 and 2, and they learn to use
standard library functions in Chapter 3. Chapter 4 reinforces the basic concepts of func-
tion calls, argument passing, and function libraries. Chapter 4 also relates functions to
the implementation of modular designs, and begins the discussion of interface design
that is essential to writing proper functions.

Chapter 5 begins with Boolean data, but its main purpose is to introduce the con-
cept of flow of control. Selection, using If-Then and If-Then-Else structures, is used to
demonstrate the distinction between physical ordering of statements and logical order-
ing. We also develop the concept of nested control structures. Chapter 5 concludes with
a lengthy Testing and Debugging section that expands oh the modular design discussion
by introducing preconditions and postconditions. The algorithm walk-through and code
walk-through are introduced as means of preventing errors, and the execution trace is
used to find errors that may have made it into the code.

Chapter 6 is devoted to loop control strategies and looping operations using the
syntax of the While statement. Rather than introducing multiple syntactical structures,
our approach is to teach the concepts of looping using only the While statement. How-
ever, because many instructors have told us that they prefer to show students the syntax

!
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for all of C++'s looping statements at once, the discussion of For and Do-While state-
ments in Chapter 9 can be covered after Chapter 6.

By Chapter 7, students are already comfortable with breaking problems into mod-
ules and using library functions, and they are receptive to the idea of writing their own
functions. Thus Chapter 7 focuses on passing arguments by value and covers flow of
control in function calls, arguments and parameters, local variables, and interface
design. Coverage of interface design includes preconditions and postconditions in the
interface documentation, control abstraction, encapsulation, and physical versus con-
ceptual hiding of an implementation. Chapter 8 expands the discussion to include refer-
ence parameters, scope and lifetime, stubs and drivers, and more on interface design,
including side effects.

Chapter 9 covers the remaining “ice cream and cake” control structures in C++
(Switch, Do-While, and For), along with the Break and Continue statements. These
structures are useful but not necessary. Chapter 9 is a natural ending point for the first
quarter of a two-quarter introductory course sequence.

Chapter 10 begins the transition between the control structures orientation of the
first part of the book and the abstract data type orientation of the second part. We
examine the built-in simple data types in terms of the set of values represented by each
type and the allowable operations on those values. We introduce additional C++ opera-
tors and discuss at length the problems of floating-point representation and precision.
User-defined simple types, user-written header files, and type coercion are among the
other topics covered in this chapter.

We begin Chapter 11 with a discussion of s1mp1e versus structured data types. We
introduce the record (struct in C++) as a heterogeneous data structure, describe the syn-
tax for accessing its components, and demonstrate how to combine record types into a
hierarchical record structure, From this base, we proceed to the concept of data abstrac-
tion and give a precise definition to the notion of an ADT, emphasizing the separation
of specification from implementation. The C++ class mechanism is introduced as a pro-
gramming language representation of an ADT. The concepts of encapsulation, informa-
tion hiding, and public and private class members are stressed. We describe the separate
compilation of program files, and students learn the technique of placing a class’s dec-
laration and implementation into two separate files: the specification (.h) file and the
implementation (.cpp) file.

In Chapter 12, the array is introduced as a homogeneous data structure whose com-
ponents are accessed by position rather than by name. One-dimensional arrays are
examined in depth, including arrays of structs and arrays of class objects. Material on
multidimensional arrays completes the discussion.

Chapter 13 integrates the material from Chapters 11 and 12 by deﬁmng the list as
an ADT. Because we have already introduced classes and arrays, we can clearly distin-
guish between arrays and lists from the beginning. The array is a built-in, fixed-size
data structure. The list is a user-defined, variable-size structure, represented in this
chapter as a length variable and an array of items bound together in a class object. The
elements in the list are those elements in the array from position 0 through position
length 2 1. In this chapter, we design C++ classes for unsorted and sorted list ADTs, and



Preface

we code the list algorithms as class member functions. Finally, we examine C strings in
order to give students some insight into how a higher-level abstraction (a string as a list
of characters) might be implemented in terms of a lower-level abstraction (a null-termi-
nated char array).

Chapter 14 extends the concepts of data abstraction and C++ classes to an explo-
ration of object-oriented software development. Object-oriented design, introduced briefly
in Chapter 4, is revisited in greater depth. Students learn to distinguish between inheri-
tance and composition relationships during the design phase, and C++'s derived classes
are used to implement inheritance. This chapter also introduces C++ virtual functions,
which support polymorphism in the form of run-time binding of operations to objects.

Chapter 15 concludes the text with coverage of recursion. There is no consensus as
to the best place to introduce this subject. We believe that it is better to wait until at
least the second semester to cover it. However, we have included this material for those
instructors who have requested it. We suggest the following prerequisite reading for the
topics in Chapter 15:

Section(s) Topic Prerequisite
15.1-15.3 Recursion with simple variables Chapter 8
15.4 Recursion with arrays Chapter 12

Additional Features

Goals As described earlier, each chapter begins with a list of goals for the student,
broken into two categories: knowledge goals and skill goals. They are reinforced and
tested in the end-of-chapter exercises.

Programming Examples Problem solving is demonstrated through examples. In each
example, we present a problem and use problem-solving techniques to develop a
manual solution. Then we code the algorithm in C++. We show sample test data and
output and follow up with a discussion of wht is involved in thoroughly testing the
program.

Testing and Debugging Testing and debugging sections follow the programming
examples in each chapter and consider in depth the implications of the chapter material
with regard to thorough testing of programs. These sections conclude with a list of
testing and debugging hints.

Quick Checks At the end of each chapter are questions that test the student’s recall of
major points associated with the chapter goals. Upon reading each question, the student
immediately should know the answer, which he or she can then verify by glancing at
the answers at the end of the section. The page number on which the concept is
discussed appears at the end of each question so that the student can review the
material in the event of an incorrect response.
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Exam Preparation Exercises These questions help the student prepare for tests. The
questions usually have objective answers and are designed to be answerable with a few
minutes of work. Answers to selected questions are given in the back of the book, and
the remaining questions are answered in the Instructor’s Guide.

Programming Warm-Up Erercises This section provides the student with experience in
writing C++ code fragments. The student can practice the syntactic constructs in each
chapter without the burden of writing a complete program. Solutions to selected
questions from each chapter appear in the back of the book; the remaining solutions
can be found in the Instructor’s Guide.

Programming Problems These exercises, drawn from a wide range of disciplines, require
the student to design solutions and write complete programs. :

Programming Example Follow-Up Much of modern programming practice involves
reading and modifying existing code. These exercises give the student an opportunity to
strengthen this critical skill by answering questions about the example code or by
making changes to it. All of the solutions to these exercises are in the Instructor's
Guide, rather than the text, allowing the instructor the flexibility of assigning them as
programming problems,

Supplements

Instructor’s Guide and Test Bank The Instructor’s Guide features chapter-by-chapter
teaching notes, answers to the balance of the exercises, and a compilation of exam
questions with answers. The Instructor’s Guide, included on the Instructor’s ToolKit, is
available to adopters on request from Jones and Bartiett.

Instructor’s ToolKit The Instructor’s ToolKit is a powerful teaching tool available to
adopters upon request from the publisher. It contains an electronic version of the
Instructor’s Guide, a computerized test bank, PowerPoint lecture presentations, and the
complete programs from the text.

Programs The programs contain the source code for all of the complete programs that
are found within the textbook. They are available on the Instructor’s ToolKit, and also
as a free download for instructors and students from the publisher's website
(bttp://computerscience. jbpub.com/cs_resources. cfm). The programs from all
of the programming examples, pius complete programs that appear in the chapter
bodies, are included. (Fragments or snippets of program code are not included nor are
the solutions to the chapter-ending “Programming Problems.”) The program files can be
viewed or edited using any standard text editor, but a C++ compiler must be used in

order to compile and run the programs. The publisher offers compilers bundled with this
text at a substantial discount.
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Companion Website This website (www.problemsolvingepp.jbpub.com) features the
complete programs from the text.

A Laboratory Course in C++, Fourth Edition Written by Nell Dale, this lab manual
follows the organization of this edition of the text. The lab manual is designed to
allow the instructor maximum flexibility and may be used in both open and closed
laboratory settings. Each chapter contains three types of activities: Prelab, Inlab, and
Postlab. Each lesson is broken into exercises that thoroughly demonstrate the
concepts covered in the corresponding chapter. The programs, program shells (partial
programs), and data files that accompany the lab manual can be found on the website
for this book (www.problemsolvingepp. jbpub. com).
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