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Preface

There is a real and growing gap between the theory and practice of component-
based software design.

There are, of course, books on component-based design. However, these
books assume that the design task is to develop specifications for software com-
ponents when most component-based design relies on preexisting components.
There is room for both perspectives. However, preexisting components introduce
new and novel design challenges, and their use is becoming increasingly promi-
nent. Pre-existing components mean preexisting component specifications, and
these are constraints on—not artifacts of—a design.

Current component-based design methods are focused on the less interest-
ing and less encountered design problem. The more common and more interest-
ing aspects of the design process are those that are no longer under the control of
the designer.

» Use of preexisting components involves a completely different class of
design problem than arises from component specification. Preexisting com-
ponents involve the designer in selection decisions, while the freedom to
define component interfaces involves the designer in optimization decisions.
The difference between these classes of design problem are only graduaily
becoming evident to software engineers, and design methods have not yet
caught up with this growing awareness.

= Use of preexisting components involves a significant loss of control over
fundamental design decisions: how a system is partitioned into components,
what functionality is provided by components, and how components coordi-
nate their activities. In software engineering theory, these are architectural
(that is, design) decisions. This leads to the mistaken conclusion that aggres-
sive use of preexisting components is antithetical to, or at least incompatible
or disjunctive with, software design.

We have described briefly the state of component-based design methods
today, but have not yet supported the assertion that there is a growing gap
between the theory and practice of component-based development. In fact, the
gap does exist and is self-evident, once you know where to look for it.

The trend toward component-based development has been well under way
for more than fifteen years, and has its roots in the commercial software market-
place. Software products, such as relational database management systems, trans-
action monitors, message brokers, event managers, encryption services, Web

XV
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browsers and servers, geographic information systems, product data management
systems, ad infinitum, all satisfy the essential criteria of software component, at
least as this term is coming to be understood by industry. That is, they all are
implementations of functionality, are in binary form, are independently deployed,
are described by a programmatic interface, and support third-party integration.
The commercial marketplace is the primary source of software components.
This is true today, and will remain so for the indefinite future. Indeed, we believe
that components and the software component marketplace are inextricably
linked. Szyperski, in his influential book, shares this belief by observing that a
component must be defined to fill a market niche [Szyperski 98]. However,
Szyperski’s notion of market was largely (aithough not completely) metaphorical.
In contrast, our use of the term component market refers to something that demon-
strably exists today, complete with component suppliers, component infrastruc-
ture providers, third-party component integrators, and, ultimately, consumers.
Ignoring the effects of the marketplace on software engineering would be
analogous to ignoring the effects of friction on mechanical engineering. In partic-
ular, there are three qualities of commercial software components that together
account for a significant share of the challenges posed by software components.

1. Commercial software components are complex. This complexity is needed
to justify and sustain a component market. Many components are suffi-
ciently complex that even experts in their use do not know all their features.
There are invariably unknowns about component features and behavior.

2. Commercial sofiware components are idiosyncratic. Standards are useful,
but innovative features attract consumers. This means component knowl-
edge is vendor-specific, and integration difficulties arise due to mismatches
among innovative (that is, nonstandard) features.

3. Commercial software components are unstable. New features must be intro-
duced to motivate upgrade, and are needed where competitors have copied
successful features. Component knowledge has a short half-life, and design
assumptions based on component features are fragile.

These qualities of software components, as they are found in the practice of
building real systems, confound the assumptions of an orderly process that
underlie traditional software design methods. However, these new complexities
require a methodological response, since all component-based roads lead to the
commercial component marketplace.

Methodological Response

A central proposition of our approach is that a principal source of risk in component-
based design is a lack of knowledge about how components should be integrated,
and how they behave when integrated. To mitigate this risk, component-based
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design inherently involves exploration and discovery. Acquiring and sustaining
technology (component) competence is a principal motivation for this exploration.

This proposition may appear to some to be a heretical departure from the
canons of software process improvement, which emphasize management skills
over technical skills, and collective behavior over individual contributions.
Indeed, phrases such as “that’s just plumbing” in reference to component integra-
tion details, and “we need to get beyond individual heroics” in reference to reli-
ance on software engineers with extraordinarily deep technology competence, are
indicative of a mismatch between perceptions of what is important in software
process, and the reality of what is needed in component-based development. In
fact, the feasibility of a design is often dependent on “plumbing.” Moreover, the
overall design conception often depends on these low-level details. And there is
no escaping the fact that deep technology competence is essential if these details
are to be mastered.

The following are core elements of our methodological response:

1. We introduce component ensemble as a fundamental design abstraction.
Ensembles expose component dependencies, and shift the emphasis from
selecting individual components to selecting sets of components that work
together (that is, ensembles).

2. We introduce blackboards as a fundamental design notation. Blackboards
depict what is currently known about an ensemble and, just as important,
what remains to be discovered. Blackboards serve to document a design and
known areas of design risk.

3. We introduce a risk-driven discovery process, called R®, for exposing design
risk, and for defining ensemble feasibility criteria. We also introduce a pro-
totyping process, called model problems, for generating situated component
expertise, and for establishing ensemble feasibility.

4. We introduce the design space, defined in terms of ensemble relations and
predicates. The design space captures dependencies among ensembles that
arise in response to anticipated market events such as new component
releases, and design hedges where ensemble feasibility is in doubt.

The methodological challenge is to meet the challenge posed by the com-
mercial component market without allowing a) the design process to degenerate
into an exercise in hacking, and b) innovative but unstable technology features to
dominate a design and result in excessive and unnecessary design risk. The
approach we prescribe, we believe, meets this challenge.
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About This Book

GOALS OF THIS BOOK

Our goals are straightforward. Our first goal is to show that software components
pose new methodological challenges for software engineering. In making this
argument, we hope to clarify the nature of these challenges, with particular
emphasis on those challenges rooted in the dynamics of the component market.
Our second goal is to describe, in detail, processes and techniques that respond to
these challenges. We believe these processes and techniques are a necessary
foundation for any methodological response to software components. Our final
goal is to illustrate, in a realistic case study drawn from our own experience in
developing a large enterprise system, the complexity of component-based design,
and the efficacy of our proposed processes and techniques.

INTENDED AUDIENCE

This book is intended for individuals participating in a component-based devel-
opment effort, and for students of software engineering. Although the whole of
the book provides useful information for all of these roles, emphasis may vary.

System Architect. The lead designer will find ensembles, and the techniques
for reasoning about ensemble repair and feasibility, welcome additions to his or
her repertoire. The design space provides the system architect the conceptual lan-
guage for managing the many layers of contingency and repair that characterize
complex component-based systems.

Chief Engineer. While the system architect is responsible for the conceptual
integrity of a design, the chief engineer is responsible for demonstrating its feasi-
bility in practice. The chief engineer will find the R® and model problem pro-
cesses essential to exposing latent design risks that are otherwise masked by the
complexity of components and their interactions.

Project Manager. Project management is concerned first and foremost with
identifying and mitigating project risk. The aggressive search for technical risk
that drives R® (one of the Rs is Risk Identification) meets these concerns. The
design space provides a concise snapshot of the status of a design, and provides a
structure for allocating and tracking engineering effort versus project objectives.

Chief Technology Officer (CTO). Modemn enterprise systems are universally
composed from commercial components. Such large-scale and long-lived sys-
tems never leave the design phase and, in fact, inhabit all phases of the develop-
ment life cycle at all times. The CTO will find all of the concepts and techniques
we describe useful for managing technology refresh.
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Software Engineers and Programmers. The frontline developer is the true
unsung hero of component-based development. Project success depends upon
developers to remain current with technology trends. This book provides ammu-
nition for developers who wish to convince their management to invest in tech-
nology training in addition to the usual process training.

HOW TO READ THIS BOOK
This book has three parts, as follows:

= Part [ explores the engineering challenges posed by commercial compo-
nents. We describe engineering techniques that meet these challenges, and
describe, wherever possible, workflows for incorporating these techniques
into an enclosing development process.

* Part II presents an extended case study of a project that we were involved
with starting in 1998. Each chapter illustrates the challenges posed by com-
mercial components and the techniques used to meet these challenges.

= Part III provides advice on how to get started using the techniques described
in this book. We also dust off our crystal ball and make predictions about the
future of component-based development.

Chapter 1 introduces the problems inherent in component-based develop-
ment. Chapters 2 through 4 explain why it is necessary to abandon as unwork-
able some of the more staid precepts of software process. Chapter 5 describes
component ensembles and blackboards, both essential concepts in their own right
and for the material presented in this book. Chapter 6 defines process models for
exploratory design and design risk reduction. Chapters 7 and 8 describe how
design documentation developed by these processes can be managed and reused,
respectively. The remaining chapters in Part I describe specific techniques (really,
families of techniques) for developing component-based systems. These can be
read in any order; you can also skip these and head straight for the case study and
return to the techniques as needed.

The case study describes a chain of events and so these chapters are linked
by a running narrative. However, the chapters are designed to be relatively stand-
alone, although the motivation for the work described in each chapter may be less
than clear if you read them out of order. Chapter 14, which provides a mini-tuto-
rial on public key infrastructure (PKI) and security, is one exception. If you
already understand PKI, skip this chapter. Otherwise, you will need to read it to
understand the details of the case study.
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