FOREWORD BY GRADY BOOCH
#include “PayrollDomain/namespaces.h”
#include “Components/namespaces.h”
using namespace Components;
#include “Components/string.h”
#include “Components/u_set.h” '
I/
// Name
// Employee
class PayrollDomain::Employee

void SetMethod(PaymentMethod*);

void SetSchedule(PaymentSchedule*);

private:
double CalculatePay(const Date&) const

public:
void PayDay(const Date&);
void SetClassification(PaymentClassifica)

String itsName;

String itsAddress;

UnboundedSet<Affiliation*> itsAffiliatio

PaymentSchedule* itsSchedule; '
PaymentClassification* itsClassificatid

PaymentMethod* itsMethod;
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Forward

By Grady Booch

Writing good software is indeed hard work. Moreover, the demand for quality software
continues to grow at an insane pace, fueled by the increased connectivity of distributed
computing systems and by greater user expectations for better visualization of and access
to information. The good news is that this makes for very interesting times for the profes-
sional software developer.

Another piece of good news is that, over the past decade or so, developments in
abstract data type theory, modularity, information modeling, and software process have
evolved to provide the professional developer a sound collection of practices that can be
used to attack this growing complexity. In many ways, these practices all come together in
the form of object-oriented technology. Most notably, a whole family of object-oriented
programming languages, such as C++ and Smalltalk, have emerged. In addition, a variety
of object-oriented analysis and design methods have been proposed that exploit these
object-oriented languages and help us model complex systems.

Yet, for the developer building real systems under very real schedules and limited
resources, all theory is irrelevant if it is not pragmatic. Reality is that languages such as
C++ and Smalltalk are not simple, and the applications to which we direct them are even
less simple. Just because you are using an object-oriented programming language does not
mean that all your projects will automatically be on schedule, under budget, and free of all
flaws.

Robert Martin is, first and foremost, a very pragmatic developer. I’ve had the honor to
work with him, and I've learned many things from his experience. This book speaks
clearly of that experience. In this work, you will understand how to apply C++ effectively.
You will also learn how to apply C++ in the context of the Booch method of object-ori-
ented analysis and design, a method that provides a unification of what we know as the
best practices today in object-oriented development.

Enjoy. I know I did in reading Robert’s manuscript, and I'm sure you’ll gain many
useful — and ultimately very practical — insights as well.

Grady Booch
Chief Scientist
Rational Software Corporation



Preface

Software design is hard, and we need all the help we can get.

— Bjarne Stroustrup, 1991

Software design is hard. We are now well into the fifth decade since John Von
Neumann conceived of the notion of a stored program. And although there have
been many advances in both the theory and practice of software engineering, in
comparison to our need, those advances have been precious and few. Object-
Oriented Design is one of those advances and is the subject of this book.

Let’s get one thing straight. Object-Oriented Design is not going to save the
software world—it’s not even going to come close. Applications designed using
OOD will still be difficult to estimate, will still be difficult to implement, will still
be difficult to maintain; and will still have bugs. Software design will still be
hard. What OOD will do is provide some useful new tools that you can employ
while designing software applications. Those tools, properly employed, will help
you to manage the complexity of designing, implementing and supporting a
software design. They will also help you to build your designs in terms of
reusable high level components.

OO0D is a complex topic. Many books have been written on the topic. Most
of them describe OOD in terms of its definitions, notations, and methods. This
book looks at the subject from the point of view of its practice. It tries to answer
the question: “How do I do OOD?” In trying to answer that question I will
employ two specific tools: The Booch Notation' for recording object-oriented
designs and the C++° programming language, a language that supports object-
oriented programming. We will explore how designs can be documented and
manipulated using Booch’s notation, and how they can be translated into C++.
During this exploration we will encounter the important principles of OOD and
investigate many ways in which they may be employed.

1. Grady Booch, Object-Oriented Design with Applications, (Copyright © 1991 by The Benjamin/
Cummings Publishing Company).
2. Bjarne Stroustrup, The C++ Programming Language, 2d. ed. (Addison Wesley, 1991).
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vii Preface
About This Book

Goals/Purpose

There are many books describing the various practices of object-oriented Design (OOD).
There are many other books describing the syntax and usage of C++. This book is a syn-
thesis of these two concepts. C++ is a rich and expressive language. Having C as a subset
may encourage software engineers to use it as “a better C.” While this is not altogether a
bad thing, it falls short of the potential benefits that a true object-oriented approach could
yield. This book presents the fundamental concepts of object-oriented design and shows
how to apply those concepts using C++. The approach is a practical, problem-solving pre-
sentation, written for those who are, or aspire to become, practitioners of object-oriented
design. Special attention is given to traps, pitfalls, and techniques in the application of
C++to OOD.

The Booch notation was chosen as the representational vehicle for OOD because of
its popularity, scalability, and notational elegance. The notation is explored in detail, and
is used to present the concepts of OOD. Where appropriate, the notation is translated into
corresponding C++ code. This provides the reader with a “Rosetta stone” describing the
linkage between the abstract OOD notation and the syntax of C++.

The practices of software engineering receive special attention, both in the creation of
the logical design, and the physical development environment. The methods for designing
and developing “big” software are discussed in detail. The goal is to provide the tools
needed to deal with large and complex projects.

Audience

This book is for software engineers—specifically for those who are interested in learning
how to design applications using object-oriented design techniques, and who want to
implement those applications in C++. It is assumed that the reader has a minimal working
knowledge of C++.

You should be prepared to work hard while reading this book. Quite a bit of detail is
presented, and you will benefit by studying it carefully. You can also browse the book to
gain a general notion of OOD, its representation in the Booch notation, and its ultimate
expression in C++. However, diligence in learning these techniques, as opposed to just
skimming them, will be well worth the effort.
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Anatomy and Physiology of Design

OOD is a complex discipline. It has its own vernacular, full of words, diagrams, princi-
ples, and concepts. No reasonable discussion about OOD can occur until you have learned
this vocabulary. Thus the first five chapters of this book are a step-by-step anatomy and
physiology of OOD. They present the concepts, definitions and principles of OOD by
exploring a number of relatively simple case studies. These case studies come from a vari-
ety of application domains, so that you can learn how to use OOD and C++ to solve
diverse sets of problems. Each case study works through a simple object-oriented design,
and often shows its implementation in C++.

The first five chapters also present the Booch notation as a vehicle for recording and
manipulating object-oriented design decisions. The Booch notation is “large™; it provides
many notational conventions for dealing with issues at all levels of the design. Each of the
first five chapters explores a different part of the notation and how it applies to OOD
and C++.

The next three chapters demonstrate how to apply the practices and principles of
OOD to a problem of significant size. They are an expedition through the analysis, high-
level design, low-level design, and physical design of a single complex application.

During this expedition, we thoroughly discuss the methods and rationale behind the
important design decisions. Also, many false starts and design errors are documented.
These errors are real, not contrived examples; I actually made these design errors while
writing this book. Furthermore the methods by which these errors are discovered and
solved are represented as faithfully as possible.

By reading through these chapters, you will follow the path that I took while doing
the design, including the dead ends, cul-de-sacs, and wrong turns. In my opinion, studying
design errors is just as educational (if not more educational) as studying “correct”
solutions.

Software Is Hard

The real crux of the “software crisis” (and the real reason why books like this are nec-
essary) is that software is hard. An application comprises myriads of intricate little details.
It is hard to weave all those details into a working program. Why should this be so? Why
is a concept as easy to grasp as a word processor, for example, so hideously complex to
implement? It is because humans are so good at abstracting away details.

By using the two words “word processor” I have described a broad class of highly
complex and intricate applications. I have also abstracted away all the details involved
with those applications. Software is hard because we are so good at envisioning abstract
applications without thinking about the details. Somewhere in our gut we know what we
want an application to do. We don’t have to describe it in detail, we just know. We know
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what a word processor does. It’s obvious. The concept is simple, and so we expect the task
of writing the software to be simple. Only when we enumerate the enormous amount of
details involved with making a real word processor do we begin to get a feeling for the
true complexity of the application. However, enumeration is not enough. Those details
must be organized, orchestrated, and intermixed with the details and limitations of the lan-
guage and machine. The result is a daunting task requiring far more time and effort than
generally expected. Software is hard because it takes an enormous effort to produce appli-
cations that can be so simply conceived of. Software is hard because it takes so much
effort to keep pace with users’ requirements and expectations. Software is hard because it
is so easy to dream up.

On the other hand, computer hardware is far outstripping the lay person’s expecta-
tions. It used to be that a computer would require hundreds of engineers to design and
build. Nowadays, a moderately skilled hardware engineer can tinker a far superior com-
puter together in the basement. Computer memory used to be hideously expensive, large,
and power-hungry. Now we buy gigabyte disks the size of pocket radios, and put them in
the multimegabyte, multimegahertz computers that we keep in our briefcases.

This creates a double-whammy for the software crisis. Not only are users’ expecta-
tions growing faster than our ability to produce workable applications, but the computers
themselves are improving faster still. Users reasonably expect that more powerful comput-
ers should have more powerful applications to run on them. Unfortunately the power of
the computer doesn’t provide much assistance in managing the complexity of a huge soft-
ware project.

To be sure, there have been some very powerful improvements in software technol-
ogy. But it is nothing near the sort of wild expansion that computer hardware has seen.
Suppose that two software engineers are separately trying to write the same program. One
is using 1990s software-development technology, and the other is using the tools and tech-
niques from the 1950s. Given that the application can be handled by the corresponding
hardware technologies, how much more efficient would the modern engineer be? Is she
30% more efficient? Twice as efficient? Could she be ten times as efficient? Whatever the
answer, it will in no way compare with the sheer orders of magnitude by which the effi-
ciency of hardware engineers has increased. One hardware engineer in the 1990s can
implement what took armies of engineers to implement in the 1950s.

Hardware engineers are so much more efficient today because they have developed a
technology that allows them to build upon each other’s work. Nobody has to redesign a
flip-flop.” Nobody has to build a flip-flop. You can buy them by the thousands in little
integrated circuits. Engineers don’t have to design op-amps, or adders, or CPUs, or any of
the other staples of electronic devices. They can just buy the building blocks and tie them
together using standard electronic engineering techniques. And every year the building
blocks become more powerful and more complex. Every year this encapsulated power and
complexity is made directly available for hardware engineers to bring to bear upon their

3. An electronic memory device capable of storing 1 bit of information.
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designs. It is this encapsulation and mass production of complexity that has so magnified
the power of the hardware engineer.

No such revolution has yet taken place in the realm of software engineering. Oh, we
might not have to write sort functions anymore.* And maybe most of our I/O is taken
care of for us by an operating system. But nobody is out there selling “Integrated Applica-
tion Modules™ that software engineers can buy and hook together with the kind of effi-
ciency experienced by hardware engineers. As a group, software engineers are not
building upon each other’s work. We continue to reimplement different variations of the
same functions over and over again.

OOD Can Make Software ‘“‘Softer”

Software may be hard, but OOD can help to soften it a bit. OOD provides the tools and
techniques by which we can encapsulate a certain level of functionality and complexity.
Using OOD, we can create black-box software modules that hide a great deal of complex-
ity behind a simple interface. Software engineers can tie these black boxes together using
standard software techniques.

Booch calls these black boxes class categories. Class categories are comprised of
entities known as classes, which are bound together by class relationships. A great deal of
complexity can be buried in a class, while its interfaces can remain relatively simple. This
takes advantage of the fact that people are so good at abstracting away details. If we can
bury all the details away in some class, then we don’t have to think about them any more.
We can use the class as often as we like, and for as many applications as we see fit, but we
never have to consider the details buried inside it again. This is an enormously powerful
concept. Such classes allow us to wield great power at relatively low cost.

Class categories organize groups of classes into mechanisms that implement high-
level policies, independent of the details that they control. Such categories, designed for
one application, can be reused in many other applications that require the same kind of
policies.

By 1990 there were some class libraries for sale. These libraries provided basic, low-
level classes such as queues, linked-lists, sorted-lists, complex numbers, and so on. They
provided abstractions that software engineers could readily build upon and incorporate
into their own class categories. By 1992 there were some libraries of class categories for
sale that encapsulated the policies that managed particular graphic user interfaces. These
category libraries, also called “frameworks”, made it much simpler to design and imple-
ment applications that employed those GUIs. Again, these frameworks can be built upon
to ease the job of designing and building software.

Will more libraries of class categories appear on the market, with more and more pol-
icies and functionality and complexity buried within simple interfaces? Will it one day be
possible to buy a “Word Processor” framework, or a “Spreadsheet” framework? Will soft-

4. Although I’d be willing to bet that many of you have within the last year or so.
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ware engineers be able to tie such wildly complex entities together with the same ease and
efficiency that hardware engineers currently tie CPUs, UARTSs, and RAMs together? That
would certainly be a worthy goal. It may be that OOD can move us closer to achieving it.
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