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Preface

Many people think of a computer as a PC on a desk with a keyboard and video mon-
itor. However, most of the computers in the world have neither a keyboard nor a
video monitor. Rather they are small microcontrollers—a microprocessor, memory,
and 1/0O all on a single chip—that are embedded in a myriad of other products such
as automobiles, televisions, VCRs, cameras, copy machines, cellular telephones,
vending machines, microwave ovens, medical instruments, and hundreds of addi-
tional products of all kinds. This book is about how to program microcontrollers and
use them in the design of embedded systems.

A popular microcontroller that has been used in a wide variety of different
products is the Motorola 68HCI11. Motorola has recently introduced an upgrade of
this microcontroller, the 68HC12, that has new, more powerful instructions and ad-
dressing modes. This book emphasizes the use of the 68HC12 while at the same time
providing information about the 68HC11. It can therefore be used in courses that
use both 68HC12 and 68HC11 microcontrollers.

This book is the result of teaching various microcomputer interfacing courses
over the past 20 years. While the technology may change, the basic principles of
microcomputer interfacing remain largely the same and these basic principles are
stressed throughout this book. However, microcomputer interfacing is a subject that
is learned only by doing. The courses that I have taught using this material have all
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been project-oriented courses in which the students design and build real micro-
computer interfacing projects.

A definite trend in microcomputer interfacing and in digital design in general
is a shift from hardware design to software design. Microcomputer interfacing has
always involved both hardware and software considerations. However. the increas-
ingly large-scale integration of the hardware together with sophisticated software
tools for designing hardware means that even traditional hardware design is becom-
ing more and more a software activity.

In the past most software for microcomputer interfacing has been written in
assembly language. This means that each time a new and better microprocessor
comes out the designer must first learn the new assembly language. The advantage
of assembly language is that it is “closest to the hardware™ and will allow the user to
do exactly what he or she wants in the most efficient manner. While some feel that
assembly language programs are more difficult to write and maintain than programs
written in a high-level language, the major disadvantage of assembly language pro-
grams is related to the obsolescence of the microprocessor—when upgrading to a
new or different microprocessor, all of the software has to be rewritten! Even when
upgrading from a 68HC11 to a 68HC12. which is upward compatible at the source-
code level, to get the best performance from the 68HC12 you will need to rewrite
the code to use the newer, more powerful instructions and addressing modes.

This has led to a trend of using high-level languages such as C or C++ for
microcomputer interfacing. While this helps to solve the obsolescence problem—
much of the same high-level code might be reusable with a new microprocessor—
high-level languages come with their own problems. The development environment
is not always the most convenient. One has to edit the program. compile it, load it.
and then run it to test it on the real hardware. This edit-compile-test cycle can be
very time consuming for large programs. Without sophisticated run-time debugging
tools the debugging of the program on real hardware can be very frustrating. When
designing microcomputer interfaces you would like to be as close to the hardware as
possible.

What you would like is a computer language with the advantages of both a
high-level language and assembly language, with none of the disadvantages. It
would be nice if the language were also interactive so that you could sit at your com-
puter terminal and literally “talk™ to the various hardware interfaces. The language
should also produce compact code so that you can easily embed the code in PROMS
or flash memory for a stand-alone system. While you're at it why not embed the en-
tire language in your target system so that you can develop your program “on-line™
and even upgrade the program in the field once the product is delivered. Impossible,
you say? In fact, just such a language exists for almost-any microprocessor you may
want to use. The language is Forth and we will use a derivative of it in this book to
illustrate how easy microcomputer interfacing can be.

We will use a unique version of Forth called WHY P (pronounced whip) that
is designed for use in embedded systems. WHYP stands for Words to Help You
Program. It is a subroutine threaded language which means that WHYP words are
just the names of 68HCI12(11) subroutines. New WHYP words can be defined
simplv by stringine previoushy defined WHYP words toocther
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A unique feature of Forth—and WHYP—is its simplicity. It is a simple
language to learn, to use, and to understand. In fact. in this book we will develop the
entire WHYP language from scratch. We will see that WHYP consists of two parts—
some 68HC12 subrautines that reside on the target system (typically an evaluation
board) and a C+ + program that runs on a PC and communicates with the 68HC12
target system through a serial line. In the process of developing the WHYP subrou-
tines on the target system you will learn 68HC12 assembly language programming.
When you finish the book you will also know Forth. Previous knowledge of C++
will be helpful in understanding the C+ + portion of WHYP that resides on the PC.
The complete C+ + source code is included on the disk that accompanies this book
and in discussed in Chapters 16 and 17. However, these chapters are optional and
are not required in order to use WHYP to program the 68HC12.

You will discover that you can develop large software projects using WHYP in
a much shorter time than you could develop the same program in either assembly
language or C. You might be surprised at the number of industrial embedded sys-
tems projects that have been developed in Forth. Many small companies and con-
sultants that use Forth don't talk much about it because many consider it a compet-
itive advantage to be able to develop software in a shorter time than others who
program in assembly language or C.

In Chapter 1 you will learn about the architecture of the 68HC12 and how to
write a simple assembly language program. assemble it, download it to the target
board. and exccute it. You will see how to write 68HC12 subroutines in Chapter 2
where you will learn how the system stack works. We will then develop a separate
data stack. using the 68HC12 index register. X, as a stack pointer. This data stack will
be used throughout the book to pass parameters to and from our 68HC12 subrou-
tines (WHYP words). We will see in Chapter 2 that this makes it possible to access
our 68HC12 subroutines interactively, by simply typing the name of the subroutine
on the PC keyboard.

In Chapter 3 we will study 68HC12 arithmetic with emphasis on the new 16-bit
signed and unsigned multiplication and division instructions available on the
68HC12. We will use these instructions to create WHYP words for all of the arith-
metic operations.

The power of WHYP comes from the fact that you can define new WHYP
words in terms of previously defined words. This makes WHYP an extensible lan-
guage in which every time you write a WHYP program you are really extending the
language by adding new words to its dictionary. You will learn how to do this in
Chapter 4.

In Chapter 5 we will look at the 68HC12 branching and looping instructions
and see how we can use them to build some high-level WHYP branching and loop-
ing words such asan /F ... ELSE ... THEN construct and a FOR ... NEXT loop.
We will also sce in this chapter how we can do recursion in WHYP, that is, how we
can have a WHYP word call itself.

After the first five chapters you should have a good understanding of the
68HC 12 instructions and how they are used to create the WHYP language. The next
six chapters will use WHYP as a tool to explore and understand the /O capabilities
of the 68HC12 (and 68HCI1). The important topic of interrupts is introduced in
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Chapter 6 and specific examples of using interrupts in conjunction with various I/O
functions are given in Chapters 7-11.

Parallel interfacing will be discussed in Chapter 7 where examples will be
given of interfacing a 68HC12 to seven-segment displays. hex keypads. and liquid
crystal displays. Real-time interrupts are used to program interrupt-driven traffic
lights.

Chapter 8 will cover the 68HC12 Serial Peripheral Interface (SPI) where it will
be shown how to interface keypads and seven-segment displays using the SPI. The
68HCI1 and 68HC12 Analog-to-Digital (A/D) converter is described in Chapter 9
where an example is given of the design of a digital compass.

The 68HC12 programmable timer is discussed in Chapter 10 where examples
are given of using output compares, input captures, and the pulse accumulator.
Examples of using interrupts include the generation of a pulse train and the mea-
surement of the period of a pulse train. An example of storing hex keypad pressings
in a circular queue using interrupts is also included in Chapter 10. As a final exam-
ple of using interrupts a design is given of a sonar tape measure using the Polaroid
ultrasonic transducer.

Chapter 11 deals with the Serial Communication Interface (SCI) which is the
module used by the 68HC12 to communicate with the PC.

Chapters 1-11 provide all the basic material needed to program a 68HC12 mi-
crocontroller for most applications. These chapters can form the basis of a one-term
projects-oriented capstone design course at the senior/graduate level.

The material in Chapters 12 and 13 will be of interest to those who want access
to more advanced topics related to programming in WHYP. Chapter 12 describes
how to convert ASCII number strings to binary numbers and vice versa. Chapter 13
shows how you can create defining words using the CREATE ... DOES> construct.
These defining words are used to create jump tables and various data structures in
WHYP.

The 68HCI12 has special instructions that facilitate the implementation of
fuzzy control. Chapter 14 discusses fuzzy control and shows how to design a ftizzy
controller using WHYP on a 68HC12.

A number of special topics related to the 68HC12 are covered in Chapter 15
and as mentioned above Chapters 16 and 17 describe the C++ program for that
part of WHYP that runs on the PC. The appendices contain the 68HCI2 and
68HCI11 instruction sets, plus useful information about WHYP. including proce-
dures for installing WHYP on various evaluation boards.

Chuck Moore invented Forth in the late 1960s while programming minicom-
puters in assembly language. His idea was to create a simple system that would allow
him to write many more useful programs than he could using assembly language.
The essence of Forth is simplicity—always try to do things in the simplest possible
way. Forth is a way of thinking about problems in a modular way. It is modular in the
extreme. Everything in Forth is a word and every word is a module that does some-
thing useful. There is an action associated with Forth words. The words execute
themselves. In this sense they are object oriented. We send words parameters on the
data stack and ask the words to execute themselves and send us the answers back on
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the data stack. We really don’t care how the word does it—once we have written it
and tested it so we know that it works.

Forth has been implemented in a number of different ways. Chuck Moore’s
original Forth had what is called an indirect-threaded inner interpreter. Other Forths
have used what is callfed a direct-threaded inner interpreter. These inner interpreters
get executed every time you go from one Forth word to the next. that is. all the time.
WHYP is what is called a subroutine-threaded Forth. This means that the subroutine
calling mechanism that is built into the 68HCI12 is what is used to go from one
WHYP word to the next. In other words, WHYP words are just regular 68HC12
subroutines. This both simplifies the implementation and speeds up the execution,
at the expense of using somewhat more memory. In WHYP a word is compiled as a
3-byte jump-to-subroutine instruction while direct-threaded Forths need to store
only the 2-byte address in memory. The inner interpreter takes care of reading the
next address and executing the code at that address. Indirect-threaded Forths have
an additional level of indirection. The 2-byte address in memory points not to the
code to be executed, but to a location containing the address of the code to be exe-
cuted. WHYP avoids these complications by being subroutine threaded and using
the subroutine structure built into the 68HC12.

The way you program in Forth is bottom up—even though you may design the
overall solution top down. You define a simple little word (subroutine) and test it
out interactively at the keyboard. You put values on the data stack by simply typing
them on the screen. separated by spaces. followed by the name of the word. When
vou press <enter>, the word (subroutine) is executed immediately and it leaves the
answer(s) on the data stack which you can then display. This will all be explained in
detail in the first five chapters of this book.

You should think of WHYP as your personal language that will allow you to
write programs for the 68HC12 incrementally and interactively. Because we develop
WHYP from scratch in this book there will be no mystery as to how it works. The
entire source code—both the assembly language and the C+ + parts—are included
on the disk that comes with this book. In the true spirit of Forth this will give you
complete control over your programming environment. Remember, Forth is an ex-
tensible language—and WHYP is your personal language that you will be able to ex-
tend and modify to suit your needs.
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