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( PREFACE

This text is intended for a first course in programming and problem solving. We want students to
focus on traditional topics in computer science, while writing object-oriented programs with graphical
user interfaces in Java. Thus, the text covers seven major aspects of computing:

1. Programming Basics. This deals with the basic ideas of problem solving with computers, prim-
itive data types, control structures, and methods.

2. Data and Information Processing. Fundamental data structures are discussed. These include
strings, arrays, and files.

3. Object-Oriented Programming. OOP is today’s dominant programming paradigm. All the essen-
tials of this subject are covered.

4. Graphical User Interfaces and Event-Driven Programming. Many texts at this level cling to
what has now become an antiquated mode of programming—character-based terminal I/O. The
reason is simple. GUIs and event-driven programming are too complex for beginning students. In
this text, we overcome the barrier of complexity in the manner explained below.

5. Software Development Life Cycle. Rather than isolate software development techniques in sep-
arate lessons, our text deals with them throughout in the context of numerous case studies.

6. Graphics. Our text explores problem solving with simple graphics. This includes drawing simple
shapes, representing data graphically, and implementing a rudimentary sketching program.

7. Networking. We introduce the programming of Web pages and applets.

Early, Easy GUIs with BreezyGUI®

Every CS1 Java text faces a dilemma: either do terminal I/O and look like a C++ text, or do
graphical user interfaces and overwhelm the reader with the details of Java’s Abstract Windowing
Toolkit. To overcome this dilemma, our text comes with a software package, BreezyGUI, which sim-
plifies the programming of graphical user interfaces. BreezyGUI insulates students from the complex
details of setting up window objects and managing interface events. Thus, students can use GUIs without
being overwhelmed and distracted from the basic business of software development—algorithm design
and factoring code into classes. Every example program in the first 12 lessons is GUI-based and uses
BreezyGUI. The mystery behind the BreezyGUI package is removed in the final lesson of the text,
where we introduce the details of Java’s Abstract Windowing Toolkit and delegation event model.




Focus on Traditional Computer
Science Topics

Many introductory Java books succumb to the temptation to focus on the popular features of Java for
Web-based programs, such as applets, threads, client/server network applications, and multimedia. We be-
lieve that these are actually advanced topics, which presuppose a principled introduction to the field. The
example programs in the first 11 lessons of our book are stand-alone Java applications. Lesson 12 intro-
duces HTML programming and applets, which allow Java programs to run in Web browsers. Because all of
our applications are GUI-based, the transition from applications to applets is straightforward.

Just-in-Time, Multiparadigm
Approach to Problem Solving

At one time there was a movement in computer science texts to introduce user-defined procedures
as early as possible. Many texts are now supplanting this approach with another one: introduce user-de-
fined classes as early as possible. Both approaches overlook the fact that procedures and classes are
mechanisms for structuring code, and as such they are best introduced when students start working with
problems that call for these organizational tools. Thus, the early lessons of our book (2 through 4) em-
phasize calculations, control constructs, and algorithms. User-defined methods arrive in Lesson 5 and
user-defined classes in Lesson 7. There they are needed, and their benefits are appreciated.

Case Studies and the Software Life Cycle

This text contains numerous case studies. These are complete Java programs, ranging from the
simple to the substantial. To emphasize the importance and reality of the software development life
cycle, case studies are always presented in the framework of a user request, analysis, design, and imple-
mentation, with well-defined tasks performed at each stage. Some case studies are carried through
several lessons or extended in end-of-lesson programming projects.

Alternative Paths Through the Text

We have organized the text to satisfy different time frames and topic preferences. We recommend
starting with the first three lessons, which provide CS background; explain how to run a first Java
program; and explore the basics of syntax, semantics, and debugging. After the first three lessons have
been covered, the following alternatives suggest themselves:

1. Those who cannot resist doing applets should skip to Lesson 12 and then return to Lesson 4.

2. Those who cannot resist doing graphics should do Lessons 4 and 5, then skip to Lesson 10, and
return to Lesson 6.

3. Those who cannot resist doing files should do Lessons 4—6 then skip to Lesson 11, and return to
Lesson 7.

4. Those who want to cover user-defined classes but omit inheritance should skip Lesson 9.

Of course, the best way to use this text is simply to go through it.
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Reports of Errors and Updates

We have made every effort to produce an error-free text, although this cannot be guaranteed with
certainty. We assume full responsibility for all errors or omissions. Readers are encouraged to report
errors to klambert@wlu.edu. A listing of errata, should they be discovered, and other information about
the book will be posted on the author’s Web site, http://www.wlu.edu/~lambertk/hsjava/index.html.
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How to Use this Text

What makes a

good computer pro-
gramming text?
Sound pedagogy and
the most current,
complete materials.
That is what you will
find in the new Java:
Complete Course in
Programming and
Problem Solving. Not
only will you find an
inviting layout, but
also many features to
enhance learning.

USER-DEFINED
METHODS

OBJECTIVE

L
(@O Estimated Time: 3 hours

User-Defined Methods

Thc programs we have written so far have been short and simple, but soon we will tackle
problems of greater complexity. To manage the complexity, we can apply a strategy that has proven
successful in many areas of human endeavor—divide and conquer.

Objectives—
Objectives are listed
at the beginning of
each lesson, along
with a suggested
time for completion
of the lesson. This
allows you to look
ahead to what you
will be learning and
to pace your work.

FIGURE X-X
The proposed interface

Degrees Fahrenheit ! 212

100

Degrees Centigrade

The method Math.pow (x, y) raises x to the power of y. The following code segment displays the
first ten powers of 2 on separate lines in a text area named output:

Enhanced Screen
Shots—Screen shots
now come to life on
each page.

Program Code

Examples—Many
examples of program
code are included in

UNIT 2: METHODS, DATA TYPES. AND CLASSES

the text to illustrate
concepts under dis-
cussion.



Case Studies—Case
studies present Java
program solutions to
specific user
requests and show
the analysis, design,
and implementation
stages of the soft-
ware development
life cycle.

SCANS (Secretary’s
Commission on
Achieving Necessary
Skills)—The U.S.
Department of Labor
has identified the
school-to-careers
competencies. The
five workplace compe-
tencies (resources,
interpersonal skills,
information, sys-
tems, and technolo-
gy) and foundation
skills (basic skills,
thinking skills, and
personal qualities)
are identified in Case
Studies and Projects
throughout the text.
More information on
SCANS can be found
on the Electronic
Instructor.

Summary—At the
end of each lesson,
you will find a sum-
mary to help you
complete the end-of-
lesson activities.

Review Questions—
Review material at the
end of each lesson
and each unit enables
you to prepare for
assessment of the
content presented.

How to Use this Text

A Sales Table

5:

CASE STUDY

Request

Write a program that allows the user to enter the names and annual sales figures for any number
of salespeople. The program should display a formatted table of salespeople, their sales, and
their commissions (at 10% of the sales amount).

Summary

In this lesson, you learned:

B The modern computer age began in the late 1940s with the development of ENIAC. Business
computing became practical in the 1950s, and time-sharing computers advanced computing in
large organizations in the 1960s.

LESSON 1 REVIEW QUESTIONS

WRITTEN QUESTIONS

Write your answers to the following questions.
1. What are the three major hardware components of a computer?

2. Name three input devices.

LESSON ? PROJECT

1. Java’s Integer class defines public constants, MIN_VALUE and MAX_VALUE, that name the
minimum and maximum int values supported by the language. Thus, the expression
Integer.MAX_VALUE returns the maximum int value. The Double class defines similar
constants. Write a program that displays the values of these four constants.

CRITICAL THINKING ACTIVITY

You have an idea for a prifkram that will help the local pizza shop handle take-out orders. Your
friend suggests an interview wih the shop’s owner to discuss her user requirements before you get
started on the program. Explain hy this is a good suggestion, and list the questions you would ask the
owner to help you determine the hiser requirements.

UNIT 1 APPLICATIONS

1. Light travels at 3 * 10® meters|per second. A light-year
in 1 year. Write a program that|calculates and displays the

he distance a light beam would travel
ue of a light-year.

99

Lesson Projects— Critical Thinking End-of-Unit
End-of-lesson hands-

on application of
what has been
learned in the lesson
allows you to actually
apply the techniques
covered.

Activity—Each les-
son and each unit

review gives you an
opportunity to apply
creative analysis to

situations presented.

Applications—End-of-
unit hands-on appli-
cations of concepts
learned in the unit
provides opportunity
for a comprehensive
review.
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With these exciting new products
tfrom South-Western!

Our new Java programming books offer everything from beginning, to intermediate,
to advanced courses to meet your programming needs.
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® NEW! Java: Programming Basics for the Internet by Barksdale and Knowlton, et al., gives
the user a quick introduction to the beginning-through-advanced features of Java. It
contains 15+ hours of instruction; the emphasis is on applets and activities.

Student Text-Workbook 0-538-68012-1
Student Text-Workbook/Microsoft Visual J++ package 0-538-68564-6
Instructor’s Manual (online) 0-538-68013-X

A new feature available for these products is the Electronic Instructor, which
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A BRIEF HISTORY
OF COMPUTER PROGRAMMING

OBJECTIVES

AR R

History of Computers

ENIAC, built in the late 1940s, was one of the world’s first computers. It was a large, stand-alone
machine that filled a room and used more electricity than all the houses on an average city block. ENIAC
contained hundreds of miles of wire and thousands of heat-producing vacuum tubes. The mean time between
failures was less than an hour, yet because of its fantastic speed, when compared to hand-operated electro-
mechanical calculators, it was immensely useful. To read more about the ENIAC and see photos of early
computers, contact the following site by using your Web browser: http:/ftp.arl.mil/ftp/historic-computers.

In the early 1950s, IBM sold its first business computer. At the time, analysts estimated that the
world would never need more than ten such machines, yet its awesome computational power was a mere
17200 of the typical 200-megahertz Pentium personal computer purchased for about $1000 in 1998.

The first computers could perform only a single task at a time. Input and output were handled by
such primitive means as switches, punch cards, and paper tape.

In the 1960s, time-sharing computers, costing hundreds of thousands and even millions of dollars,
became popular at organizations large enough to afford them. Even back then, computers were so much
faster that 30 people could work on such a computer simultaneously without loss of computing power.
Each person sat at a Teletype console connected by wire to the computer. By making a connection through
the telephone system, Teletype consoles could be placed at a great distance from the computer. The
Teletype was a primitive device by today’s standards. It looked like an electric typewriter with a large roll
of paper attached. Keystrokes entered at the keyboard were transmitted to the computer, which then
echoed them back on the roll of paper. Output from the computer’s programs was also printed on this roll.

2 UNIT 1: GETTING STARTED WITH JAVA



In the 1970s, people began to see the advantage of connecting computers in networks, and the
wonders of e-mail and file transfers were born.

In the 1980s, personal computers (PCs) appeared in great numbers. Soon thereafter, local area
networks of interconnected PCs became popular. These networks allowed a local group of PCs to commu-
nicate and share such resources as disk drives and printers with each other and with large, centralized
multiuser computers.

The 1990s have seen an explosion in computer use, and the hundreds of millions of computers now
appearing on every desktop and in almost every home can be connected through the Internet (Figure 1-1),
a fact known by every hacker and feared by every bank and government installation.

And the common language of all these computers is fast becoming Java.

FIGURE 1-1
Computers are interconnected
through the Internet

Computer Architecture

Modern computers can be viewed as machines that process information. Information processors
consist of two primary components: hardware and software. Hardware consists of the physical devices
that you see on your desktop. Software consists of the programs that enable human beings to use the
hardware.




Computer Hardware |
A general-purpose computer consists of many interconnected and interacting parts. Figure 1-2
shows the hardware components of a typical PC.

FIGURE 1-2
A typical hardware setup
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Input devices send information to the computer for processing. Examples of input devices include:
A keyboard for entering text.
A microphone for entering sound.

A mouse for direct manipulation of images on the monitor screen.

A modem for entering information from other computers.

Output devices display information in a form that people can understand. Examples of output
devices include:

B A monitor for displaying text and images on a screen.
B Speakers for emitting sound.
B A printer for producing hard copies of text and images.

Secondary storage devices store information that must be retained on a permanent or semiper-
manent basis. Examples are disks and CD-ROM:s.

A computer uses two devices to process information: memory and a central processing unit (CPU).
The memory (sometimes also called main memory or primary memory) consists of a large number of
cells that can contain information. Each cell is an electronic device that can be in one of two states, either
on or off. A given pattern of these states can be used to represent any information whatsoever, such as
numbers, text, images, and sound.

Some of the information stored in memory represents data, or the information to be processed. The
rest of the information stored in memory represents instructions, which tell the computer how to process
the data. In other words, both the program (the instructions) and the information to be processed (the
data) are stored as patterns of electronic states in memory.

4 UNIT 1: GETTING STARTED WITH JAVA



