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%”éisual Studio.NET represents a significant step forward in the continuing
evolution of software application development environments. The .NET
Framework represents our greatest step forward to date, in using the rich
semantics of classes and object-oriented design in communication, and con-
trol of the powerful Windows 2000 Operating System. A very powerful syn-
ergy is formed between the developer, the compiler, the .NET Framework
base classes, the Common Language Runtime (CLR), and the Windows 2000
Operating System. A great deal of the cognitive load is taken off the devel-
oper, by the encapsulating of the Windows 2000 Operating System Win32
APIs by the .NET Framework base classes. The intelligent collaboration
between the base classes, and the CLR automates and controls many func-
tions involved in Windows 2000 application development and execution.

Over the past 7 years, Dr. Ron Reeves has been a consultant and train-
er for UCI Software Technical Training. As a trainer, Ron will consistently go
the extra mile to make sure his students clearly understand the material and
at the same time make the learning experience enjoyable. As an author, he
demonstrates yet another remarkable talent. He is an excellent and gifted
writer. As a reader of this book you will like what he has to contribute.

In this first-class book, Ron has borrowed on his 40 plus years of com-
puter system design and implementation to discuss this revolutionary
approach to creating software applications. He takes a bottom-up approach
to explaining how this whole new architecture fits together. First, he covers
the Windows 2000 Operating System architecture and what major compo-
nents are in it. The next chapter then reviews how the Win32 APIs are used
to develop an application to run under Windows 2000. Of course this is the
unmanaged mode of Visual C++ and is the default for the compiler. Then he
covers the architecture of the .NET Framework and the significant compo-
nents involved in it. He shows the relationship of this framework to the
Win32 APIs of Windows 2000. He then steps on up to the Visual C++ com-
piler, and how it is structured to work in the new environment. The last
chapter then covers the new C# compiler and how it is structured to work in
the new environment. The book also points out how we are continuing to
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develop more and smarter META layers of software between the developer
and the under lying hardware engine. It shows how these META layers
affects the developer’s cognitive understanding of the structure.

Andrew Scoppa
UCI software Technical Training



indows 2000 is a large and important system, and it is the core of a
more embracing architecture Microsoft calls Windows DNA 2000. In this
context DNA stands for Distributed interNet Applications, and represents
Microsoft’s vision for building distributed systems. This type of architecture is
focused on developing the new “digital nervous system” for enterprises. In
this context, the “digital nervous system” is the corporate, digital equivalent
of the human nervous system: an information system that can provide a
well-integrated flow of information at the right time, to the right place in an
organization. Such systems can be programmed at many levels, from the
lowest level of device drivers giving access to privileged instructions, to very
high levels using powerful software application development tools. This
book is aimed at Windows 2000 application programming, using C++/C#
and the Visual Studio.NET development environment. The C++/C# and
Visual Studio.NET discussions and examples are based upon the BETA
1Win32 programming required for Windows 2000. The book should prove
suitable for programmers migrating to Windows 2000 from other environ-
ments, such as UNIX and mainframes, as well as for programmers moving
up from earlier versions of Windows. A large part of the book addresses
issues of what components actually make up the .NET Framework and the
Windows 2000 Operating System. One must realize, there are numerous
constraints among all the components, and one needs to try to understand,
from the beginning, how they fit into the whole .NET Framework and the
Windows 2000 Operating System.

Learning such complex technology can be quite a challenge. The doc-
umentation is vast, equivalent to tens of thousands of printed pages, and it is
changing all the time. You can subscribe to various Internet discussion
groups, and you will receive hundreds of emails every day. There are many,
many books on different parts of this technology. But, how do you grasp the
whole picture? This book aims to be holistic, to provide a practical guide for
the C++/C# programmer. It is not a substitute for documentation or more
specialized books, including “bibles” of various sorts that help you learn dif-
ferent APIs. Rather, the book provides a tutorial, giving you all the basic
information you need to create working Windows 2000 application systems.
The book and companion CD has many example programs in both C++ and
C# to aid you in gaining an understanding of how the whole environment
fits together.
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Preface

Chapter 1 is an introduction showing an architectural overview of
Windows 2000. It shows an overall block diagram of Windows 2000 and
then discusses in general some of the key components of Windows 2000.
The chapter also contains a general description of the different versions of
Windows 2000.

Chapter 2 covers the most essential fundamentals of Windows 2000
programming for C++/C# programmers. We start off with an architectural
overview of Windows 2000. There is enough detail to enable an experienced
C++ programmer new to Windows 2000 to get an understanding of
Windows 2000. This chapter also covers the concepts of processes, threads,
jobs, and the handling of errors and exceptional conditions. The software
priority structure is also covered in this chapter. The chapter explains the use
of Win32 APIs for programming without the use of the NET Framework
base classes. We will see however, that the .NET Framework base classes
almost completely encapsulate these Win32 APIs for application develop-
ment. As a C++ programmer you can still, in native mode, work with the
Win32 APIs if you should choose to do so. You can also mix native mode
and managed code mode in your application components. C# works, as we
will see, in managed code mode only. There are keywords, however, to let
the C# code have sections of native mode code. Visual Studio.NET, as we
will see in Chapter 4, has one standard approach to handling errors and
exceptions. These topics bear directly on the issues of being able to create
scalable and robust applications discussed above. The recently published
book, Win32 System Services—The Heart of Windows 98 and Windows 2000,
by Ron Reeves and Marshall Brain, covers in detail the use of Win32 APIs for
application development.

Chapter 3 covers the most essential features of the new .NET
Framework primarily from an architectural point of view. This material is the
raison d’étre for the book. It is expected that the .NET Framework will
become absolutely central to modern Windows application architecture and
programming development. Hence, it is important for you to understand the
basics. This chapter will give you the background for the discussions in
Chapters 4 and 5 on Visual C++ and C#. COM+ will continue to play an
important role in the development of multiple-tier application systems. For
COM+ details, there are many other books on the subject, including Robert
Oberg’s book, Understanding and Programming COM+—A Practical Guide
to Windows 2000 DNA.

Chapter 4 covers the Visual C++ 7.0 compiler and what is involved in
using the compiler to create applications. The discussion is primarily based
upon the use of C++ in a managed code mode, because that is the only
mode that uses the Common Language Runtime (CLR) component. This
mode picks up all the advantages of the new management features of the
CLR. It discusses in detail the Managed Extensions for C++ that enables the
programmer to take advantage of the .NET Framework architecture. The
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chapter covers the considerations of using the compiler in applications, as
opposed to just a language syntax discussion.

Chapter 5 covers the C# compiler and what is involved in using the
compiler to create applications. Windows 2000 and .NET Framework is
expected to rely heavily on C# for enterprise level system development.
Also, this new approach to distributed processing using C# does not require
the System Register for any of its activity—just a language syntax discussion.

The appendices cover in detail the supporting material for the chap-
ters. In some cases, a given appendix will be as big as a chapter. All the
Win32 APIs and the .NET Framework base classes are listed in the appen-
dices, along with software priority charts, and so on.
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[ntroduction

gn the next few sections we will establish the main Windows 2000
Operating System capabilities for the fundamentals involved in programming
for Windows 2000. There are obviously many more sections that could be
covered, but we deemed these to be most important for understanding the
programming of Windows 2000. This fundamental knowledge, along with
the other topics covered in this book, will enable you to program the many
Windows 2000 services. Included in the Windows 2000 services are base ser-
vices, component services, data access services, graphics and multimedia ser-
vices, management services, messaging and collaboration services, network-
ing services, security, tools and languages, user interface services, and Web
services. The topics covered in the overall book should put into perspective
these Windows 2000 services, and provide a kind of roadmap for how to
program these capabilities. With this understanding, we will go into the
Visual Studio.NET software development environment and show you how to
implement applications under this new development environment. We will
show you how this seamless new development environment lets you control
and harness the power of the Windows 2000 engine.

One of the key architectural features of a sophisticated operating sys-
tem, which enables it to handle many activities concurrently, is the software
priority scheme. Usually, this is one of the first things I try to figure out when
I want to start developing application programs using the Operating System
(OS). The OS also uses a hardware priority scheme, but we will not cover
that in this book. The next thing that I like to understand is the interface
communication capabilities APIs (Application Programming Interface) that
are available to me for controlling and communicating with the OS. Of
course, rolled into this scheme of things is how the OS partitions work and
allocate resources to the various application software activities, especially
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memory allocation. The software synchronizing mechanism, available to con-
trol application and system resource allocations, is closely related to the soft-
ware priority scheme. In a pseudo real-time OS like Windows 2000 it is very
important to be able to synchronize the various events relative to thread pri-
orities. We will cover these aspects in detail as we proceed through the vari-
ous sections. These fundamentals work the same across all Windows 2000
platforms. The Windows 2000 platform consists of four products as follows:

®  Windows 2000 Professional

¢ Windows 2000 Server

¢ Windows 2000 Advanced Server
®  Windows 2000 Data Center

Microsoft has done an excellent job, in that the Win32 API family of
Windows 2000 programming interfaces is the standard programming inter-
face for all Windows 2000 platforms. The Win32 APIs are the interface com-
munication capabilities (APIs) that I mentioned earlier, which allow the pro-
grammer to control and communicate with the various capabilities of
Windows 2000. Microsoft has also provided a rich set of libraries, the
Windows Foundation Classes (WFC). The .NET Framework wraps the
Windows 2000 and provides a very rich semantic interface for our use of the
Windows 2000 Operating System capabilities. The Visual C++ compiler, and
the C# compiler and associated tools of the Integrated Development
Environment (IDE), allows program development, execution, and debug
within this IDE. This environment gives the programmer a simpler but pow-
erful tool, for developing application software using the Windows 2000 APIs
and associated services. If one is programming using either the WinForm or
the Web Services APIs that wrap the Win32 APIs, they significantly reduce
the software footprint the application programmer needs to worry about to
create their applications. The Microsoft Foundation Class (MFC) library and
the Active Template Library (ATL) are also available to the application devel-
oper. These libraries simplify the creation of COM+ components, Graphical
User Interfaces (GUD), database interfaces, and other aspects of application
development. Interestingly enough, ATL is integrated into MFC and allows
the best of both worlds for GUI and small efficient software component
development.

As we proceed, we will use both the C++ compiler and the C# compil-
er, and use them with the associated tools of the new Visual Studio.Net
Integrated Development Environment (Visual Studio.Net is the next release
after Visual Studio 6.0). We are using Visual Studio.Net BETA 1 so there will
be some changes by the time of the final release. However, the software
development environment does not affect the fundamentals of the Windows
2000 OS, which is what we will cover in the first few chapters of the book.
We are covering the fundamentals from the standpoint of API calls and using
them for your application. Visual Studio.Net does introduce another frame-
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work that wraps the Windows 2000 OS; this is the .NET Framework. We will
cover this new framework after we cover Windows 2000. This framework is
middleware that sets between your application and the Windows 2000 OS.

Windows 2000 Operating System Architecture

Figure 1-1 shows the overall view of the major blocks in the Windows 2000
Operating System. As the block diagram shows, applications are kept sepa-
rate from the operating system itself. The operating-system code runs in a
privileged processor mode known as the kernel and has access to system
data and hardware. Applications run in a nonprivileged processor mode
known as user mode and have limited access to system data and hardware
through a set of tightly controlled APIs. One of the design goals of the
Windows 2000 operating system was to keep the base operating system as
small and efficient as possible. This was accomplished by allowing only
those functions that could not reasonably be performed elsewhere to remain
in the base operating system. The functionality that was pushed out of the
kernel ended up in a set of nonprivileged servers know as the protected sub-
systems. The protected subsystems provide the traditional operating system
support to applications through a feature-rich set of APIs.

Executive

The kernel-mode portion of the Windows 2000 operating system is called the
Executive and, except for a user interface, is a complete operating system
unto itself. The Executive is never modified or recompiled by the system
administrator. The Executive is actually a family of software components that
provide basic operating-system services to the protected subsystems and to
each other. The Executive components, as shown in Figure 1-1, include:

@ /O Manager

Object Manager

Security Reference Monitor
Process Manager

Local Procedure Call Facility
Virtual Memory Manager
Window Manager

Graphics Device Interface
Graphics Device Drivers

® & & @& ¢ & & @

The Executive components are completely independent of one another
and communicate through carefully controlled interfaces. This module design
allows existing Executive components to be removed and replaced with ones



