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FOREWORD

The “software crisis” is dead!

“When did it die?” you might ask. Many may not have noticed, and, indeed,
we cannot pinpoint the exact moment of demise; nonetheless, it is clear that things
are different today than they were a few years ago in the realm of software
development.

This book is one of the best signs of that change that I have seen.

Although for two decades we have heard about, read about, and lived the
“software crisis” in the popular sense of a set of terrible conditions that beset us, I
am using the term “crisis” here more in its preferred dictionary sense of a decisive
point or turning point. While many of those conditions (missed budgets and
schedules, poor quality, unreasonable expectations) are still with us, we have
changed from feeling that software is some kind of totally unmanageable beast to
believing that under the right conditions we can manage it just as we have learned
to manage other problematical situations in our universe.

Watts Humphrey’s considerable experience as a software manager, and now
as a student of the development process, has given him the insight to understand
that building software is not just a monolithic process, always the same. As the
central theme of this book so clearly indicates, we can classify those differences in
what we actually observe in development organizations in a way that permits us to
see that there is a sequence of maturity levels in the software process.

Understanding that there are different stages of maturity and understanding
something of the conditions that determine where one is and where one can hope to
be is often the key to growth—to turning the corner from chaotic software devel-
opment to a more controlled and manageable process. That is the theme of this
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highly readable, well-grounded, and pragmatic book. It will help you move be-
yond the turning point (or crisis) of feeling overwhelmed by the task of managing
the software process to understanding what is essential in software management
and what you can do about it.

Long live the crisis!

Peter Freeman
LAGUNA BEACH, CALIFORNIA



PREFACE

If you don’t know where you’'re going, any road will do.
CHINESE PROVERB

If you don’t know where you are, a map won'’t help.
WATTS S. HUMPHREY

Software engineering can be both rewarding and disappointing. The intellectual
challenge of software is unsurpassed, but our business performance has all too
often been abysmal. There is an urgent national need to improve this performance,
and to do so we need an improvement plan and a set of priorities. Such planning
calls for a vision of our goals and a clear understanding of where we are. These are
the themes of this book.

While it may seem trivial to define the state of our current software process, it
is not. The definition task requires an evaluation standard, a measurement frame-
work, and much work. To intelligently attack our problems, we must know what
they are. One way to measure the capability of a software organization is to
observe what it does in a crisis. That is when good practices are most important,
and that is when software people often have the least guidance. This book will help
you deal with the following questions:

1. How good is my current software process?
2. What must I do to improve it?
3. Where do I start?

This book grew out of work at the Software Engineering Institute at Carnegie
Mellon University on a U.S. Air Force project. The objective was to provide
guidance to the military services in selecting capable software contractors.! The
resulting method for evaluating their strengths and weaknesses has proved valu-
able for assessing other software organizations. This book describes the techni-

'"Humphrey, W. S., and W. L. Sweet. “A method for assessing the software engineering
capability of contractors,” SEI Technical Report SEI-87-TR-23, September 1987.
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cal and managerial topics these assessments have found most critical for im-
provement.

The book's individual topics are presented in relation to the basic principles
of software process management. The approach is to provide a framework and
some techniques for evaluating and improving the process of doing software rather
than presenting a specific set of solutions. It is like the distinction between learning
a story and learning to read. The software field is so new that many new tools and
methods will surely be developed. The techniques outlined in these pages, how-
ever, are grounded in the durable principles that have fueled several centuries of
scientific and engineering advancement. These principles provide a powerful con-
ceptual framework for learning about and improving the software engineering
process.

Individuals, Teams, and Armies

The history of software development is one of increasing scale. Initially a few
individuals could hand craft small programs; the work soon grew beyond them.
Teams of one or two dozen professionals were then used, but success was mixed.
While many organizations have solved these small-system problems, the scale of
our work continues to grow. Today large projects require the coordinated work of
many teams. Complexity is outpacing our ability to solve problems intuitively as
they appear. What is required is a more structured approach to software process
management.

In addition to working with very large projects, however, we have found that
the same methods are effective for smaller groups. In fact, in simplified form, they
are even helpful for individual programmers. That, of course, is the key. If our
methods do not serve the individual professionals, they will not endure.

People and the Software Process

Talented people are the most important element in any software organization. The
crucial initial step is thus to get the best people available. The better and more
experienced they are, the better the chance of producing first-class results.2
Once you have the best people you can get, however, what next? If everyone
wrote in different programming languages, used special conventions, or didn’t co-
ordinate their design and code changes with their peers, the results would be chaos.
Successful software organizations have learned that even the best professionals
need a structured and disciplined environment in which to do cooperative work.
Software organizations that do not establish these disciplines condemn their

2Boehm, B. W. Software Engineering Economics. Englewood Cliffs, NJ: Prentice-Hall, 1981.



