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Preface

Historically a course on data structures has been a mainstay of most Computer Science
departments. However, over the last ten years the focus of this course has broadened
considerably. The topic of data structures now has been subsumed under the broader
topic of abstract data types (ADTs)—the study of classes of objects whose logical
behavior is defined by a set of values and a set of operations.

Although the term abstract data type describes a comprehensive collection of data
values and operations, the term data structures refers to the study of data and how to
represent data objects within a program; that is, the implementation of structured rela-
tionships. The shift in emphasis is representative of the move towards more abstraction
in Computer Science education. We now are interested in the study of the abstract
properties of classes of data objects in addition to how these objects might be repre-
sented in a program. Johannes J. Martin puts it very succinctly: ... depending on
the point of view, a data object is characterized by its type (for the user) or by its
structure (for the implementer).”l

Although this book’s title is still Pascal Plus Data Structures, its emphasis also has
been moving toward more abstraction over the last two editions. But in keeping with
our respective backgrounds of academia and industry, this shift has been in conjunction
with more attention to software engineering principles, techniques, and practice. Both
of these trends are continued in this fourth edition.

Emphasis

The focus is on abstract data types, their specification, their implementation, and their
application. Within this focus, we continue to stress computer science theory and soft-
ware engineering principles, including modularization, data encapsulation, information
hiding, data abstraction, the top-down design of algorithms and data structures in par-
allel, the analysis of algorithms, and life-cycle software verification methods. We feel
strongly that these principles should be introduced to computer science students early
in their education so that they learn to practice good software techniques from the
beginning. An understanding of theoretical concepts helps students put new ideas that
they encounter into place, and practical advice allows them to apply what they have
learned. Because we feel that these concepts can be taught to those with no formal
mathematics, we consistently use intuitive explanations, even for topics that have a
basis in mathematics, such as the analysis of algorithms. In all cases, our highest goal
is to make our explanations as readable and as easily understandable as possible.

'Johannes J. Martin, Data Types and Data Structures, Prentice-Hall International Series in Computer Sci-
ence, C. A. R. Hoare, Series Editor, 1986.
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New Material and Organizational Changes

In light of the trend toward more abstraction, we have made a number of structural
changes and added new material. We now define the logical properties of an ADT by
specifying the operations that can be performed on them. All operations on ADTs fall
into three classes: constructor operations (operations that create or change a structure),
observer operations (operations that observe the state of the structure), and iterator
operations (operations that process each item in the structure). These operator classes
are defined and discussed. Three new operations are defined on the List ADT—
Length, ResetList, and GetNextltem. These operations allow the user to iterate through
a list and process each item without having to access the list directly.

Standard Pascal is susceptible to the criticism that it does not support encapsulation,
the hallmark of modern software engineering methodology, because the standard does
not support separately compilable units or modules. Fortunately, however, almost all
implementations of Pascal (including Turbo Pascal and Think Pascal) do support the
unit construct, thus providing the encapsulation not present in the standard. Therefore,
in this edition we stress encapsulation through the use of units. All ADTs are encap-
sulated into units. We do, however, demonstrate how to incorporate units into the code
if the system being used does not support them. An icon representing a package
([ﬂ ) flags all references to units.

Many languages support the concept of a generic structure—a structure in which
the operations on the data are defined, but the types of the data objects being manip-
ulated are not. No Pascal implementation has this feature; however, it can be simu-
lated. The documentation in the interface of a unit encapsulating an ADT tells the user
to prepare an auxiliary unit that describes the types of the objects being manipulated;
the ADT unit then accesses this auxiliary unit. This technique does not break the con-
cept of abstraction because the user simply is tailoring the ADT to manipulate the
program-dependent data objects.

We have removed the separate FindElement procedure that was internal to the List
ADT in the last edition. Because experience has shown that this generalization con-
fuses students when they first learn to manipulate linked lists, finding the element to
manipulate is repeated within the code of each operation that needs it. In Chapter 7,
after the students are comfortable with linked lists, we introduce this simplification.

Rather than letting the items in a list be accessed by a field named Key, the user
of any ADT requiring a comparison of two items must provide Compare, a comparison
function that takes two items of ItemType and returns Less, Equal, or Greater. We
provide even more flexibility in ADT operations by letting the user pass procedures
and functions as parameters, thus allowing data to be searched on multiple keys or a
list to be ordered on different keys.

We also introduce the questions of visibility and accessibility. For example, should
the structure be defined in the interface section of a unit and declared in the user
program, or should the structure be defined and declared within the implementation
section of the unit encapsulating the ADT?

To reinforce the concept of recursion, we first present the binary search tree algo-
rithms in their recursive form and then translate them into iterative form. Lastly, we
have combined Chapters 11 and 12 into Sorting and Searching and added radix sorting.
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Content and Organization

Chapter 1 reviews the basic goals of high-quality software and the basic prin-
ciples of software engineering for designing and implementing programs to meet these
goals. Because there is more than one way to solve a problem, we discuss how com-
peting solutions can be compared through the analysis of algorithms, using Big-O
notation. The techniques for the top-down design of both programs and data structures
are reviewed, with an emphasis on modularization, good programming style, and doc-
umentation. The separation of the design of problem solution from its implementation
is stressed. The idea of making a schedule for completing a programming assignment
is discussed.

ListAndCount, a sample application program in this chapter, produces a numbered
program listing and source-line count of comment lines and executable lines—a tool
that students can use throughout the rest of the course.

Chapter 2 addresses what we see as a critical need in software education— the
ability to design and implement correct programs and verify that they actually are
correct. Topics covered in this chapter include the concept of ““life-cycle” verification;
designing for correctness using preconditions, postconditions, and loop invariants; the
use of deskchecking and design/code walkthroughs and inspections to identify errors
before testing; debugging techniques, data coverage (black box), and code coverage
(clear or white box) approaches; unit testing, writing test plans, and structured inte-
gration testing using stubs and drivers.

The application section for this chapter shows how all these concepts can be applied
to the development of a procedure that searches a list of items using the binary search
algorithm. Students seem to think that an array and a list are synonyms. In order to
make the distinction between them clear from the beginning, we encapsulate a list into
a record with two fields:

Length (type Integer) and Data (type array).

The list is those elements in the array Data from 1 to Length. By making this differ-
ence explicit from the beginning, we trust that students will use the terms array and
list appropriately (never interchangeably) throughout their careers.

Chapter 3 presents data abstraction and encapsulation, the software engineering
concepts that relate to the design of the data structures used in programs. We discuss
three perspectives of data—abstraction, implementation, and application. Abstract
data types are defined as the abstract view of data and operator classes for ADTs are
discussed. We apply these perspectives to the built-in data structures that Pascal sup-
ports: arrays, records, variant records, and sets. We introduce the concept of dynamic
allocation in this chapter along with the syntax for using Pascal pointer variables.

In the application section we reinforce the ideas of data abstraction and encapsu-
lation by creating a user-defined data type, the string. Students learn to write two dif-
ferent kinds of documentation in the context of this application. The functional spec-
ification of the ADT is documentation for the user of the structure; it is implementation
independent. The documentation within the code of the ADT operations is for the
maintainer of the code; it describes the algorithm and how it is implemented.
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Chapter 4 introduces the stack data type. The stack first is considered from its
abstract perspective, and the idea of recording the logical abstraction in an ADT spec-
ification is stressed. We implement the set of stack operations using an array-based
structure and a linked structure; then we compare these implementations in terms of
memory use and operator efficiency using Big-O.

Because the ability to encapsulate an abstract data type in a separately compiled
package is so important, we introduce the concept of a unit in this chapter and use
units throughout the rest of the book. The unit has three parts: the interface section,
which defines the function of the operations in the unit; the implementation section,
which contains the code that implements the operations; and the initialization section.
The functional specification for the stack becomes the interface section of the unit
encapsulating the Stack ADT. The implementation section contains the code, either
the array-based or linked implementation. It is important for the students to note that
the documentation for the interface section is the same for both implementations.

The application section illustrates the use of a stack in a program that evaluates
infix expressions. The unit encapsulating the Stack ADT is brought into the application
program through a USES clause; the only access to the elements on the stack is
through the operations provided.

Chapter 5 introduces the FIFO queue. In addition to discussing the logical prop-
erties of the Queue ADT, this chapter gives a detailed look at the design considerations
of selecting among multiple implementation choices. We examine techniques for test-
ing the Queue ADT using a batch test driver. The technique of allowing the user of
an ADT to define the type of item on the structure and provide a function comparing
two items is presented. Because of the generality that this technique provides, it is
used throughout the rest of the text.

The application in this chapter is a generic multiple-server/single-queue queuing
system simulation. The concepts of abstraction are enforced by the use of the Queue
ADT.

Chapter 6 reviews operator classes within the context of determining the spec-
ification for the List ADT. The new operations Length, ResetList, and GetNextItem
are introduced and used to write three procedures— PrintList, CreateListFromFile, and
WriteListToFile—that access the elements in a list without having access to the struc-
ture itself. The concept of a nontext (binary) file is presented in this chapter and used
in the application. We discuss and compare an array-based implementation and a
linked implementation.

The application program AdManager in this chapter makes use of the List ADT,
the procedures written using the List ADT, and the Queue ADT, thus reinforcing the
ideas of abstraction.

Chapter 7 introduces a variety of programming techniques. We explore a num-
ber of variations of linked structures—circular linked lists, linked lists with headers
and trailers, and doubly linked lists. We also introduce the concept of passing a pro-
cedure or function as a parameter. The issues of visibility and accessibility are pre-
sented in this chapter. Finally, we cover the use of static allocation to implement a
linked structure.



Preface xi

To demonstrate incremental software development, we complete program
AdManager.

Chapter 8 presents the principles of recursion in an intuitive manner and then
shows how recursion can be used to solve programming problems. Guidelines for writ-
ing recursive procedures and functions are illustrated with many examples. We present
a simple three-question technique for verifying the correctness of recursive procedures
and functions and use it throughout the rest of the book.

The application in this chapter is a recursive solution to a maze problem. The imple-
mentation is compared to a nonrecursive (stack-based) approach to demonstrate how
recursion can simplify the solution to some kinds of problems.

Chapter 9 introduces binary search trees as a way to arrange data, giving the
flexibility of a linked structure with order logN search time. In order to build on the
previous chapter and exploit the inherent recursive structure of binary trees, the algo-
rithms first are presented recursively. After all of the operations have been imple-
mented recursively, we code InsertTreeElement and DeleteTreeElement iteratively to
show the flexibility of binary search trees.

The application modifies program ListAndCount (from Chapter 1) to include a
cross-reference generator. Here the students see how an existing program can be mod-
ified—one of the most common real-world programming assignments.

Chapter 10 presents a collection of other branching structures: heaps, priority
queues (implemented with heaps), and graphs. Binary Expression Trees (deleted in the
third edition) are brought back by popular demand. The graph algorithms make use
of stacks, queues, and priority queues thus both reinforcing earlier material and dem-
onstrating how general these structures are.

Chapter 11  covers sorting and searching. We have included radix sort after
searching. We placed it at the end of the chapter to emphasize that it is not a com-
parison sort like the others and to be able to refer to hashing in the discussion. As an
added bonus, queues are used in radix sorting, giving us one more reinforcement for
the generality of the ADTs presented in this book.

Additional Features

Chapter Goals A set of goals is presented at the beginning of each chapter to
help the students assess what they have learned. These goals are tested in the exercises
at the end of each chapter.

Chapter Exercises Most chapters have more than 35 exercises, new or revised
for this edition. The exercises have varying levels of difficulty, including short pro-
gramming problems, the analysis of algorithms, and problems that test the student’s
understanding of concepts. For chapters that contain application programs, there are
sets of exercises that specifically pertain to the material in the application section of
the chapter. These exercises are designed to motivate the students to read the appli-
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cations carefully. There are also exercises marked for Turbo Pascal programmers.
Approximately one-third of the exercises are answered in the back of the text; the
answer key for the remaining exercises is in the Instructor’s Guide. The numbers of
those exercises answered in the text are bold faced so they can be easily identified.

Application Programs There are nine completely implemented applications
that demonstrate a start-to-finish approach to designing a computer program from pro-
gram specifications, including:

the problem statement through to the formal specification

the design of each data structure, using ADTs

the source code for the program (in the text and on disk)

additional topics (for example, testing approaches, error checking, alternate imple-
mentations, suggestions for enhancements)

Program reading is an essential skill for software professionals, but few books include
programs of sufficient length for students to get this experience. There is a set of
exercises and programming assignments based on each application.

Program Disk The source code for both data structures and application pro-
grams is included on a disk provided with the text. Having the source code for the
ADTs on disk encourages the students to think in terms of reusable code. The source
code for the larger application programs is provided to give students practice in mod-
ifying programs, without having to spend time rekeying the original program.
Throughout the text a computer disk icon ( ) appears alongside a description of a
program and its file name.

Programming Assignments A set of recommended programming assignments
for each chapter is included at the end of the book. The assignments represent a range
of difficulty levels and were carefully chosen to illustrate the techniques described in
the text. These assignments, which include modifications and enhancements to the pro-
grams in the application sections of Chapters 1-9, give the students experience in
program modification and program ‘“‘maintenance.” A large selection of additional
programming assignments is also available in the Instructor’s Guide.

Instructor’s Guide An Instructor’s Guide is available that includes the follow-
ing sections for each chapter.

Goals

Outline

Teaching Notes: suggestions for how to teach the material covered in the chapter

Workouts: suggestions for in-class activities, discussion questions, and short

exercises

= Quickie Quiz Questions: additional short-answer questions that can be used in class
to test student comprehension

= Exercise Key: answers to those questions that are not in the back of the book

m Programs: suitable programs in ready-to-copy format
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Transparency Masters Figures from the text, ADT specifications, and algo-
rithms are provided in a form ready to use as transparency masters.
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