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Preface

In recent years the management of business processes has emerged as one of
the major developments to ease the understanding of, communication about,
and evolution of process-oriented information systems in a variety of applica-
tion domains. Based on explicit representations of business processes, process
stakeholders can communicate about process structure, content, and possible
improvements. Formal analysis, verification and simulation techniques have the
potential to show deficits and to effectively lead to better and more flexible
processes. Process mining facilitates the discovery of process specifications from
process logs that are readily available in many organizations.

This volume of Springer’s Lecture Notes in Computer Science contains the
papers presented at the 2nd International Conference on Business Process Man-
agement (BPM 2004) which took place in Potsdam, Germany, in June 2004.
From more than 70 submissions BPM 2004 received, 19 high-quality research
papers were selected.

BPM 2004 is part of a conference series that provides a forum for researchers
and practitioners in all aspects of business process management. In June 2003,
the 1st International Conference on Business Process Management took place
in Eindhoven, The Netherlands. Its proceedings were published as Volume 2678
of Lecture Notes in Computer Science by Springer-Verlag. A previous volume
(LNCS 1806) on Business Process Management was based on four events devoted
to this topic.

This book presents a significant view on the state of the art in business
process management, ranging from formal approaches to descriptions of tools for
the design of processes. The topics addressed by the contributions cover areas
like business process modeling, formal models, as well as analysis and verification
of business processes, process mining and workflow management, and, moreover,
case studies from various domains including medicine, technology, and logistics.

Besides its research paper track, BPM 2004 hosted a keynote presentation by
Christoph Bussler, Vice-Director of the Digital Enterprise Research Institute in
Galway, Ireland. A tutorial on workflow modeling and analysis using Petri nets
was given by Wil van der Aalst, Head of the Information Systems department in
the Faculty of Technology Management, Eindhoven Technical University (NL).
Rainer Ruggaber of SAP Corporate Research talked about SAP’s involvement in
European research projects. Thomas Volmering and Karl Wagner reported on a
recently strengthened cooperation between SAP and IDS Scheer in the context
of the new SAP software architecture, based on service technology. All these
presentations are highly appreciated.

The organizers are thankful to SAP AG, IDS Scheer and Adesso AG as well
as to the Hasso Plattner Institute for supporting this scientific event. A special
thanks goes to Jorn Lauterjung and his colleagues from Geoforschungszentrum
Potsdam, which provided the location of this year’s BPM conference. We thank



VI Preface

the local organization group at the Hasso Plattner Institute, including Hilmar
Schuschel, Katrin Heinrich and Mirko Schulze, who provided the conference Web
site and online registration system and also installed and maintained the Cyber-
Chair conference management software that we used during the reviewing pro-
cess. The group at KU Eichstétt-Ingolstadt, in particular Dorothea Iglezakis and
Birgit Eisen, collected the final versions of the research papers and prepared the
camera-ready copy of this Springer Lecture Notes in Computer Science volume.

We should like to acknowledge the excellent cooperation with Alfred Hofmann
of Springer-Verlag and his colleagues in the preparation of this volume.

Finally, we are grateful to all Program Committee members and additional
reviewers for their contribution to the success of the conference.

June 2004 Jorg Desel

Barbara Pernici
Mathias Weske
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Consistency in Model Integration

Kees van Hee, Natalia Sidorova, Lou Somers, and Marc Voorhoeve

Eindhoven University of Technology, Dept. Math and Comp. Science, P.O. Box 513,
5600 MB Eindhoven, The Netherlands
{k.m.v.hee,n.sidorova,l.j.a.m. somers,m.voorhoeve}@tue.nl

Abstract. We present a UML-inspired approach to modeling and analysis of
complex systems. Different stakeholders of a system may have different views,
modeled with different techniques. It is essential that the various aspect models
(use cases and life cycles) provide a complete and consistent description of the
total system. Our approach based on the composition and decomposition of
(colored) Petri nets allows the integration of aspect models. We illustrate our
approach by a case study.

1 Introduction

The analysis and engineering of complex systems cannot be performed by a single
person. So, several system architects are involved, modeling various subsystems. Also
the system will have several stakeholders with different views, which also requires
various models for being able to validate the proposals of the architects. Different
aspect models require different modeling techniques. UML [3] offers a wide range of
such techniques, most of them being diagram techniques. A UML description of a
moderate-size system contains hundreds of diagrams of various kinds. Each diagram
models one or more aspects of the considered system. By concentrating on a few as-
pects at a time, validation by stakeholders becomes possible.

As the project proceeds, the aspect models will be integrated, while adding detail
and rigor. This may lead to the discovery of inconsistencies. Early detection of such
inconsistencies will help to reduce development costs, so the software industry is
hard-pressed for methods to determine and preserve the consistency between the vari-
ous models. We believe that there is no “silver bullet” for achieving this. The “honest”
way is by a single model that integrates all aspects modeled so far. From this inte-
grated model, the aspect models are derived as projections. If and only if such an
integrated model can be found, the models made so far are consistent.

In this paper, we indicate how integrated models can be derived from aspect mod-
els in early stages of the development process. The key ingredients are Petri nets with
synchronization and projection operators. We start with various aspect models that are
combined by synchronization, resulting in an integrated model. From it, scenario's can
be derived by projection in order to allow validation. There exist many tools that sup-
port such an approach, some of them, e.g. ExSpect [7] and CPN [9], allow to add pre-
and postconditions, resulting in a functional prototype.

J. Desel, B. Pernici, and M. Weske (Eds.): BPM 2004, LNCS 3080, pp. 1-16, 2004.
© Springer-Verlag Berlin Heidelberg 2004
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The synchronization operator is closely related to the call mechanism for methods;
the model thus can be used to support the design and implementation phases. We
illustrate our proposal with a case study of the well-known library system, which is
Jjust large enough to illustrate the key aspects of our method.

In section 2, we introduce WF nets, a subclass of Petri nets used for our models and
our operators for composing and decomposing them. In section 3, we describe the
modeling, verification, and validation process. In section 4, we illustrate our process
with a library case study, and we also show how our models can be extended, adding
more functionality. We conclude with a comparison with related work.

2 Petri Net Models, Synchronization, and Projection

We assume the reader has some knowledge of “classical” place-transition nets (bipar-
tite directed graphs), markings (distributions of tokens in places) and the interleaving
firing rule. A transition may fire in marking M iff it can consume the necessary tokens
from M; as a result of this firing, a new marking M’ is reached, consisting of M with
the consumed tokens removed and produced tokens added. A net defines a reachabil-
ity relation between its markings: a marking M’ is reachable from a marking M iff a
finite sequence of firings exists starting in M and ending in M".

Marked nets are too general for modeling. In [1], the class of WF (workflow) nets
is defined, which can be compared to UML activity diagrams. A WF net possesses a
unique source and a unique sink place. Every node of a WF net, seen as a directed
graph, lies on a directed path from the source to the sink place. A WF net possesses an
initial marking (one token in the source place) and a final marking (one token in the
sink place). It is sound iff (1) from the initial marking it is possible for every transition
t to reach a marking where # may fire and (2) the final marking is reachable from any
marking M that is reachable from the initial marking. Sound WF nets are the very nets
used for modeling use cases and object life cycles, c.f. [4].

Fig. 1. Example of a WF net

In Fig. 1 a WF net is depicted. The places if are respectively the source and sink
places. This net is sound, which can be verified by examining the reachable markings.
For example, from the initial marking, a marking can be reached with only two tokens
in p (e.g. by firing b, then c then twice d). From this marking, it is possible to reach
the final marking by firing a, then e.
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For convenience, we omit in this paper the source and sink place from the WF nets.
Thus a WF net has one or more start transitions (without input places) and end transi-
tions (without output places). The firing of transitions models the occurrence of
events. If a transition bordering the source place fires, a “create” event occurs, since in
a sound net this transition does not consume any tokens. Analogously, destroy events
are firings of transitions bordering the sink place. The soundness property now states
that whatever is caused by a single creation can eventually be undone by a single de-
struction.

For Petri nets there are several methods for analyzing the behavior. Some of these
methods use only the structure of the Petri net and not the underlying state space. T-
invariants provide such a method. A T-invariant can be computed by standard linear
algebra and can be related to sequences of transitions that return the system to the
state before the sequence was executed. We use T-invariants in the validation process.

The tokens in the places refer to objects; every place contains references to objects
of one and the same class. Initially, we abstract from the attributes of the objects,
allowing “classical” analysis of our nets. Eventually, our models will consist of high-
level nets, e.g. colored nets [9], specifying pre- and postconditions for the firing of
transitions. A transition will fire only if its consumption satisfies the precondition; it
will then produce tokens in accordance with the postcondition.

We add operators for composing and decomposing net models, which are essential
for the integration of models and for checking their consistency. The composition
operator is called synchronization and is indicated by a dotted line connecting two
transitions. When transitions synchronize in a high-level net, data may be exchanged
in either direction. In Fig. 2, an example net with synchronization is shown at the left.
The synchronization result is the net in the middle, which is obtained by transition
fusion: the transitions participating in a synchronization are glued together. This
mechanism resembles the synchronization within process calculi like CCS [10]. Syn-
chronization between sound nets does not always result in a sound net; the middle net
in Fig. 2 is not sound, since transition cd cannot fire.

Fig. 2. Example of synchronization and projection

The decomposition operator is called projection. Projection of a net w.r.t. a subset
S of the net's places is obtained by removing all the places not in S plus the edges
leading to and from them. Transitions that become isolated are removed as well. The
right-hand net shows the projection of the middle net w.r.t. the set {p,q.r}. f Nisa
connected net, P its set of places, and S < P, then N can be obtained by synchronizing
its projections w.r.t. S and P\ S.
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When creating WF nets for use cases, the transitions describe events that can occur.
If a net models an object life cycle, the transitions represent methods of the object's
class. In the design phase, the synchronization of methods will result in one of them
calling the other. The following rule describes the essence of our approach: deriving
an integrated model from aspect models and checking their consistency:
*  The integrated model is derived from the aspect models (use cases and life cycles)

by synchronization.

¢ All aspect models should be derivable from the integrated model by projection.

3 Modeling Process

We focus on deriving an integrated logical model that captures the functionality of the
system, we have left out other engineering activities. In general, we have a succession
of elicitation, modeling, verification and validation steps. We split the modeling step
into three steps: process modeling, data modeling, and transformation modeling. In
the elicitation steps the stakeholders play an important role. There are several tech-
niques to obtain useful information from a group of stakeholders. Well-known are
“brown paper sessions” where stakeholders write down individually the most impor-
tant items, like issues, functions, scenario's, or objects. These items are stuck to a
brown paper board and grouped by the moderator into related groups. Then the items
are discussed and terminology is fixed. These sessions are repeated with different
topics. Group decision support systems [11] provide computerized support. The mod-
eling step is done by system architects, who also perform verification, possibly “on the
fly” during modeling using “correctness by construction”, sometimes after modeling
(like verifying the integrated model). After modeling and verification comes validation
with the help of stakeholders. As a result, a redesign may be needed.

The modeling, verification and validation steps are iterated until the stakeholders
are satisfied with the logical model. At some stage when use cases have become sta-
ble, user interface designers can start to define screens containing forms and buttons.
After having established the logical model, it is extended to accommodate for the
designed user interface. We will describe the successive phases and steps in more
detail. Remember that stakeholders are involved in phases 1 and 6 only.

Step 1: Elicitation

(a) Make a list of use cases, indicated by a name and some additional comments by
the stakeholders.

(b) Define some allowed and explicitly forbidden scenario's (event sequences) for
each use case.

(c) Identify the classes of objects that play a role in the scenario's.

(d) List relationships between object classes. The existence of these relationships is
triggered by use case events that involve more than one object.

(e) Collect relevant attributes for the objects.

(f) Find static constraints that the system's state (the set of all living objects) should
satisfy at all time.
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Step 2: Process Modeling

(a)

(b)

(c)

Create WF nets for the use cases. Each WF net should combine the allowed sce-
narios for one use case and disallow the forbidden ones.

Create WF nets for the object life cycles. The transitions are the methods of the
classes.

Integrate the workflows by identifying the transitions in use cases and object life
cycles that must be synchronized. If necessary, adapt use cases and/or life cycles.

Step 3: Data Modeling

(2)

(b)

(©)

Construct the class model with relationships and attributes. We prefer functional
relationships.

Formalize the static constraints. Use logical predicates that can be translated back
into natural language with increased precision. Add other common-sense static
constraints.

Define global variables. For each object class we define a global variable, called
object store or object file. All objects that are active in the system reside in an
object store. Also, other global variables like the current date or time are defined.

Step 4: Transformation Modeling

(a)

(b)

()

Combine the process model and the data model. Establish the relationships be-
tween object classes and methods. For each class we determine whether the meth-
ods create, read, update, or destroy objects from it (a CRUD-matrix).

Determine the input and output parameters of the methods: places, global vari-
ables and additional parameters, e.g. for the user interface.

Determine pre- and postconditions of the methods. The end product is the high-
level integrated model.

Step 5: Verification

(a)
(®)
(©)
(d)

(e)

Check the soundness of all workflows: use cases, object life cycles, and the inte-
grated model.

Check that all use case nets can be derived from the integrated model by projec-
tion.

Check that each relationship in the class model is created somewhere.

Check the preservation of the static constraints. Some constraints may be tempo-
rarily violated during the execution of a certain sequence of transitions (a trans-
action) but they should be valid after the transaction.

If necessary, return to modeling.

Step 6: Validation

(2)

Validate the integrated model by spawning new scenarios from T-invariants of the
nets.
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(b) Validate all static constraints.
(c) Present the scenario's with data transformations added.
(d) If necessary, return to one of the modeling steps.

Step 7: User Interface Integration

(a) Make additional classes and methods to accommodate the user interface.

(b) Synchronize the additional methods with the existing ones. If necessary, adapt the
logical model.

The steps are not executed in the order presented; it is important that verifications
and validations are effectuated as soon as possible in order to reduce costs. For exam-
ple, step 5a should immediately succeed steps 2abc for the modeled WF nets. Usually,
the nets created in 2ab can be verified by hand; the net in 2¢ often needs tool support
[14]. Step 6a can succeed step 2c after verification. Indeed, we have drawn a rather
sizable WF net depicting the described process. Afterwards, the logical model is
translated into specifications for software components. These components can be
constructed from scratch or the can be assembled from existing components. For com-
ponent selection, the scenario's are helpful.

The steps above apply to systems of moderate size. Large systems should be split
into subsystems to which the above steps apply. By synchronization the subsystems
are integrated as suggested in section 5 of this paper. This extra integration step
should be verified and validated similarly to the description above, concentrating on
the interface between the subsystems. We will illustrate the above approach with an
example case study.

4 Case Study: A Library System

In the case study we consider a more or less standard library system. Stakeholders are
personnel and members that lend books. Several copies of the same book may exist.
Members can make reservations for books that are not available. We focus on the
modeling steps, in particular the process modeling step. Therefore we treat the other
steps rather superficially.

member personnel

Fig. 3. Library use case diagram
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4.1 Elicitation

Fig. 3 depicts typical use cases like lending a book, reserving and then lending a book,
ordering books, and maintaining the member file and book catalogue. In Fig. 4 a
loan/reserve use case net is given. The initial transition (event) is s, which creates a
token in place b denoting the reservation by a member of a book in the catalogue. If
the book is available, a loan is started (transition /;). If the book is not available, the
token stays in place b and if a matching book is returned, the reservation object can go
to the notified state d by transition n (notification). From this state, transition /, can
occur resulting in a loan (a token in f). A lent book can get lost (transition /o) or it will
be returned (transition re).

Fig. 4. Request / lend / reserve use case

Similar use cases can be found for maintenance and ordering activities. This is as
complicated as it gets in our library case, but for other systems a use case may exhibit
concurrent behavior, so it may have states that are distributed over various places. So
far we encountered two object classes, reservations in places b,d, and loans in place f.
When treating the other use cases, we encounter members, book orders, book copies,
and book titles. It is necessary to distinguish book titles and copies, since several
copies can exist for the same title. We determine the following classes (see Fig. 5):

MEM library member

RSV reservation of title by member
LOAN loan of copy by member
TITLE  book title

BCPY  copy of title

ORD order of title

MEM LOAN BCPY

-

RSV TITLE ORD

Fig. 5. Relations between object classes



