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Preface

One of the best things about computer science is that it offers the
chance to build programs that do something, and at the same time to
use interesting mathematics with which to study properties of those
programs. This book is about some of the important tools that com-
puter scientists use to study problems and to propose and choose
among solutions.

Outline of the Book L

Part I presents several fundamental ideas. These include abstractions
like algorithm, data type, and complexity, and also programming
tools like pointers, dynamic memory, and linked data structures.
Chapter 6 presents a simple ‘model of computer memory; the concrete
details in this chapter suggest the source of some of the abstractions
in Chapters 1 through 5. .

Part II presents techniques to solve several general and important
problems, especially searching and sorting. Chapter 12 shows how
“one might apply the material in Chapters 7 through 11 to solve a
real-world problem; the emphasis is on building a program that can
readily be changed to use different data structures and algorithms.

Part III surveys some advanced material about graphs and graph
algorithms. The two chapters cover a lot of topics at a faster pace
than Chapters 1 through 12, yet they offer only a hint of what lies
beyond the scope of this book.
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Each chapter concludes with a section called “Summary and Per-
spective,” which highlights the chapter’s important ideas and offers
some thoughts on how they fit into the larger scheme of things.

How to Read this Book

It would be good to read this bool with pencil and paper in hand.
Pause at each problem as it is presented in the text; sketch your own
solution before you see the one in the book. This will help you to
appreciate the obstacles that any solution to the problem must face.

You can add even more to your reading by using a nearby com-
puter to try your own solutions, and to test, modify, and experiment
with the programs that are included in the text. Waiting for a slow
program to finish can give you a visceral appreciation of what it
means for running time to grow linearly or quadratically with input
size. -

Finally, your reading will be incomplete unless you do some of
the exercises at the ends of each chapter. Many of the exercises rein-
force the ideas in the text. Others ask you to extend results in the
chapter to solve a new problem. Appendix D contains solutions to
about one-fifth of the exercises.

C Programs

- The programs in this book are written in C. Programmers who are

new to C can consult Appendixes A and B, which contain a brief
introduction to the C language and common C library functions; the
programs in Chapters 1 through 3 should help you to pick up the
essentials of the language.

Since C is a high-level language, it supports most of the abstrac-
tions that are important to writing good programs. At the same time,
C reflects the architecture of contemporary computers and lets pro-
grammers take advantage of it, so a C programmer has a reassuring
familiarity with the way a data structure is stored in computer
memory. When I taught from an earlier version of this material at
Stevens Institute of Technology, students who wrote in C ger-erally
understood the material better than those who wrote in Pascal, even
though I used Pascal in lectures and sample solutions.

Anything in the text that is labelled “Program” was included
directly from the source file of a computer program that was com-
piled and tested (under the 9th Edition of the " NIX operating sys-
tem) before it could appear in the book. Thes ' pror rams are meant to
illustrate computational methods, not to serve as r odels for software
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engineering. In genei'al, tixey use global variables for simplicity, and
contain few comments since they lie near text that explains them.

Some Perspe&ﬁve on Theory

Mathemaﬁzal techmques ﬁgure prominently in the analysis of data
structures and algorithms.. Careful proofs of correctness give us con-
fidence that our solutions do what they should, while asymptotic
- methods let us compare the running time and memory utilization of
' different soluhons,to the same problem. But mathematical methods
~are umms with wluch to study, not ends in their own right. The pro-
gtam.«s in this book:are meant to counteract the view that the
mathematical analysis of data structures and algorithms is paramount.

Of course, some people believe that students of data structures and
algorithms do not need to see programs at all. They contend that
once you understand clearly the idea for a data structure or -algo-
rithm, you can easily write a computer program that uses it. They
prefer to write problem solutions in high-level pseudo-code that
omits many details. A few even go so far as to claim that ”program-
ming has no intellectual content.”

I take strong exception to this dismissal of the importance of pro-
gramming, which is, after all, the source of many interesting prob-
lems. I was surprised at how much I learned when I wrote the pro-
grams in this book. Sometimes, the final program bore little resem-
blance to the pseudo-code with which I had started; the program han-
dled all of the details glossed over by the pseudo-code, however, and
many times it was also more elegant Seeing data structures and algo-
rithms implemented also gives'a better idea of how 51mp1e or compli-
cated they are.

Another advantage of wntmg programs is that we can run them.
This can give us insight into thé performance of a particular tech-
nique. It ggn show us errors in our logical and mathematical analysis,
or conhfirm it and give us more feeling for the practical importance of
that analysis. Finally, by analyzing statistics gathered from programs,
many researchers have been led to discover new data structures and
algorithms.
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Charting
Our
Course

The questions we ask when we study data structures and algorithms
have their roots in practice: someone needs a program that does a job,
and does it efficiently. The techniques we shall see in the chapters to
come were discovered in the quest to create or improve a solution to
some practical problem. To give some idea of the circumstances that
often surround such discoveries, we shall solve a simple, practical,
problem in this chapter.

The two solutions we shall see use only rudimentary program-
ming techniques. Both solutions work, which is an important and
good property. But both solutions also have serious limitations: the
first is inconvenient for users, while the second takes longer and
longer to run as its input grows. These limitations can be overcome
only by using more sophisticated data structures and algorithms. Our
reflections on these solutions offer some glimpses of important issues
in the study of data structures and algorithms.

11

PROBLEM: SUMMARIZING DATA

The problem is to write a program with which to keep track of
money in a checking account. We want to know both how money is
spent on different expense categories (food, rent, books, etc.), and
how money comes into the checking account from different sources
(salary, gifts, interest, etc.). Following standard bookkeeping practice,
we call both expense categories and sources of income accounts.

¢330099
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At this point we shall leave the exact details of the input unspeci-
fied; instead, we say merely that the data is presented as a sequence:
of lines, with each line specifying a transaction, an account together
with an amount to be added to or subtracted from the balance in that
account. Each line has the form

account amount

Different solutions can use different ways to designate accounts,
tailoring the choice to the programmer’s or the user’s convenience.
We do specify, however, that the output should have the same form
as the input, with one line for each distinct account designation, and
the amount on that line equal to the sum of the amounts on all input
lines containing that designation.

For example, given as input the following six transactions:

salary 275.31
rent -250
salary 125.43
food -23.59
bocks -60.42
food -18.07

the program should produce the following output summary:

salary 400.74

rent -250
food -41.66
books -60.42

As a matter of fact, neither of the programs presented in this chapter
accepts exactly this input, although Solution II comes close.

Problems like this arise in many situations. A solution to this
provlem could be used to maintain the balances in customers’ charge
accounts at a store; the output reports the amount owed in each
account. It could also be used to follow inventories, with each
account corresponding to a particular product, perhaps a dish served
in a restaurant or a tool stocked by a hardware store.

The requirement that output be acceptable as input is not meant to|
dash creative efforts at report design, although it does leave us with'
fewer decisions to make. A program is often more useful if it can
process what it produces. For example, given a program that solves
this problem, we might use it to summarize checking account activity
by the month; to arrive at an overall summary for the year, we would
simply run the monthly summaries- through the same program that
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produced them. The same idea applies to inventory control for a
large corporation: if each restaurant or store in a region sends its

* summarized sales data to regional headquarters, and the summaries
are in the appropriate format, then regional headquarters can sum-
marize the data from all franchisees in the region and send -the
results to national headquarters.

1.2

SOLUTION |

In our first solution we adopt an input format expressly chosen to
make our programming job simple: each account is designated by a
non-negative integer less than n, where n is to be specified in
advance. (Although this choice makes it simple to write the program,
it is inconvenient for users, as mentioned in the chapter introduc-
tion.) For example, if n were five or larger, the following input
would be acceptable:

275.31
-250

125.43
-23.59
-60.42
-18.07

Wk WO a0

This method for designating accounts suggests a natural data struc-
ture to use in a C program, since the first position in a C array is at
index zero. We declare balance[] to be an array of length n, then
store the balance of account i in balance[i].

We present our solution in a top-down fashion, beginning with a
high-level view and refining the details to simpler steps until we
reach a working program. We begin with the following outline:

(1) read and process each transaction line
(2) print a summary table

We elaborate Step (1) more fully as follows:

on each line, .
(1a) read two numbers—the account number and the transaction amount
(1b) update the appropriate element of balance(]

Step (2) is sixi\pler:
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#include "ourhdr.h"

#define N 5

float balance(Nl;

void getlines() /# read and process each line «/
{
int account;
float amount; .
while (scanf{"%d %£", &account, &amount) != EOF)
balance[account] += amount;

}

void printsummary() /» produce a summary table s/
{
int i;
for (i = 0; i < N3 i++)
printf("%d %g\n", i, balance(i]);
}

main()

{
getlines();
printsummary();
exit(0);

PROGRAM 1.1

- Solution | to the problem in Section 1.1. See Appendix A for a brief introduction

to the C language, Appendix B for a description of the library functions exit(),
printf£(), and scanf (), and Appendix C for the contents of the header file
ourhdr.h.

as i goes from O through n-1,
print i and balancel[i}

The outline is now detailed enough that we can write Program
1.1. Program 1.1 uses N to denote the size of array balancel ], so we
can change that size by simply redefining N if necessary. To keep the
program simple, array balance( ] contains £loats; if we were deal-
ing with real money (especially money that belonged to other people)
we would want to be more careful about the precision with which
amounts of money are stored.



