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Preface

It is a very exciting time to be involved in advanced software systems for machines that
are rapidly becoming such a familiar presence in businesses, schools, and homes. 1t's not
every day that irreversible advances are made in a field like computing. New languages
are added to the list of those in widespread use relatively rarcly. New models for
programming are rarer still. But with object-oriented programming we are faced with one
of those advances that changes the way computers are programmed in such a significant
way that in the near future most people will not resort to previous methods, except for
special reasons.

The evolution of software technology can be compared to the growth of a tree.
Athough it is an organic process that takes place continually, after all is said and done,
there are definite “rings” or layers that can be seen that represent both its current
structure and the distinct phases through which it has passed. The place where the
analogy breaks down is that in software systems, in some cases, the lavers continue to be

" functional, whereas in the case of trees, it is apparently only the uppermost laver at the

surface that is alive at any given time.

The various layers of today’s computers’ software were built up onc by one over the
last forty years or so. On the very first layer we have the ubiquitous ones and zeros, the
binary code on which all else is built. Then, on the next layer, we have the bit patterns
that are encoded as primary instructions for the current gencration of processing
hardware. As everyone in computing knows, at onc time these were the only layers that
existed. Programmers had the thankless task of writing codes composed of just these ones
and zeros as elements. But, before long, a new laver had to be developed—that of
assemblies of binary instructions acu)rdmg to mnemonic symbols. Never again will
programmers be required to program in the impoverished \mahular\ of binary digits. \s
software technology advanced, new lavers were added to the original ones w hen it
became clear that the next tier of the programmer’s interface to machines had been
discovered.

Alan Kay, one of the developers of the object-oriented paradigm, has said that
“hardware is crystallized software.” We have experienced the truth of this in a number of
different ways. If it is true as applied to the object-oriented paradigm itself, we can see
that it is here that our metaphor based on the rings of a tree trunk breaks down. Not only
is the object-oriented paradigm the latest external software layer surrounding a hardwarce
core. This paradigm is pregnant with implications for the architecture of the core itsclf.
The message-passing metaphor of object-oriented languages is of the utmost relevance
because it mirrors one of the most influential parallel hardware designs. But here we
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arrive the other part of our theme in this book because the human brain is clearly a
parallel processing system on a vast scale.

Artificial mtelhgence is involved with attempting to fulfill the dream probably first
envisioned by a marketing executive who described the computer as an “electronic brain.”
A discernible degrec of success in this endeavor has resulted in increasing commercial use
of Al techniques and tools, particularly in the field of expert systems. However, taking
the field of Al beyond this rather modest level of accomplishment and on a road that can
bring it closer to its ambitious goal has proven far more difficult than many had
suspected. This has led to larger and larger Al programs, and the trend continues. The
object-oriented paradigm fits in well with this trend because all of its practitioners agree
that this programming paradigm is particularly well suited to the development of very
large applications.

"This book has been designed to serve readers in both academic and commercial
settings. It is especially well suited for use with one of the various object-oriented
programming tools that are currently available for low-cost computers. The emphasis is
on choosing the right tool for the right job and on cultivating the new skill called object-
oriented design and applying it to some of the current problems of Al, in both of its main
spheres of activity, that is, commercial Al and Al research.

Chapter | is intended as a simple introduction to object-oriented programming
concepts for those who are entirely new to them. Chapter 2 briefly introduces some of
the main problems addressed in the field of artificial intelligence and gives reasons for
regarding the object-oriented paradigm as particularly suitable for well-crafted attempts
at their solution. This is hardly a new discovery, but rather the stating of a conclusion
categorically that many people have already arrived at through practical experience.

Chapter 3 surveys of some of the most interesting Al applications to date that have
implications for how object-oriented systems may most effectively be used in AL
Chapter 4 takes the reader on a tour of all the major object-oriented programming
languages and tools that are commerciaiiy cvailable. Chapter 5 focuses on ob]ect—orumcd
extensions to the LISP languagc Here  h- kigh point is a thorough overview of CLOS,
the new object-oriented extension to Comin »nl ISP that is being proposed as a temporary
pragmatlc standard until a more permancnt vie can be devised with the virtue of some
invaluable hindsight.

Chapter 6 moves to a vital topic in commereial Al that of evaluatmg object-oriented
expert systems tools. Chapter 7 demonstrates some state-of-the-art techmques in expert
systems technologv using a tool called ’\Jexpert Object, and demonstrates using object-
oriented programming to build inference engines. Chapter 8 is devoted to exploring the
importance of object-oriented techniques for representing and modeling the world. The
topics of discrete and continuous simulation, rule-based simulation, content-addressablc
memory, and neural modeling are introduced. Finally, Chapter 9 explores the topic of
concurrent object systems. It is here that the message-passing paradigm is truly fulfilled.

One of the more important ideas presented in this book is that of active data. At this
point in time, this is as much a prescriptive concept as it is a descriptive one. That is, it
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is something that is just beginning to appear in practice, but it is a most important goal
for those involved in practical applications development today as well as those who are
hard at work researching those techniques that will become the staples of tomorrow’s
programming experts.

Although the era of active data machines is just beginning, it is still important to ask
what it will mean for the futurc of computing and Al. So many of the algorithms that
have provided the backbone of our current era of computing assume a duality of active
processes and passive data. We need to ask how many of these solutions can still be
applied in the new architectures that are now emerging. To what extent can the active
data model make a difference on current hardware still based on the Von Neumann
model? These are some of the important questions that will be raised in this book,
though they are of such magnitude that the full answer awaits us only in the decisive
years of the next decade.
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Although this book is about artificial intelligence from the point of view of object-
oriented programming, it is important to look at object-oriented programming in its own
right first, before considering its relation to Al. The result should be a more balanced
perspective—one that will provide 2 somewhat more objective background for what
follows. This chapter assumes that the reader has had no previous exposure to object-
oriented systems, but does have some general programming background.

Object-oriented programming is the most recent stage in the development of
programming. It represents a significant technological advance, just as the structured
programming of Algol and Pascal was an improvement over the earlier block-structured
programming of FORTRAN. As with most technological advances, it is not difficult to
see that there is something very “correct” about object-oriented programming, which is
why it is here to stay.

1.1 Programming Paradigms

A programming paradigm is a basic model for approaching the way programs are written.
To some, it may come as a surprise that different programming paradigms even exist.
Most programmers are familiar with just one paradigm, that of proc,edural programmmg
But there are now many others. The object-oriented paradigm, which is what we ar¢
concerned with here, is one, but there are also the rule-based programnming, logic
programming, parallel programming, visual programming, constraint-based, data flow,
and rehearsal paradigms.

Why are there so many paradigms? The answer is partly because programming
computers is still a relatively new discipline and partly because people still want to be
able to do many different things with computers. Also, the current type of digital
computer is just one type of machine architecture among many. Developers are currently
experimenting with alternative machine architectures that are considered to be
improvements in one respect or another. Many of them either require or expect an
alternative programming paradigm.

1.2 The Object-Oriented Paradigm

If you ask someone what object-oriented programming is, you should be prepared for
somewhat different answers, depending on the person you ask. People are apt ¥o use the
latest “buzz words” to describe their projects, but they often do this with surptisingly o
little justification. When it is a question of object-oriented programming methodology &
rather than products and tools, the emphasis tends to be on what the programmer finds s
most interesting or useful about an object-oriented system. Object-oriented
programming, then, can be different things to different people.

Before proceeding any further, we need to eliminate any confusion in termmology, for
there is at least one other use of the term “object-oriented” besides the one that will be
used in this book. Certain graphics application programs are referred to as object-oriented

-
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“programs. Generally speaking, this is a way of contrasting such applications with pixel-
‘based or screen-oriented graphics programs. The main idea is that the object-oriented
type of graphics program stores images in such a way that the objects that make up a
complete picture retain their individual identity. This means that we can always perform
various changes on an object-by-object basis with such a program. More often, computer
graphics images are stored on a pixel-by-pixel basis, simply as screen information.

As it is used in this book, the term “object-oriented” has an entirely different meaning.
In the sense that we arc using it, “object-oriented” does not refer merely to specific
graphics application programs, but rather to a style of programming or programmting : -
tool. It is true that the type of graphics program in question is particularly easy to write
with object-oriented programming techniques. However, it is-also true that such
applications can be written without the type of programming we will be discussing, and
also that pixel- or screen-oriented graphics programs can be written with object-oriented
tools and methods. In this book, the only sense in which we will refer to application.
programs as being ob]ect-onentcd” is when they have been written in the object-oriented
manner. - e

The preliminary definition of object-oriented programming that we adopt here should
allow the reader to follow the current introduction, but it will be expanded upon ata -~
later point. The initial definition we will adopt for now is as follows:

Object-oriented programming is a type of programming that provides a way of
modularizing programs by establishing partitioned memory areas for both data and
procedures that can be used as templates for spawning copies of such modules on
demand.

According to this definition, an object is considered to be a partitioned area of -
computer memory. Many people take the phrase “object-oriented” literally to mean that
this type of programming is concerned with objects in the world, as opposed to being the
state of the computer being programmed. There is some truth to this, but it is not the
essence of object-oriented programming.

Essentially, object-oriented programming’s method of partitioning a computer’s
memory allows each module or object to function relatively independently of one
another. There are various consequences of this, most of which are advantageous w0 the
prograsmmer. However, most programmers tend to emphasize primarily those advantages
that they find most interesting, or with which they aré most impressed.

What exactly do we mean by partitioning the memory of the computer? This means
to provide a system of dividing the computer’s memory into areas that have a certain
fufictional independcnce The memory partitions are independent in the sense that they
mdy be ysed in a variety of different programs without modification and with complete
assurance that none of the memory locations will be overwritten or in any unanticipated
way function differently because of their presence in a different environment.

The definition states that the partitioned areas of memory are not just those that store
data, but also those that store code in the form of executable procedures. This is essential
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to keeping the object protected. Any procedure that was allowed access to the memory
lacations of an object could alter or even corrupt the data stored in the object. This
would clearly interfere with its functionality. For this reason, the active processes of an
object-oriented system are defined as local functions or procedures that alone may have
access to the object’s data. In this way, the object protects itself from having its data and
functionality corrupted by unknown events external to it. Thus, a functioning element of
a program that has been written correctly and completely debugged cannot be changed
by subsequent additions or modifications to any of the programs in which it is used.
Finally, the definition states that the partitioned memory structure can be used as a
template for spawning further copies of the object. For example, once a window object
has been defined, as many of these objects can be created as memory allows, without
writing additional code to ensure against interference between different instances. In
stating that additional copies are made, we are referring only to the behavior of the
objects. Everything behaves as though complete multiple copies are in operation. Note,
however, that we are not suggesting how the objects should actually be implemented.

1.3 Object-Oriented Programming Metaphors

Fach programming paradigm has its own metaphors that contribute to the ways in which
programmers think about program design. Computer science itself is full of metaphors
that have become the jargon of the ficld. Two excellent examples of this are the terms
“memory” and “windows.” If you really think about it, these metaphors are actually
rather remote. Memory and windows in computing have little resemblance to those we
encounter in the everyday world. Nevertheless the terms have stuck and we use them
indiscriminately, apparently without any great difhculty.

The metaphors used in describing programming models present a somewhat different
situation in that to be of service, they must reflect a genuine model whose features
actually have practical implications. The more accurate these metaphorical models,
therefore, the better. What are some of the metaphors of object-oriented programming?
As soon as we ask the question, we can sce that many of the basic concepts such as
message passing and inheritance have a metaphorical significance. However, at least in
the case of these two metaphors, the analogy can be taken quite far with good results.

Some of the metaphors adopted to explain object-oriented systems, however, can be
more remote and, thercfore, less useful. In his book Object-Oriented Programming, Brad
Cox usces the metaphors of software ICs and factories to try to explain the concepts of
objcct-oriented systems. As we will argue later in more detail, although these metaphors
have pedagogical value, they are not adequate to serve as more lasting metaphorical
models of the components of object-oriented systems. Object-oriented systems have
features that actually make them significantly more powerful technologically than 1Cs or
factories. This is largely due to their extreme modularity. We cannot use off-the-shelf 1Cs
to build other 1Cs, and the end products of factories generally do not resemble the
factories that make them. However, it is an everyday matter in object-oriented

()B-_]l",(l'l‘-()RIF.N'I'ICI) PROGRAMMING DEFINED 5



programmmg to use existing objects to make still newer ofies that inherit all the
properties of their ancestors. -

1.4 Active Data

One very useful way to understand objects is to think of them as an attempt provndmg
a form of active data. It would be true to say that an object represents active data if the
paradigm for performing operations in an object-oriented system were to send messages
to objects telling them what we wish them to do. So, for example, if we wish to print a
string on the screen, we send the string a message telling it to print itself. An object that
is a string is not just a passwe piece of textual data. It is an active entity that knows how
to perform various operations on itself correctly. S

One of the most basic distinctions in programming is that between data and
procedures. To some degree, this reflects the hardware difference between memory chlps
and processors. The basic model of a program accordmg to this design of computers is
that data is stored in memory chips and the instructions of processors are used to
manipulate the data. In this model, therefore, data is essentially passive and instructions
are the active elements that operate on the passnve element. Object-oriented programming
is part of a movement to define the programming model somewhat differently. An object
is both code and data. It is a form of active data.

1.5 Message Passing

One of the main models in object-oriented programming for allowing object modules to
interact is the message-passing model. Objects are seen as communicating by passing -
messages that they can either accept or reject. Generally an object accepts messages it
recognizes and rejects those it does not. In this way, the types of interactions between .
objects are carefully controlled. Because all interactions follow this protocol, code
external to an object has no opportunity to interfere in any way with the object’s
functioning in unpredictable and undesirable ways.

At the very minimum, sending a message involves specifying the name of an object
and the dame of the message to be sent to that object. Often, arguments will also have to
be specified. The arguments may be the names of variables known only to the type of
object that recognizes the message, or they may be global variables known to all objects.
They may not be variables known privately by another unrelated type of object.

As mentioned earlier, message passing produces the appearance of active data. You can
send a message to an object to write itself to disk, display itself on the monitor, delete
itself, and so on. Is this only an appearance, or is there more substance to the connection
between active dgta and message passing? This is a difficult question that requires more
background than*we have provided so far to answer adequately. Let us just say for the
moment that message passing has the effect of making objects behave as active data from
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outside them, but not from inside. From within an object we have the same dichotomy
between passive data and active procedures that is found in conventional programming.

What differences does it make whether or not a system uses message passing? Again, a
final answer to this question is not possible here. However, the general answer is that
message passing allows for advanced programming techniques that can exploit the
partitioned functionality of objects that respond to messages. Although there are ways to
achieve many of the same results without message passing, it is generally more difficult 1o

_do and requires greater knowledge and skill on the part of the programmer.

On the whole, objects in message-passing systems have a very special kind of
autonomy that is unique in programming. In a certain sense, each object behaves like a
little specialized computer communicating with other specialized computers. Although
this is, of course, another metaphor, it is a fruitful metaphor that is worth pursuing. As’
we will see later, using the message-passing model can,suggest many intcresting and
powerful algorithms that might not otherwise have occurred to programmers and
software designers.

1.6 Classes, Instantiation, and inheritance

One of the most basic concepts in object-oriented programming is that of class. As it is
understood in this context, a class is a template for creating actual functioning objects of
a given type. In many object-oriented systems, a class is an object in its own right, but
one with very limited capabilities. We might say that whereas a class provides the
blueprint or genetic code for creating cows, it is the actual cow instance, not the cow
class, that gives milk.

We say that a class is instantiated when it has actually been used to stamp out one or
more objects of its type. Appropriately, the objects that have been created from a given
class are called instances of that class. What really gives practical justification to the class
structure is the facility for inberitance, which provides the ability to create classes that will
automatically model themselves on other classes. When a class B has been defined so as
to model itself on class A, B is called a subclass of A. Reciprocally, we can also say that
A is a superclass of B, or, in other words, B inherits all of A’ behavior.

Having one class inherit the behavior of another would be pointless if that were all
that was involved. The point of creating a subclass is to add some additional behavior
besides whatever is inherited. Usually the subclass is outfitted with behavior that allows
it to act as a more specialized version of its superclass. Some object-oriented systems also
have multiple inberitance, which means that they may have more than one superclass. In
such systems, sometimes we create a new class so that it can inherit from two or more
superclasses. Other times we provide the additional behavior by hand coding. In either
case, the result is a class that can stamp out objects with a somewhat different behavior.

Through this process of defining subclasses, an object-oriented system comes to have a
class bierarchy. This is a tree or network of classes that starts with the most general as the |
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uppermost branches and descends to the bottom leaves which are the most specific. The
power of an object-oriented environment is principally defined by the class hierarchy and
its capabilities. Programmers extend an object-oriented language by expanding its class
hierarchy and the vocabulary of messages that can be exchanged by various objects.

The active element of objects, the messages, are also known as metbods and are similar
to functions that are local to a particular object. The names of these methods are often
called selectors. They have this designation because, when they are called by name, they
allow the system to select which code is to be executed.

One of the great advantages of object-oriented systems is that the protocol, for
handling various objects stays essentially the same as the language becomes extended.
Thus, large systems that are developed by more than one programmer can be managed
efficiently because minimal communication and documentation of new features are
required between programmers.

One practice that facilitates this is often called overloading. Overloading is the
convention of giving the exact same selector name to methods that do the same thing for
different classes of objects. Most strictly typed languages require that functions that
perform the same operation but for different datatypes be given different names. So, for
example, we might have two distinct functions named dividelnteger and divideReal that
perform the operation of division for integers and real numbers, respectively. Systems
with many classes could become very difficult to use because the programmer must
continually look up function names. With overloading, the method is simply called
“divide” for all classes of numbers, even though the code that implements the divide
method may vary from class to class. This way, the programmer or user has a uniform
protocol for classes in a large range of operations, which makes the system much easier to
use. The programmer does not have to look at the code written by other programmers to
know how to use that code in writing new routines.

1.7 Types of Obied-Orie_nted Systems

The various types of object-oriented systems can be distinguished in several different
ways. The most basic distinction is between pure and hybrid systems.

A pure object-oriented system is one in which everything is an object. An example of
this is Smalltalk. In this type of system, even classes are objects that are instances of a
class. At first this may appear confusing, but there is nothing at all paradoxical about it.
It is in fact a direct result of the desire for total consistency in the system. Just as objects
are created from a class that serves as their model or template, classes themselves are
objects that are created according to the blucprint laid out in a specific class. Usually this
blueprint is called the metaclass.

The more inquisitive and logically minded reader will undoubtedly have sensed a
familiar conceptual pattern here. The question may have come to mind that if classes
always have to be instances of another class, how does the original class come into being.
The answer is that we are not dealing just with concepts here. An object-oricnted system
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