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Foreword

Over the past fifteen years, there has been a great deal of concern about the
high cost of software. On one hand projections show that demand for applica-
tions outstrips our society’s ability to produce them at this time. The software
tools applied to assist users, including programmers, in developing soluticns
are improving only incrementally. On the other hand, the U.S. software
industry is saddled with more than $300 billion worth of ill-structured and
difficult-to-maintain software inventory. As a consequence the cost of main-
tenance in large data processing centers has exceeded 60% of their budgets.
These problems call for improving and automating the software development
process, and while much has been done, analysis and specification of require-
ments remain a relatively untouched area. Yet it is perhaps the most impor-
tant aspect of any large sofiware devejopment project.

Beginning in the mid 1970s, there have been a number of techniques and
systems developed for the purpose of analyzing and defining requirements.
The leading methods include SADT, PSL/PSA, SREM, E-R Data Model, and
Data Flow Diagram a la Yourdon. Numerous studies have been conducied to
analyze and compare these methods, while others have concentrated on using
the techniques/methods. Although propcnents of each methodology suggest
that their method can suitably carry out the entire analysis process, we have
learned that each problem requires a different set of techniques and tools.
Therefore it is very refreshing to read this book by Alan M. Davis. I was
pleasantly surprised by his heavy emphasis on the fundamental issue of
problem solving rather than on techniques or tools. TlLe implicit process model

xvii



xvili FOREWORD
of interactive analysis and specification is very effective and realistic. I
particularly appreciate the notion that a requirement specification binds only
the solution space and sometimes it is necessary to do some design or even
implementation (via prototyping) to determine where the solution bounda:y
lies. This contrasts drastically to some of the pure requirements methodology
of stating only what and not how. For as Davis clearly points out, the Aow of
one level is the what of another level.

In addition to presenting software requirements analysis as a problem-
solving activity, this book has three outstanding features. First of ai! ta:s is
one of the most readable technical books I have encountered. Secondly this
book provides a broad coverage of various methodologies, languages, and tools.
1t also contains a thorough reference list that will benefit anyone interested in
this topic. Finally the book presents numerous exampies throughout to iilus-
trate both problem-solving principles and techniques applied to requirements
analysis. ' .

I consider Software Requirements: Analysis and Specification to be a
significant contribution to the software engineering field and would recom-
mend its use in a university-level software engineering curriculum.

Raymond T. Yeh
Austin, Texas



Preface

This book focuses on the early phases of the software development life cycle.
These early activities are commonly called software requirements analysis or
software requirements specification. 1 have written this book for two audi-
ences—(1) the practicing systems engineer, software analyst, and require-
ments writer; and (2) the advanced student of software engineering who wishes
to receive specialized education in the early phases of the software develop-
ment life cycle.

This book is unigue because it discusses the latest research results from
the requirements arena but at the same time is highly practical. Some authors
on the subjects of requirements, specifications, or analysis stress a particular
technique and then try to convince you to embrace that technique as the
technique to apply to your requirements problem. Some authors present
compilations of other authors’ primary works, which in turn advocate partic-
ular techniques. I, however, will not try to convince you that any particular
technique will always be right. Instead this book will arm you with a thorough
understanding of (1) what you need to accomplish during the requirements
phase, (2) how each of a wide variety of techniques can help you accomplish
some part of that task, (3) how different aspects of your particular application
will strongly suggest using one technique or another, (4) how to compare and
contrast all techniques using some common terminology, and (5) how to find a
technique that will assist you in analyzing your problem and specifying your
product’s requirements instead of one that provides you with yet another
problem (that is, figuring out how to use the technique itself). I believe that a
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good technique should lend itself to your problem--not insist that you mold
your problem to fit the technique, and this philosophy permeates this book. A
. good friend of mine, the late Professor Donald B. Gillies, once said, “If you
program in Algol long enough, you start to see the entire universe as an Algol
program” [GIL72]. Of course this is true not only of Algol and many other
programming languages but many engineering techniques, including those
used during requirements.

I often hear analysts asking such questions as, “Should I use Structured
Analysis or SREM?", or “Should I use USE.IT or SADT?” It is true that all
four of these are termed “requirements” techniques by their respective inven-
tors (and all are discussed in this book). However the posers of these questions
demonstrate an inherent lack of understanding of the requirements domain
and the same naivete as ssmeone who asks, “Should I wear my black shoes or
my leather gloves today?” There is no trade-off involved; Structured Analysis
and SREM serve two completely different purposes, and USE.IT and SADT
serve two completely different purposes. This book provides a new taxonomy
of requirements-related activities to enable you to ask the right questions and
provide sensible answers to them as well.

After reading this book, you may expect to be able to do the following:

* Given any real-world problem, to organize your ideas to quickly find loose
ends that require further analysis and areas that have been overanalyzed.

* Given any real-world problem, to select a set of requirements techniques,
tools, and/or languages that will aid in analyzing that problem.

v

* Once you thoroughly understand your problem, to formulate and organize
a specification of the solution system’s required external behavior completely,
consistently, and unambiguously.

* To select a set of requirements techniques, tools, and/or languages that
could be used to augment your specification of external behavior to help
alleviate inconsistencies, incompletenesses, and ambiguities.

* Given a document defining software requirements for a system, to deter-
mine where it is overspecified, underspecified, inconsistent, ambiguous, or
incomplete.l

* When presented with “yet another (new) requirements technique,” to
determine (1) how it relates to other techniques and (2) whether it is applicable
to your individual problem.

'1t is interesting to note that there are no hard and fast rules for this determination. As
you will see in reading this book, the correct level of these attributes varies dramatically with the
stage of development. For example, a document whose purpose is to define needs and invite
potential developers to bid competitively to satisfy those needs must be much more open ended
than one v-hose purpose is to define the to- be-built system’s external behavior just prior to software
design.
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Techniques that are presented in this book are followed by case studies
showing how the technique can be applied to aspects of three real problems.
The same three problems are used as case studies throughout the book to help
you compare and contrast the techniques. The three problems were deliber-
ately selected to represent three very different application domains:

Problem Application Attributes
1. Automation of a book Data intensive; some aspects highly
distribution company human interactive; other aspects highly batch;
multiple simultaneous actions
2. Automation of helicopter landing Hardware control intensive; synchrony
intensive; time sensitive; nondeterministic
3. Transportation of people from A very difficult problem?

New York to Tokyo in 30 minutes

Clearly no problem is entirely batch, entirely difficult, or entirely data inten-
sive. Every problem has a bit of each of these attributes. The important thing
to remember is to employ a technique that makes the difficult parts easier.
Therefore when faced with a particular problem, first determine what the most
difficult parts are, then find the problem in the preceding list that is most
similar to yours, and employ techniques most suitable to that problem.

This book is organized into seven chapters plus an extensive annotated
bibliography.

Chapter 1, the Introduction, sets the stage by (1) describing where the
software industry is today, (2) motivating the tremendous need for improved
software engineering techniques, (3) showing where requirements analysis and
specification fit into the total software development life cycle, (4) defining precisely
what requirements are. (and are not), (5) explaining fundamental differences
between problem analysis, and product description, and (6) providing conclusive
evidence that failure to detect requirements defects is a major cause of skyrocket-
ing software costs. The chapter concludes with a thorough discussion of software
applications in general and the three case studies used throughout the book.

In Chapter 1 we learned that there are two fundamentally different things
being done during the requirements phase—problem analysis and product de-
scription. Chapter 2 explores the former topic in depth, and Chapters 3-5 explore
the latter. The bulk of the second chapter describes, compares, contrasts, and

*Selecting a very difficult problem as an example in this book has its advantages and its
disadvantages. The primary advantage is to help the reader understand how to approach such a
problem. The greatest disadvantage is that if this is truly a difficult problem, we will not solve it
and in fact should make little headway in solving it (or it would have already been partially solved:.
Unfortunately this lack of progress may lead some readers to believe that the techniques employed
are not useful. The correct conclusion is that solving a reslly difficult problem is not easy: You
simply chip away at small pieces, brainstorm a lot, and hopefully solve it. As Turski [TURS80] said,
“To every hard problem, there is a simple solution, and it’s wrong.”
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applies a variety of problem analysis techniques. However prior to that discussion,
fundamental principles underlying problem analysis techniques are described.
The chapter concludes with examples of applying each of the techniques from the
chapter to the three case studies described at the end of Chapter 1.

Chapter 3 introduces the subject of how to write or evaluate a document
(that is, the software requirements specifications—SRS) that specifies the exter-
nal behavior of a software product. A list is provided of all attributes that a
“perfect” SRS should exhibit (realizing of course that no SRS can ever be perfect!).
Each of these attributes is defined, and many examples from actual SRSs are
given to demonstrate each attribute. The chapter concludes with sample outlines
for SRSs that can be used as checklists for the novice SRS writer.

In Chapter 3 we learned that there are two types of requirements that
belong in an SRS—behavioral and nonbehavioral. Chapter 4 explores the
former category of requirements (Chapter 5 explores the latter). The bulk of
this chapter describes, compares, contrasts, and applies a variety of techniques
that can be used to describe the external behavior of software. Like Chapter
2, Chapter 4 concludes with examples of applying each of the SRS techniques
described in this chapter to the same three case studies.

In addition to describing external functional behavior, a properly written
SRS also describes the “ilities” of the software. Namely, it describes how
adaptable, how maintainable, how reliable, etc. the software should be. Chap-
ter 5 defines many of the attributes of a software product that must be
addressed in the SRS to ensure that the as-built product satisfies real needs.
Guidance and examples are provided to help you (1) decide which “ilities”
should be emphasized in your particular application and (2) see how to specify
the product traits in as unambiguous a manner as possible.

Prototyping has been used in engineering disciplines for years but only
recently received attention in software engineering. There are two schools of
prototyping during the requirements phase—throwaway and evolutionary.
Proponents of both schools call what they do simply “prototyping;” rarely is a
distinction made in practice. Unfortunately, if you build either type of proto-
type expecting to achieve results available from the other, you will be grossly
disappointed. Chapter 6 thoroughly describes the preceding two types of
requirements and explains their respective impact on the requirements pro-
cess, the software development life cycle, productivity, and product success.

Chapter 7 summarizes key ideas presented in Chapters 1-6, explains
where the requirements field is going, and where it is likely to be in the next
fifteen to twenty years.

The Glossary defines terms used with special meanings in the require-
ments domain.

The annotated Bibliography offers a compilation of approximately 600
published articles, books, and reports on the subject of requirements. Many
of them are described in a short synopsis.

Satl <

1 7 .
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Depending on how you wish to use the book, you may want to read it in
a number of different ways:

If you are a software practitioner who wants to learn about requirements
and the types of techniques, tools, and languages available, I suggest you read
the entire book. If you have a particular problem and do not know where to
turn for advice on how to analyze it, I suggest you read Chapters 1, 2, and 6
only. If you have been asked to write an SRS for a product to be built by your
own organization, you should read Chapters 1, 3-6.

If you have been asked to review an existing or proposed SRS, Chapters
1, 3, 4, and 5 can help you.

If you are using this book ab a reference to help you find an applicable
technique, tool, or language, read Sections 1.1 and 1.2 to gain an appreciation
for the difference between problem analysis and writing an SRS—then browse
through Chapters 2 and 4 to find appropriate approaches.

Notes to the Teacher

If you are using this book as a text for a graduate or an advanced undergrad-
uate-level course, let me indicate how I organize the course when I teach it:

Textbook
Topic References Activity Hours"

Administrative introduction N/A Lecture/discussion 12
Introduction

Software life cycle 11 Lecture/discussion 0.7

What are requirements? 1.2 Lecture/discussion 33
Exercise 1 (SRS evaluation) 4 Student team exercise 2.8
Introduction (continued)

Why are requirements so important? 1.3 Lecture/discussion 08

Taxonomy of applications 14&15 Lecture/discussion 0.5
Problem analysis 2 Lecture/discussion 8.0
Exercise 2 (problem analysis) 2 Group participation 4.0
The SRS 3 Lecture/discussion 23
Specifying behavioral requirements 4 Lecture/discussion 4.0
Exercise 3 (SRS evaluation) 4 Student team exercise 4.0
Specifying nonbehavioral

requirements 5 Lecture/discussion 4.0
Requirements prototyping 8 Lecture/discussion 12
Summary 7 Lecture/discussion 1.0
Exam review N/A Discussion 2.5
Exam N/A Exam 2.7

‘Total hours 43.0

®Actual class contact time.
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Exercises 1 and 3 represent before-the-course and after-the-course exer-
cises on how to recognize inadequacies in an SRS. In both cases, I distribute
copies of actual SRSs, then divide the class into teams of three to five each to
assess independently the quality of the SRS. Usually I also give each team a
unique role to play: :

1. Design team
Wants to be able to build software based on SRS

Disdains overspecification

2. System testing team
Wants to be able to test that the software product meets its
requirements
Can not tolerate ambiguity

3. System user/customer team
Wants to be sure product is worth paying for
Wants an understandable document
Can not tolerate underspecification

4. Requirements Consultants, Inc., team
Wants to see formality
Intolerant of ambiguity

During Exercise 3, I usually walk from team to team to assist each in
playing its role realistically. This is followed by formal 15-minute presenta-
tions by each team to the entire class. Because each team has a unique
position, much controversy is generated concerning the appropriateness of the
SRS. In both exercises, students learn how to recognize inadequacies in an
SRS. In Exercise 3, they also learn that there are no clear-cut answers to the
question, “What is a perfect SRS?”

In Exercise 2, the assembled class simuilates the brainstorming that goes
on during a typical problem analysis session. I serve as moderator and provide
little added value other than as a poser of key questions when the students
lose momentum. In this way students learn how to use problem analysis
techniques to organize ideas.
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