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Preface

About POSIX

The UNIX® system was 10 years ahead of its time, but it is now more than 20
years old. This is not to say that UNIX is now out of date. On the contrary, it
has become the dominant operating system for much of the computing
industry. It is a de facto standard.

The fact that UNIX systems run on so many different types of hardware
has made it possible for application programmers to write portable pro-
grams that are not limited to a single manufacturer’s platform. However, the
widespread acceptance of UNIX has been accompanied by a number of
problems, chief among them a proliferation of different, incompatible versions.
In fact, the UNIX system does not represent one standard but several, all
mutually incompatible. The POSIX standardization effort began as an at-
tempt to deal with this problem by establishing an official standard that, as
far as possible, is compatible—from the program’s point of view—with the core
of most historical UNIX implementations. The purpose is to make portable
programs possible.

This book deals with the POSIX 1003.1-1990 standard. That standard—
commonly referred to as POSIX.1 (pronounced “pah-zix dot 1”) or more
informally as “dot 1”—describes an operating system interface for C language
programs. It is based on a number of documents; the 1984 /usr/group Standard
is its most direct ancestor. Most of the interface descriptions in POSIX can,
with slight variations, be found in one of two documents that describe
implementations of UNIX systems: the System V Interface Description (SVID)
published by AT&T and the 4.3 Berkeley Software Distribution (4.3BSD) Manuals.
In general, the philosophy of the 1003.1 committee was to adhere to existing
UNIX system interfaces unless there was a good reason to do otherwise.

The official name of the POSIX.1 standard is ISO/IEC IS 9945-1:1990.
The International Standards Organization (ISO) and International
Electrotechnical Commission (IEC) jointly oversee international computer
standards. In the United States, the American National Standards Institute
(ANS]) and the Institute of Electrical and Electronics Engineers (IEEE) are
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responsible for computer standards, and ANSI/IEEE Std. 1003.1-1990
is another official name for the POSIX.1 standard. We simply use the
informal name POSIX.1 or (even more simply) just POSIX when no

confusion can arise.

The “-1” in 9945-1:1990 and the “.1” in POSIX.1 both refer to the fact
that other operating system interface standards are being developed to cover
areas not in the purview of the current standard. These standards are under
development by IEEE committees with numbers like 1003.2 (developing
POSIX.2). The name POSIX is almost an acronym for Portable Operating
System Interface. The “IX” suffix is traditional. The name POSIX was
suggested by Richard Stallman.

All major vendors of the UNIX system either are delivering POSIX.1
conforming systems now or are committed to doing so. Such systems include
or will include OSF/1, System V, and BSD. Vendors of some other major
operating systems that are not based on the UNIX system, including VMS
and OS/2, have also committed to POSIX.1 conformance. Thus, the POSIX
effort has moved well beyond the world of UNIX systems in which it
originated. Each POSIX.1 implementation will also contain vendor-specific
extensions to POSIX, either for compatibility with historical versions or as
“value-added” features. If an application programmer is to avoid
implementation dependence, he or she must make careful use of the standard’s
features and avoid nonportable vendor-supplied features.

Goals

The POSIX.1 standard makes it possible to write application programs that
are portable across a wide variety of systems and architectures. The goal of
the book is to show you how to take advantage of that possibility. Our

specific goals are to:

e Explain the syntax and semantics of the 203 C functions and macros
supported by the POSIX.1 standard and the data structures that sup-

port them.

* Give an understanding of the concepts that you need to use these
interfaces and data structures effectively.

e Show how other standards and specifications interact with POSIX.1.

e Show how you can use the POSIX.1 standard to package a portable
application, including source code and supporting files.

e Explain the limits of the POSIX.1 standard.

The principal goal of the book is to teach programmers how to write programs
that will run under any implementation of POSIX.1—Strictly Conforming
POSIX.1 Applications, in the language of the standard. Note that POSIX.1
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explicitly addresses application programs only. Interfaces needed for system
administration or system programming are not supported.

Audience

This book is written for computer professionals and for students of operating
systems,

* Software engineers can only hope to write portable application pro-
grams by adhering to the POSIX.1 standard.

* Software engineers who are implementing systems must take POSIX.1
as a partial specification.

* Software engineering managers need to know the possibilities and
limits of portable programming using POSIX.1 to understand what
degree of portability their programming teams can reasonably be ex-
pected to achieve.

* Managers in charge of hardware procurements must understand what
vendors do and do not guarantee when they claim to be “POSIX con-
forming.”

e Students should know the features guaranteed by an international
operating system interface standard.

Features

This book includes the following features: prototypes for all functions; sample
code; appendices for reference; exercises; and a glossary.

Prototypes for All Functions

-

In the chapters and appendices of this book, C functions are described using
the prototype format of the ANSI C standard. Even if you are not familiar
with the prototype format, you should be able to understand the code. Here
is an example: the C library function strcpy() would be described like this in
“old style”:

char *strcpy (sl, s2)
char *sl, *s2;

A prototype for this function is written with the argument list, including
type information, inside the parentheses:

char *strcpy (char *sl1, const char *s2);
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The names of the parameters are optional. Thus, an equivalent way to write
this prototype is: '

char *strcpy (char *, const char *);

The reserved word const in front of the second argument is an addition to
the language by the ANSI C committee. (It is borrowed from the C++ lan-
guage.) It indicates that the object pointed to by the second argument cannot
be modified by a call to the strcpy() function. The absence of this qualifier in
front of the first argument indicates that the object pointed to by the first
argument can be modified by the function.

As a special case, if a function has no arguments, its ANSI C prototype
is written with a parameter list consisting of the single reserved word void. For
example:

char *getlogin(void);

There is a special notation for prototypes of functions that take a vari-
able number of arguments. The fixed arguments, if any, are declared as in

other prototypes. In place of the variable arguments, you put an ellipsis
(.. .). For example, a prototype for fprintf() is:

int fprintf (FILE *stream, char *format, ...):
The identifiers st ream and format also can be omitted:
int fprintf(FILE *, char *, ...);

Every POSIX.1 function is associated with a header. (The terms header file
and include file are obsolete; see Chapter 1, Section 1.2.) When a prototype for
a function is presented, the header in which its prototype appears on C
standard systems is also given, as well as all other headers that should be
included when that function is used.

Sample Code

Most functions that have been introduced by the POSIX.1 committee, or with
semantics that have changed significantly from UNIX systems, are used in
examples in the text. These examples illustrate how the functions are intended
to be used.

Appendices for Reference

The body of this book is written in a “how-to” format. For those who wish to
use the book as a reference, appendices are provided.

» Appendix A gives, for each POSIX.1 function that is not imported from
the C standard, the function’s headers, prototype, return values, pos-
sible errno values, and a brief description of the function’s semantics.
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* Appendix B does the same for the POSIX.1 functions that come from
the C standard.

* Appendix C describes the 37 portable values of errno that are sup-
ported by POSIX.1.

* Appendix D lists the headers specified by either POSIX.1 or the C
standard and the reserved name-space associated with each header.
(See Chapter 1, Section 1.6.) This name-space includes functions, mac-
ros, typedefs, structures, and external variables.

¢ Appendix E lists those POSIX.1 functions that can be safely invoked
from a signal-catching function.

e Appendix F gives references to other POSIX standards and proposed
standards and to related documents.

Exercises

Exercises are provided at the end of most chapters. Every reader should try
some of them to test his or her understanding. They can also be used in a

classroom setting.

Glossary

A glossary defining some of the most important terms is included.

About Portability and This Book

Programmers face two different classes of problems when trying to write
portable programs. One class deals with nonportabilities intrinsic to the
language. For example, it's easy to write C programs that make 1mp11c1t
assumptions about byte order within integers, about the relative sizes of
pointers and integers, or about the layout of fields within structures. Any of
these assumptions can render the program unportable. One might term these
internal portability issues. They arise in all programming languages, although
C is particularly vulnerable to them. Internal portability has to do with the
relationship of the program’s own code to hardware; it is under the complete
control of the programmer.

Another class of problems has to do with the choice of external inter-
faces (functions and macros) that a program uses, the semantics that the
program assumes for these interfaces, and the types of arguments that the
program passes and return values that it expects. These might be termed
external portability issues. They deal with the code invoked by, but external
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to, the program: the libraries and system calls that the program depends on.
Problems of external portability arise in many programming languages, but
again C is particularly vulnerable, because of its heavy dependence on
libraries. External portability is only under the control of the programmer if
the external interfaces are standardized. Without standards, external
portability is impossible.

This book deals with external portability in the context of POSIX con-
forming systems. If you've tried to move C programs from one UNIX system
to another you may have noticed that, while some programs compile with-
out change and behave identically, others either don’t compile or don’t run
in quite the same way. Given the differences among UNIX systems, this is
unavoidable. In principle, if you write a Strictly Conforming POSIX.1 Appli-
cation program it should compile on all POSIX.1 systems (or on none) and
should have, within certain constraints, the same semantics on all of them.

Structure

Chapter 1 presents an overview of POSIX.1 concepts. This is the sort of
material that programmers like to skip, to get to the “real code”, but in fact
it’s essential in order to understand the issues that shaped the standard.
Chapters 2 through 8 present the POSIX.1 C- language application program-
mmg interface (API). The APl is the set of programming interfaces specified
in the standard. Chapter 9 describes the data interchange formats specified
by the standard. Chapter 10 describes the current state of proposed future
extensions to POSIX.1. Chapter 11 discusses related standards, draft
standards, and specifications, including the work of other POSIX groups and
the X/Open Portability Guide. Finally, Chapter 12 discusses some general
portability considerations for C programs. The six appendices were
described above.
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