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Preface

This book is designed to aid C programmers in the creation of functional, intuitive
screen interfaces.

We will cover in depth the construction of a screen and windo Efunction.
library, and use it to build menu systems similar to those found in popilar com-
mercial software packages.

Programs will be presented that will allow you to produgce:

e A window-based screen interface.

e Moving light bar menus (as in Lotus 1-2-3).
- » Multilevel light bar menus.

¢ Pop-up menus.

¢ Dialogue boxes.

¢ Pull-down menus.

o Field editors.

¢ Data input screens.

o List selection windows.

e Directory functions (for file selection).

¢ Context-specific help screens,

¢ Help screen editors.

il
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In the process of building these systems, we cover concepts and techniques
for:

® Performing BIOS interrupts.

¢ High-speed direct writing to the screen buffer.

o Avoiding snow on CGA. displays.

» Producing “‘instant’’ screen updates with virtual screens.

® Virtual window creation and manipulation.

» Assuring compatibility with multitasking environments such as DESQview.
o User friendly menu design.

® Data input and verification techniques.

® Obtaining directory information for DOS.

® Help screen creation and display.

GOALS
The purpo_se of this book is to provide the reader with:

1. Programs that can be used as they are, or adapted for the individual pro-

grammer’s needs.
2. The concepts behind each program.

ey 34» Explamations of programming techniques used to build these programs.

Throughout this book we will strive for portability within the MS-DOS/IBM-DOS
world.

For the user of our programs this means that the programs should work right
the first time they are run. The programs require no special drivers such as
ANSIL.SYS, no alteration of config.sys files, and no need to buy special windowing

- operating systems or DOS shells. The software will work: saccessfully with all
popular video cards (CGA, MDA, Hercules, EGA, and VGA). Software based
on this approach will have the widest possible audience, apphcable to virtually
every IBM PC and clone made.

For the programmer, portability means Raving a choice of compilers. We
will avoid using compiler-specific graphic/window libraries. Everything we need
we will build. The code created is memory-model independent; that is, all pro-
grams will compile under all Turbo C and QuickC memory models.

The programs are written entirely in C. No assembler is required. The com-
mented source code may be customized to fit programmers’ needs.
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WHAT YOU WILL NEED TO USE THIS BOOK

1. ACcompiler. Borland’s Turbo C compiler was used to produce the examples

in this book. The source code is also totally compatible with Microsoft’s
QuickC.

2. An IBM PC or compatible computer with enough memory to run the com-

piler.

3. IBM- or MS-DOS.

4.

Experience programming with C. Advanced knowledge is not necessary.

WHAT OTHERS WILL NEED TO hUN YOUR SOFTWARE'

1.
2.
3.

An IBM PC or compatible. .
64K of available RAM. More may be needed if your applications are large.
IBM or MS DOS.

THE BOOK LAYOUT

This book is divided into seven chapters.

l.

2.

6.

and the use of pointers and®BIOS interrupts.

The second chapter deals with the creation of a window-based screen func-
tion library. Topics covered in¢lude creating, removing, and writing to win-
dows; creation of a flexible screén writing routine; and screen buffer **pag-
ing” techniques. We also discuss virtual screens and DESQview
compatibility.

The first chapter:is a reﬁeﬁf video adapters, memory layout and access,

. In Chapter 3 we will discuss menu systéms. We will build: Lotus 1-2-3 style

menu bars, multilevel menu bars, pop-u #menus, dialogue boxes, and pull-
down menus. Of particular importance is the section on pop-up menus; here
we establish the data structures, calling conventions, and méniu design phi-
losophies that will be used in all our menus.: .*

Chapter 4 deals with data:entry. We will build'# field editor and will use-it
to construct a dBase style input screen, complete with color-coded fields
and data verification. “

In Chapter 5 we will build a list-select function that -will allow the user to
select from a virtually unlimited number of options, Wing point-and-shoot
and speed search techniques. -

In Chapter 6 we will create a function for selecting files from a directory,
using the list-select function we created earlier.
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7. In Chapter 7 we will build a help screen designer and will show how to add
context-specific help to our programs.

Each major topic is subdivided into four categories:

o Goals: We discuss the general goals and features we wish to implement in
our code. This discussion describes the overall ‘*look and feel’” of the prod-
uct.

o Application: This is the practical part of the book. We discuss the individual
functions and how they would be used within a program. Sample programs
are presented as illustrations. A few tricks for getting the most out of the
functions are described.

e Techniques: Within this section we discuss the design considerations and
techniques used to produce the code. We look at possible programming
approaches, pitfalls, and solutions. We place emphasis on aspects of the
code that would not be intuitively obvious from examining the source code.

¢ Source Code: The code is highly commented. Every effort has been made
to produce readable, useful code and comments. Meaningful variable names
are used when possible (e.g., top=1 instead of t=1),

This modular approach should allow you to concentrate on the aspects of

the book you find most useful. If you are interested in having a set of screen and

~ menu {ools, then you will probably prefer the Applications section. If you are

' interested in finding out how the code works, see the sections on Techniques and
Source Code.

-

OBTAINING SOURCE CODE

Please see Abpendix A for instructions for obtaining the source code from this
book.
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Chapter 1

Accessing
‘the Display Adapter

In this chapter we will review:

® The types of display adapters.
¢ The video buffer memory map.
¢ The use of pointers for accessing video memory.
¢ Default pointer types for compiler memory models.
¢ BIOS interrupts.
e The ANSI console driver.
-4

In the first section we will discuss the display adapter, giving pdrticular attention '
to the video buffer and the techniques used to access it.

DISPLAY ADAPTERS

The widé variety of monitors and text/graphic cards curreptly available for the
. 1BM PC falls into two major groups, monochrome and colfir.
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(MONOCHROME ) (COLOR)
|
: Color monitor
MDA . CGA _1E;Composite B&W monitor
HERCULES Lap-top LCD display
p— EGA
I VGA

Figure 1-1 Evolution of major display adapters

An evolutionary tree would look somewhat like that in Figure 1-1. The major
display adapters are described as follows:

« MDA .= Monochsome Display Adapter. This card was intended pri-
manly pusmcss apphcatnons It displays very well-defined

| ch rs and is not capable of displaying graphics. The
téxt, ‘is sphyed in an 80 x 25 format (80 columns with 25
R - pard requires the use of a monochrome monitor.
Hircules = Thin urd was ‘designed to provide compatibility with the
v MDA, but is also capable of displaying proprietary high-res-
S e ofutieny graphics. Thig'card also requires a monochrome mon-
] itor.
. LGA. - = Color Graphics Adapter. This card is capable of displaying
‘ both text and graphics in color. The text display is limited to
~ 80 x 25 (maximum).

EGA = Enhanced Graphics Adaptot This card is compatible with the
CGA but has increased text and graphics resolution. It sup-

. s Ports text modes gragiar than 80 x 25.
VGA i& Video Graphics Adap Compatible with the EGA, but with

still more text and graphic modes.

LCD /&= Liquid Crystal Display. Used on laptop computers, this card

: ~is usually equivalent to a CGA adapter.

,,‘\5, The newer, more advanced cards support the functions and modes found in
"'lthe earlier oties. For example, VGA cards can run programs written for the CGA,
and the Hergples card emulates the MGA. K we write our software so that it is

compatible ¥ Ah the CGA and MDA, wegaln etmpaﬁbﬁty mme newer adapt-
ers. i

1 !

. g
i

. COMPOSITE DISPLAYS

k!
’ :

PGA wo:”mth two dnsplay monitors: color and black-and-whlte

¥ W limited smfccss

Back-and-white composite display tries to show color as st des of .

co-ol ) |

]
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Color characters displayed on composite monitors are often unreadable. The
LCD found on many laptops can be grouped with the composite displays since
most LCD monitors use grey levels instead of colors.

~ Users of such B&W displays often use the DOS “‘mode’’ command to disable
color, allowing only normal or intense text, which is more legible. Entering *‘mode
bw80'" at the DOS command line sets the mode to B&W with 80 columns.

Well-written software should check the mode via a BIOS call to ascertain
the current mode the user has selected. Based on that mode, the software can
select the proper text attributes (e.g., color or not) for that monitor. Unfortunately,
if an application writes directly to the video buffer, it bypasses the BIOS and is
not affected by the ‘*‘mode’ command, and therefore may write text with color
attributes even though it is not appropriate for the user’s monitor.

Although software may be enabled to detect what type of display adapter
is present, it cannot ‘‘know’’ whether the type of monitor attached to the adapter
is color or composite. The software can only ascertain whether the B&W mode
has been set.

- Later on, we will explore techniques and code for ascertaining the type of
display adapter and the currently selected display mode. This information will be
_ essential for producing a legible display.

THE VIDEO BUFFER

The IBM PC uses a section of memory as a video buffer. CGA and CGA com-
patibles use a buffer beginning at memory segment b800. Monochrome cards
(MGA, Hercules and others) use a buffer beginning at b000. The first memory
location comtains the first character shown on the display, and the next location
contains the attribute for that character. This arrangement is known as a memory
mapped display, and any change made to the video buffer is immediately visible
on the video monitor.

If you printed ‘*hello’’ in the upper left corner of a CGA display, the memory
map would appear as in Figure 1-2. The entire dispiay on an 80-column, 25-line
display would consist of 2000 (80 x 25) characters plas 2000 attributes. Using a
column. owix,y) tcreen-based numbering system. ike upper left corner of such
a display would be 1, 1 and the bo'\tom right corner wo.ld be 25, 80. Knowledge
of the video memory map will be essential'later o3 a+ we develop our screen
writing techniques.

Characters
i | | 1 ]
(ol Jef 0] Df Jof [ 1]

} ] ] I J

—+

Attributes Figure 1-2 Memory map
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TEXT ATTRIBUTES

Text attributes vary according to the type of video card in use. Attributes which
may be used on monochrome systems include normal, intense, reverse, and under-
line. Our programs use the header file mylib.h which defines these attributes for "
us. , ,

#define UNDERLINE 1 /« ATTRIBUTES FOR MONOCHROME CARDS
./

fdefine NORMAL 7

fdefine HILINTEN 18

sdefine REVERSE 112

On a color adapter the attribute byte can be used to set the foreground/
background colors as well as the foreground intensity and blinking characteristics.
The color attribute is mapped as in Figure 1-3.

The three primary additive colors—which are red, blue, and green—may
be combined to create the so-called ‘‘subtractive’’ colors. For example, red and
blue may be added to create magenta; red and green to create yellow. The colors
magenta, cyan, and yellow can likewise be combined (subtracted, in this case) to
form the primary colors. Cyan and yellow, for example, produce green. The “*sub-
tractive’’ color system is used in photographic enlargers. The relationship is shown
in Figure 1-4 in the color wheel.

*

Background Red

Background Green
Background Blue
l-r Intensity BLUE

UGECBERE

L Magenta Cyan
Blink [_
L foreground Blue
Foreground Green RED GREEN

Foreground Red Yellow

Figere 1-3  Bit map of color attributes Figure 1-4 The color wheel

The color wheel is only a guide. The actual colors produced depend on the
combination of red, blue, green, and intensity. For example, red and green pro-
duce brown if the intensity is not set. With intensity set ON, the result is yellow.
Table 1-1 shows a bit map naming the colors that result when the primary color
bits are turned on (intensity is set to OFF). To simplify the use of color attributes,
the following definition is found in mydef.h:
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#define BLACK /» THESE ARE FOR COLOR CARDS »/
f#gefine BLUE
fsdefine GREEN
scdefine CYAN
fdefine RED
#define MAGENTA
fdefine BROWN
sdefine WHITE
#define YELLOW 1

ANONTAEAWN—O

/% intensity set on e/
The following function-like macro sets the foreground/background colors:
" #define set.color{foreground,background)\

(((background)<<4) | (foreground))

Notice how the macro shifts the background 4 bits to the left, then combines it
(bitwise *or’) with the foreground.

) For example, using this macro, the variable attribute can be set to a fore-
. ground color of BLUE and a background color of BLACK with the call:

attribute=set.color(BLUE,BLACK);

The intensity is set HIGH for any attribute when its fourth bit is set ON (set to
a l), Wc may force this bit to be set ON for any attribute by use of the macro
jo{ ) which performs a bitwise ‘or’ with the decimal number 8 (which
equals oooowoo in binary). This forces the bit to become a 1.

#define set_intenselattribute) (Cattribute) £8)

TABLE 1-1. BIT MAP OF PRINCIPAL COLORS

‘ Attribute
R G B Color {decimal)
0 0 0 Black 0
0 0 | Blue |
0 1 0 Green 2
0 1 1 Cyan 3
1 0 0 Red 4
1 0 1 Magenta s
\ I 1 0 Brown 6
1 1 1 White 7




