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C++ and C

Preface

This book is an introduction to C++ and object-oriented pro-
gramming for readers who know at least one programming
language (which will probably be Pascal) but who are not neces-
sarily familiar with C.

C++, an object-oriented extension of C, addresses the needs
of two recent trends: the widespread use of C as a software
implementation language, and the increasing interest in object-
oriented programming.

C is by far the most popular language for professional soft-
ware development on minicomputers and microcomputers.
While offering all the known advantages of a higher-level lan-
guage, C also provides the low-level access to hardware and sys-
tem software that is characteristic of assembly language. Many
microcomputer software packages that were originally written
in assembly language have now been translated into C.

Object-Oriented Programming

Object-oriented programming allows a complex program to
be built out of much simpler constructs called objects, which
interact by exchanging messages. The following are characteris-
tic of object-oriented programming:
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= Classes. Objects are defined by means of classes; once a class
has been defined, any number of objects of that class are
easily created. Programmers are thus encouraged to reuse
code by defining general purpose classes and using them in
many different applications.

= Abstraction. To use an object, we need only know its public
interface—what messages it understands and how it
responds to each. We do not need to know anything about its
internal workings, which are hidden from the object’s users.

» Inheritance. A new class can be derived from one or more
existing classes and can inherit some or all of their proper-
ties. This further encourages code reuse because classes
derived from a general-purpose class can be customized as
needed for each particular application.

* Polymorphism. Different kinds of objects can understand the
same message, though they may respond to it in different
ways. We can send such a message without knowing what
kind of object is involved. For example, objects represent-
ing different geometrical figures might all respond to a
message to draw the corresponding figure on the screen; we
could send a draw message to any such object and be
assured that the appropriate figure will be drawn.

The background in C necessary for effective use of this book
is provided in Chapter 1 (program structure, data types, expres-
sions, and control statements) and in Chapter 3 (arrays, pointers,
and strings).

The study of object-oriented programming begins in Chapter
2, which introduces the basic concepts and develops a simple
bank account class as an example. Although Chapter 3 is devoted
mainly to the elements of array and pointer manipulation, it does
introduce the C++ new and delete operators, and it defines a
class of dynamic lookup tables to illustrate all the material in the
chapter.

Chapter 4 covers operator and function overloading as well as
friend functions and operators. This chapter introduces a differ-
ent approach to object-oriented programming, in which objects
are passed as arguments to overloaded friend functions and oper-
ators rather than being sent messages via member functions.
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In Chapters 5 and 6 we return to more conventional object~
oriented programming. Chapter 5 develops inheritance; although
multiple inheritance is introduced and illustrated, most of the dis-
cussion and examples focus on single inheritance, which begin-
ners should master before going on to the more complicated
multiple inheritance. Chapter 6 introduces polymorphism and its
implementation via virtual functions; abstract base classes and pure
virtual functions are also covered.

Chapter 7 develops a discrete-event simulation as a case study.
Most examples in the preceding chapters have involved a con-
ventional main program interacting with one or more objects; a
major goal of Chapter 7 is to present a program whose computa-
tions proceed mainly via message passing between objects. This
simulation does not use the C++ task library, which is not avail-
able in all implementations and which hides some details that it
is instructive to work through.

Chapter 8 is devoted to further exploration of the input-
output library. A complete discussion of this intricate library is
beyond the scope of this book; instead, we focus on the follow-
ing areas: the stream classes (which provide a good example
of multiple inheritance); controlling the format of output and
the expected format of input; detecting errors and end-of-file;
using named files, such as disk files; using command-line param-
eters; and a brief introduction to direct access with tellg()
and seekg().

Appendix 1 provides a list of reserved words, and Appendix 2
provides a chart showing the precedence and associativity of
operators. A comprehensive glossary defines important terms in
C++ and object-oriented programming, and the “For Further
Study” section suggests additional readings.

PREFACE ix



AT&T Releases and Turbo C++ Appendix

Acknowledgments

C++ was developed at AT&T, and for now the AT&T com-
piler and reference manual set the standard for the language.
Most current software and books are based on AT&T Release 2.0,
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to the development of an ANSI standard for C++.
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footnotes.
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Turbo C++, which is compatible with AT&T Release 2.0. As the
first C++ implementation from a major supplier of microcom-
puter software, Turbo C++ is expected to enjoy a substantial
share of the market for MS-DOS C++ implementations. Ap-
pendix 3 is an introduction to Turbo C++ and its integrated
development environment. Also discussed are a few problems in
Version 1.00 of Turbo C++ that must be worked around in
order to run some of the example programs.
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script, the author expresses his appreciation to J. Eugene Ball,
University of Delaware; Krys J. Kochut, University of Georgia;
Robert McCoard, California State University, Northridge;
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Elements of C++

HIS CHAPTER introduces the basic C++ constructions:

variable declarations, arithmetic expressions, function
calls and definitions, and input, output, and control statements.
Because these constructions occur in many programming lan-
guages the concepts behind them will already be familiar, so we
will be able to concentrate on how these concepts are expressed
in C++.

HELLO, WORLD!

Comments

It is a tradition in C and C++ to begin any introductory text
or programming course by discussing a program that prints the
message “Hello, world!” Listing 1-1 shows the hello-world pro-
gram; we will use an extended discussion of this program as a
framework for introducing several C++ concepts.

The first two lines in Listing 1-1 are comments, although they
will not seem to be such to readers familiar with C. Comments
in C are enclosed between the symbols /* and * /.

/* This is a comment */
Such a comment can extend over any number of lines.

/* Now is the time
for all good programmers
to put comments in their programs */
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Listing 1-1

// File hello.cpp
// Program to print a greeting to the user

#include <iostream.h>
main()

{
cout << "Hello, world!\n";

Source Files

This style of comment is also allowed in C++. However,
C++ also provides another style, in which a comment begins
with // and extends to the end of the line. Since the comment
always extends to the end of the line, no closing symbol (such as
* /) is needed:

// This is a comment

// Now is the time
// for all good programmers
// to put comments in their programs

The latter style is usually the easiest to write and is the style
generally preferred by C++ programmers.

The text of a program is stored on disk in one or more source
files; each source file is printed in this book as a listing. At the
beginning of each source file is a comment giving the name of
the file; the name of the source file for the hello-world program
is hello.cpp.

In this book we assume that the names of C++ source files
end with . cpp; however, some C++ implementations use .c,
.C, .cp, or . cxX. If the file-naming conventions for your com-
puter system or C++ implementation differ from those assumed
here, you will not be able to use the file names in this book
unchanged. Nevertheless, they will still help you keep track of
the source files listed here, particularly for programs having more
than one source file.
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Header Files and #include Directives

Every C++ implementation comes with a library of pre-
defined functions, operators, and other entities. Programmers are
encouraged to use these predefined entities, but are required to
declare them in each source file in which they are used. To pre-
vent programmers from having to memorize the necessary decla-
rations and write them out repeatedly, the implementation
provides a number of header files, each of which contains the
declarations for a certain part of the library.

The first step in compiling a C or C++ program is carried out
by the preprocessor, which manipulates the text of the program in
accordance with preprocessor directives, all of which begin with the
symbol #. A header file is inserted into a program with an
#include directive, which the preprocessor replaces with the
contents of the header file. The hello-world program uses the
library facilities for stream output; the necessary declarations are
contained in the header file iostream.h* which the program
includes with the directive

#include <iostream.h>

The angle brackets enclosing the file name are made up of the
less-than sign, <, and the greater-than sign, >. As with source
files, the naming conventions for header files vary. In some
implementations, iostream.h would be named io-
stream.hpp or iostream.hxx.

The part of the library declared in a particular header file is
often referred to by the name of the header file. Thus, the part of
the library declared in iostream. h is referred to as the iostream
library, the part of the library declared inmath. h is referred to as
the math library, and so on.

* Earlier versions of C++ (those preceding AT&T Release 2.0) used the header
file stream.h instead of iostream.h; thus #include directives for stream.h
will be found in many existing C++ programs. Although Release 2.0 provides a
header file stream. h for use by existing programs, iostream.h is recommended
for new programs.
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Functions and main ()

Input and Output

The basic building blocks of C++ programs are functions,
which correspond to functions, procedures, and subroutines in
other languages. Each function carries out a well-defined opera-
tion and is called or invoked whenever that operation is needed.
Functions may be defined in the program, or they may be pre-
defined functions from the library. When library functions are
used, the header files containing the necessary declarations must
be included.

Parentheses are associated with functions in that they always
appear in function declarations, definitions, and calls. When
function names appear in running text, it is a convention of C
and C++ to follow each function name with a pair of paren-
theses to indicate that the name refers to a function. Thus, a func-
tion named main is referred to as main( ) rather than main.

The system executes a C++ program by calling the function
main(); therefore, every C++ program must define main().
Simple programs, such as the hello-world program, define only
main(); more complex programs also define other functions,
which are called directly or indirectly from main().

In Listing 1-1, the definition of main() has the following
form:

main()

{

}

The empty parentheses following the function name main indi-
cate that function main( ) takes no arguments; that is, no data is
passed to it when it is called. The braces, { and }, which corre-
spond to the keywords BEGIN and END in some other lan-
guages, enclose a block, which is a basic unit for grouping
declarations and statements. The statements defining a function
are always enclosed in a block. In Listing 1-1, the block that
defines main() contains only a single statement.

The C++ library provides facilities for input and output that
are far more convenient than the library functions that C
programmers use. In C++, input is read from and output is
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written to streams. When iostream. his included in a program,
several standard streams are defined automatically. The stream
cin is used for input, which is normally read from the user’s
keyboard. The stream cout is used for output, which is nor-
mally sent to the user’s display. Some operating systems allow
these streams to be redirected so that, for example, input from
cin could be read from a disk file and output to cout could be
written to another disk file.

The insertion operator, <<, inserts data into a stream. Thus the

statement
cout << 500;

places the value 500 in the standard output stream cout. If the
output stream has not been redirected, the number 500 will be
printed on the user’s display.

A series of << operators can be used to output several data
values with a single statement. For example,

cout << 500 << 600 << 700;

outputs three numbers. However, the insertion operator does not
separate printed items with spaces, so the three numbers will be
run together in the printed output.

500600700

A string is a sequence of characters. In a C++ program, a
string is represented by a string literal, which is a series of charac-
ters enclosed in quotation marks. When a string literal is inserted
in cout, the characters making up the string (but not the enclos-
ing quotation marks) are printed. Thus, the statement

cout << "This is a string";
prints

This is a string
Likewise,

cout << 500 << ", " << 600 << ", " << 700;
prints

500, 600, 700

C++ uses escape sequences to represent characters that are not
represented by traditional symbols such as a, b, and ¢. An
escape sequence consists of a backslash, \, followed by a letter or
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number representing the character. The entire escape sequence
represents a single character. The following are some common

€scape sequences:

\a alert—causes the computer or terminal to beep

\n newline—causes the display or printer to start
printing on a new line

\t tab—causes the display or printer to jump to a pre-
defined tab stop, as if the tab key had been pressed

\"  quotation mark inside a string literal
\\  backslash

Because quotation marks indicate where a string literal begins
and ends, an escape sequence must be used to get a quotation
mark inside a string literal. Thus the statement

cout << "\"Hello,\" she said.\n";
prints
"Hello," she said.

and (because of the final \n) positions the display or printer at
the beginning of the next line.

Because a backslash always signals an escape sequence, the
backslash character itself must be represented by an escape se-
quence, \\. This must be borne in mind particularly by users of
the MS-DOS and OS/2 operating systems, which use back-
slashes in file names.

Now, finally, we are in a position to understand the single
statement in the hello-world program. The statement

cout << "Hello, world!\n";
prints the message
Hello, world!

and positions the display or printer at the beginning of the next
line.

Note that each statement ends with a semicolon. Statements
constructed with operators and function calls are known as
expression statements; an expression statement always ends with a
semicolon.
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