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Foreword

This is the first of two volumes published by the IEEE Computer Society to assist the reader in preparing to take the examina-
tion required to become a Certified Software Development Professional (CSDP).

The Computer Society has taken a two-fold approach to help developers quickly and economically produce software that
meets users’ needs through certification and standards. These approaches are closely related, because disciplined development
of high-quality software requires a good development process, standards are a key part of the process, and certification recog-
nizes the importance of a standards-supported process.

IEEE/EIA-STD-12207 provides a framework, both business and technical, within which all the processes, activities, and
tasks of software development take place. Standard 12207 partitions all the processes of software development into two class-
es: primary and supporting. Accordingly, the two volumes of this study guide discuss these two classes separately. Volume 1
focuses on the primary development, processes, whereas Volume 2 focuses on the supporting processes.

The primary processes discussed in Volume 1 are immediately recognizable as those commonly associated with specifying,
designing, implementing, testing, and maintaining software. In addition to the specific discussions of those topics, Volume 1
includes papers that address the general issues of software engineering, including the societal context in which software devel-
opers work. Volume 1 includes discussions of:

The key concepts and activities of software and systems engineering

The societal and legal contexts within which software development occurs

The key IEEE Software Engineering Standards

The importance of software requirements and methods for developing them

Key concepts and methods of software design

Guidelines on the selection and use of tools and methods

The major issues and activities of software construction

The types of software testing that occur during development and some methods for performing software tests
Preparing for and executing a program of software maintenance

Many of the papers in this volume examine the knowledge areas identified in the Software Engineering Body of Knowledge
(SWEBOK) as being critical to the successful development of software products. In many cases, explicit cross referencing to
the SWEBOK is provided.

Volume 2 focuses on the supporting processes of configuration management, validation and verification, quality assurance,
reviews, audits, and documentation, together with the processes of the organizations involved in software development, includ-
ing management, infrastructure, the education and training of staff, and the implementation of a program of systematic im-
provement of all of the software life-cycle processes.

Volumes 1 and 2 of this Third Edition revise and update the 2002 tutorial of the same title. They consist of both original pa-
pers and authoritative existing papers from IEEE archival journals and other well-regarded sources. In keeping with the impor-
tance of good standards in the development processes, excerpts from appropriate Computer Society software engineering stan-
dards have been included in both volumes.

The two volumes of the study guide have been written to aid the reader both in achieving an understanding of standards-
based software development (particularly using IEEE-STD-12207) and in gaining the knowledge needed to pass the CSDP ex-
amination. Thus, any software professional, whether or not he or she wishes to obtain certification by the prestigious IEEE
Computer Society, will benefit from the knowledge of proven standards-based development practices contained in these vol-
umes.

As Past President of the Computer Society I encourage all software engineers to use the study guide and to make processes,
standards, and certification a central part of their careers. I also strongly encourage them to prepare for and take the CSDP ex-
amination. Such study will benefit them directly in their career by exposing them to processes and concepts that they may not
have encountered in their earlier education and training, as well as allowing them to raise their own professional stature by
passing the examination. It will also raise the visibility and professional level of the entire profession, which will benefit all se-
rious practitioners of software development who approach their work tasks with a professional attitude.

CARL CHANG
President 2004, IEEE Computer Society



Preface

The continuing development of the disciplines that make up software development has reached a point of maturity that has al-
lowed the community to reach fairly definitive judgments of what constitutes good engineering practice. The professional so-
cieties dedicated to the promulgation of good software engineering practices, as well as research and continuing education in
the field, have undertaken multiple efforts to bring these practices forward to the diverse membership of the computing frater-
nity. This has been done through a variety of magazines, journals, textbooks, and benchmark publications that identify key ar-
eas of knowledge, along with standards that describe and prescribe the processes and activities used by software engineers. Fi-
nally, to recognize individuals who have striven to learn and apply these tools to improve the quality of their work and the
products they deliver, the IEEE Computer Society has created the Computer Software Development Professional (CSDP) cer-
tification program. The keystone of the CSDP certificate is the successful completion of the CSDP examination, which is of-
fered by the Computer Society (www.computer.org).

This two-volume work is intended to support the reader in their efforts to improve themselves and their products as well as,
in particular, to help them prepare for the CSDP examination. The editors, together with the contributing authors and review-
ers, have dedicated their efforts toward those two objectives.

There are two guiding themes that will be repeated throughout the two volumes. The first theme is the use of IEEE/EIA
Standard 12207 as a reference. IEEE/EIA 12207 provides a conceptual model for the major business and technical processes
that have, over time, been recognized as key to successful software development. The other guiding theme is the use of the
Software Engineering Body of Knowledge (SWEBOK) as a reference for key areas of technical knowledge. The community of
software professionals has, through the SWEBOK, reached consensus on the key areas with which a software development
professional should be familiar. The goal of the papers in these two volumes is to expand on those key processes and knowl-
edge areas to provide the reader with useful, practical information in their working career as well as in their preparation for the
CSDP examination.

The two volumes, following the breakdown of 12207, partition the processes and knowledge areas into those normally
thought of as constituting software development and those that support (or create the environment for) the development
processes. Thus, the primary processes discussed in the first volume include the general technical concepts of systems and
software engineering, along with requirements specification, architectural design, detailed design, code and unit test, and inte-
gration. The supporting but equally important processes of configuration management; validation and verification; quality as-
surance; reviews, audits, and documentation; management; infrastructure; the education and training of technical staff; and the
implementation of a program of systemic improvement of all of the software lifecycle processes are discussed in the second
volume.

The editors hope that these two volumes will be of use to the individual software developer who seeks to improve his or her
levels of proficiency as well as professional standing by taking the CSDP examination. The editors also hope that this work
furthers and encourages the collective improvement of the profession.

RicHARD THAYER
MERLIN DORFMAN
MARK CHRISTENSEN

xi
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Chapter 1

Software Engineering Development Process

1. INTRODUCTION

This chapter discusses what software engineering is, how it arose, the nature of its relationship to the broader issues of systems
engineering, and what skills and knowledge practitioners should possess in order that they may perform their tasks in a pro-
fessional manner. The goal of this chapter is not to replicate or contradict the specifics of any particular topic covered in later
chapters of this volume or those of the companion volume. Rather, this chapter, together with Chapter 2, is intended to frame
the broader issues within which the specific processes, activities, and tasks of the software development professional are per-
formed.

2. RELATIONSHIP TO THE SWEBOK AND SOFTWARE ENGINEERING STANDARDS

The Software Engineering Body of Knowledge (SWEBOK) project was undertaken by the IEEE Computer Society in an ef-
fort to identify, document, and describe the key areas of knowledge that were, by a consensus vote of members of the profes-
sion, necessary for the proper development of software products. In 2004 the SWEBOK, already 4 years old, was revised to
encompass new and changed areas of knowledge, and to reflect the experiences of the profession in applying the earlier ver-
sions. Of necessity, such an important document is a formal one and is ill-suited to direct application to pedagogic or training
efforts. Similarly, the IEEE has been developing a series of Standards, intended to identify and foster the rigorous develop-
ment of software products. These two efforts of the community do not stand in contradiction to one another. Rather, they are
mutually supportive, with the SWEBOK identifying areas of knowledge that software practitioners should be familiar with,
while the Standards provided a concrete identification of what processes, activities, and tasks are to be performed, together
with document formats. Thus the SWEBOK identifies the knowledge, while the Standards identify processes, activities, and
tasks along with specific guidance, templates, checklists, and formats needed to accomplish those objectives. Neither is tuto-
rial or discursive in nature.

The purpose of this Chapter of this volume is to provide the reader with a broader context in which those two documents,
and later parts of this and the companion volume, may be contemplated and acted upon.

3. THE PAPERS

This chapter contains four papers that discuss the general processes of software engineering, forming the general background
and context for the balance of the two volumes: "

Software Engineering by Roger S. Pressman, which provides an overview of the tasks that software engineers must per-
form. Dr. Pressman has graciously revised and updated his important earlier paper on this subject specifically for this volume.
Reading this paper provides an excellent background on the goals, issues, and challenges faced by practitioners attempting to
properly engineer software products. The reader will find this overview paper instructive when referencing virtually any of the
IEEE Software Standards and likewise serves as a useful introduction to the entire SWEBOK.

The Origin of Software Engineering by Friedrich L. Bauer, which describes the historical background behind the term soft-
ware engineering in a highly personal and direct manner. As the reader digests this paper it will be instructive to reflect on
both how much and how little has changed since the 19607, when the events chronicled in this note occurred. Many of the is-
sues discussed in the paper remain with us today. While not tied directly to any of the specific IEEE Standard or chapter of the
SWEBOK, this paper remains instructive as it reminds us of the fundamental nature of the problems that must be overcome as
the software engineering profession matures.

Software Systems Engineering by Richard H. Thayer, which frames the role of software engineering within the broader
framework of systems engineering; the design, construction, and test of systems with human, hardware (computational and
otherwise), and software components. As the reader works through the subsequent chapters of both volumes of this tutorial
they will find it useful to constantly remember that software development usually occurs within the broader context of system



development. The reader will find this paper instructive when referencing IEEE Standard 1220, Systems Engineering Process
and IEEE Standard 1362, Concept of Operations.

The most relevant areas of SWEBOK are Chapter 8, Software Engineering Management, Chapter 9, Software Engineering
Process, and Chapter 12, Related Disciplines.

Recommended Skills and Knowledge for Software Engineers by Mr. Steve Tockey, which presents a summary discussion of
both the capabilities (skills to perform tasks) and knowledge (the background needed to acquire those skills) needed by mod-
ern software engineers. Reading this paper in conjunction with the SWEBOK will provide the reader with insight into the dual
nature of software engineering knowledge: On the one hand, many of the principles that we must follow and apply are long
lasting. On the other hand, the specifics of how they are implemented are highly subject to change. As the reader works
through this paper they may find it useful to note which of the various skill and knowledge areas they have mastered and the
relative importance of those capabilities in their day-to-day work. It is also a useful exercise to compare the views of the SWE-
BOK with those of Mr. Tockey.



Software Engineering

Roger S. Pressman, Ph.D.

As software engineering moves into its fourth decade, it suffers from many of the strengths and some of the frailties that are
experienced by humans of the same age. The innocence and enthusiasm of its early years have been replaced by more reason-
able expectations (and even a healthy cynicism) fostered by years of experience. Software engineering approaches its midlife
with many accomplishments already achieved, but with significant work yet to do.

The intent of this paper is to provide a survey of the current state of software engineering and to suggest the likely course of
the aging process. Key software engineering activities are identified, issues are presented, and future directions are considered.
There will be no attempt to present an in-depth discussion of specific software engineering topics. That is the job of other pa-
pers presented in this book.

1. SOFTWARE ENGINEERING—A LAYERED TECHNOLOGY

Although hundreds of authors have developed personal definitions of software engineering, a definition proposed by Fritz
Bauer [2] at the seminal conference on the subject still serves as a basis for discussion:

[Software engineering is] the establishment and use of sound engineering principles in order to obtain economi-
cally software that is reliable and works efficiently on real machines.

Almost every reader will be tempted to add to this definition. It says little about the technical aspects of software quality; it
does not directly address the need for customer satisfaction or timely product delivery; it omits mention of the importance of
measurement and metrics; it does not state the importance of a mature process. And yet, Bauer’s definition provides us with a
baseline. What are the “sound engineering principles” that can be applied to computer software development? How do we
“economically” build software so that it is “reliable?” What is required to create computer programs that work “efficiently” on
not one but many different “real machines?” These are the questions that continue to challenge software engineers.

Software engineering is a layered technology. Any engineering approach (including software engineering) must rest on an
organizational commitment to quality (Figure 1). Total Quality Management, Six Sigma, and similar philosophies foster a
continuous process-improvement culture, and it is this culture that ultimately leads to the development of increasingly more
mature approaches to software engineering. The bedrock that supports software engineering is a quality focus.

The foundation for software engineering is the process layer. Software engineering process is the glue that holds the tech-
nology layers together and enables rational and timely development of computer software. Process defines a framework for a
set of key process areas [3] that must be established for effective delivery of software engineering technology. The key process
areas form the basis for management control of software projects, and establish the context in which technical methods are ap-
plied, work products (models, documents, data, reports, forms, etc.) are produced, milestones are established, quality is en-
sured, and change is properly managed.

Software engineering methods provide the technical “how to’s” for building software. Methods encompass a broad array of
tasks that include: requirements engineering and analysis, design, program construction, testing, and software maintenance.
Software engineering methods rely on a set of basic principles that govern each area of the technology and include modeling
activities and other descriptive techniques.

Software engineering fools provide automated or semiautomated support for the process and the methods. When tools are
integrated so that information created by one tool can be used by another, a system for the support of software development,
called computer aided software engineering (CASE), is established. CASE combines software, hardware, and a software engi-
neering database (a repository containing important information about analysis, design, program construction, and testing) to
create a software engineering environment that is analogous to CAD/CAE (computer aided design/engineering) for hardware.

Portions of this paper (including the figures) were adapted from Software Engineering: A Practitioner s Approach,6th ed. [1] and are used with the permission
of McGraw-Hill.



Figure 1 Software engineering layers.

2. A PROCESS FRAMEWORK

A process framework establishes the foundation for a complete software process by identifying a small number of framework
activities that are applicable to all software projects, regardless of their size or complexity. In addition, the process framework
encompasses a set of umbrella activities that are applicable across the entire software process.

Each framework activity (Figure 2) is populated by a set of software engineering actions—a collection of related tasks that
produces a major software engineering work product (e.g., design is a software engineering action). Each action is populated
with individual work tasks that accomplish some part of the work implied by the action.

The following generic process framework (used as a basis for the description of process models) is applicable to the vast
majority of software projects:

Communication. This framework activity involves heavy communication and collaboration with the customer (and oth-
er stakeholders') and encompasses requirements gathering and other related activities.

Planning. This activity establishes a plan for the software engineering work that follows. It describes the technical tasks
to be conducted, the risks that are likely, the resources that will be required, the work products to be produced, and a
work schedule. It also addresses a team’s approach to quality assurance and configuration management.

Modeling. This activity encompasses the creation of models that enable the developer and the customer to better under-
stand software requirements and the design that will achieve those requirements.

Construction. This activity combines code generation (either manual or automated) and the testing that is required to
uncover errors in the design or code.

Deployment. The software (as a complete entity or as a partially completed increment) is delivered to the customer who
evaluates the product and provides feedback based on the evaluation.

These five generic framework activities can be used during the development of small, simple programs; the creation of
large Web applications; and for the engineering of large, complex computer-based systems. The details of the software process
will be quite different in each case, but the framework activities remain the same.

The common process framework is complemented by a number of umbrella activities. Typical activities in this category in-
clude the following:

Software project tracking and control allows the software team to assess progress against the project plan and take
necessary action to maintain schedule.

Risk management assesses risks that may affect the outcome of the project or the quality of the product.
Software quality assurance defines and conducts the activities required to ensure software quality.

Formal technical reviews assess software engineering work products in an effort to uncover and remove errors before
they are propagated to the next activity.

Measurement defines and collects process, project, and product measures that assist the team in delivering software
that meets customer’s needs and can be used in conjunction with all other framework and umbrella activities.

'A stakeholder is anyone who has a stake in the successful outcome of the project—business managers, end users, software engineers, support people, and so
on. Rob Thomsett jokes that “a stakeholder is a person holding a large and sharp stake. . . . If you don’t look after your stakeholders, you know where the stake
will end up.”
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Figure 2 A software process framework.

® Software configuration management manages the effects of change throughout the software process.

® Reusability management defines criteria for work product reuse (including software components) and establishes
mechanisms to achieve reusable components.

® Work product preparation and production encompasses the activities required to create all work products such as
models, documents, logs, forms, and lists.

All process models can be characterized within the process framework shown in Figure 2. Intelligent application of any
software process model must recognize that adaptation (to the problem, to the project, to the people doing the work, and to the
organizational culture) is essential for success. But process models do differ in fundamental ways:

® The overall flow of activities and tasks and the interdependencies among activities and tasks
® The degree to which work tasks are defined within each framework activity



