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Foreword

Excellent! I am glad that you are reading this book. You might want to skip
straight ahead to the good stuff, but as long as you are here...

Computer graphics is a fascinating and fast-changing field that didn’t
even exist when I was born. I was attracted to it because it is a field with a
unique mix of engineering and artistry. In the computer graphics industry,
people with engineering skills design graphics software and hardware prod-
ucts that offer ever-increasing levels of performance and image quality. These
products inspire people with artistic skills to use the resulting products to cre-
ate amazing visual experiences that entertain, teach, or help others create or
design. This in turn inspires the engineers to create even better hardware and
software in order to improve the visual experiences created by artists. This
symbiotic relationship between engineers and artists has never let up and has
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resulted in photorealistic effects for movies and near-cinematic quality experi-
ences for computer games.

You might be reading this book because of your interest in the computer
graphics field. Perhaps you are an engineer looking to develop another tool for
your toolbox of software development skills for computer graphics. Perhaps
you are an artist who is interested in learning a little more about the bits and
bytes of how computer graphics images are created. Perhaps you are that rare
breed, an engineer/artist, and you have in your mind’s eye a vision of what
you want to create, and you need only to develop an understanding of this
new medium in order to bring your vision to reality. If any of these are true,
you have selected an excellent guide book to help you on your journey.

You are holding in your hands a book written by two people who share
two passions. Mike Bailey and Steve Cunningham both love computer graph-
ics, and they are absolutely passionate about teaching. This book allows them
to combine both of these passions into a form that is sure to benefit you, the
reader.

Actually, the word “passionate” understates the impact that Mike and
Steve have had on computer graphics education. Mike is a “lifer” in the com-
puter graphics industry. I met him some 15 years ago when we asked him to
lead an effort to define industry-standard benchmarks for computer graphics
systems (which he graciously agreed to do). He has been teaching or practic-
ing computer graphics for almost 30 years now. He has won numerous awards
as a professor of computer graphics. His dedication to educating people new
to graphics is demonstrated by the fact that he annually prepares and deliv-
ers the “Introduction to Computer Graphics” tutorial at SIGGRAPH (ACM’s
Special Interest Group on Graphics).

Steve is a similarly dedicated, accomplished, and award-winning edu-
cator. He was a co-founder of the SIGGRAPH Education Committee and co-
chaired this activity for many years. He served in countless leadership positions
in the SIGGRAPH organization and for the SIGGRAPH conference itself (the
largest, most prestigious, and longest-lived conference focusing on computer
graphics). For his lifelong efforts, he was given the 2004 ACM SIGGRAPH
Outstanding Service Award. His influence on the computer graphics industry
is global, as witnessed by the fact that he was the first Eurographics Education
Board chair and he has been named a Eurographics Fellow.

So it is certainly the case that these two authors can tell you a thing or two
about computer graphics. But even more importantly, they can tell it to you in
a way that you will understand and remember.

The topic of this book, writing shaders with the OpenGL Shading
Language, is both important and timely. OpenGL and its companion shading
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language are industry standards. This means that they are supported by a vari-
ety of hardware companies on a variety of operating environments. OpenGL
and GLSL are available on Macs, PCs, and Linux systems; on workstations,
towers, desktops, laptops, and handhelds. The goal of a standard is simple: to
make it easy for you, the programmer, to deploy your code on a diverse range
of products without requiring any changes to the source code. The resulting
portability amortizes the cost of the software development by creating a bigger
market for software products based on industry standards.

But the most important part of this book is that while it is teaching you
how to write programmable shaders, it is also teaching and reinforcing the
fundamentals of computer graphics. As a result, you will be able to easily
adapt the lessons learned here to other shading languages and graphics para-
digms. This is becoming increasingly important since the trend for graphics
hardware is to offer more general programmability and less fixed functionality
built into hardware. In other words, we are returning to the days where com-
puter graphics innovation occurs in software. The knowledge and skills that
you learn while reading this book can be adapted to the even more general
graphics programming environments of the future.

At the end of each chapter in this book, you will find some exercises that
will help develop your knowledge of graphics and programmable shading. In
that spirit, here are the exercises that I would prescribe for you:

I. Read this book.
2. Use computer graphics and programmable shading to create beauty.
3. Share your creation and your knowledge with others.

Most importantly,

4. Have fun!

Randi Rost
December 31, 2008
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Preface

Does this remind you of yourself?

YOU KNOW THIS METAL
RECTANGLE FULL OF
UTTLE LIGHTS?

i

I SPEND MOST oF MY LFE
PRESSING BUTTONS TO MAKE
THE. PATTERN OF LIGHTS

CHANGE HOWEVER T WANT.

\

0%

BUT TODAY, THE PATTERN
OF LIGHTS 1S AL WROMG!

[ OHGOD! TRY
PRESSING MORE

ITS NoT BUTIONS!

HELPING!

A (

http://xked.com

You have lots of great, creative ideas in your head, but can’t seem to get
the right pixels to come out onto your graphics screen. Then, you are our type
of person. And, this is your type of book.

Welcome to the second edition of Graphics Shaders: Theory and Practice. As
the name implies, this book deals with both the theory and equations behind
what shaders do, as well as lots and lots of code examples of putting the theory
into practice. To help you, this book has been printed with color throughout.
That means that the lots of examples have lots of images to go with them to
help understand the concepts. So stop and stay for a while. Put your feet up

and start reading. You are really going to enjoy this.
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This book has over 100 more pages than the first edition did. Here are the
major improvements:

|. This book is written against the most-recent specification releases:
OpenGL 4.x and GLSL 4.x0.

. All code examples have been brought up-to-date with the current stan-
dard of the GLSL language.

There is an entire chapter (with examples) on the new tessellation shaders.

NI

All chapters have more examples and more exercises.

o1 W

Many diagrams have been improved. The ones involving GLSL function-
ality levels have been brought up to 4.x0.

6. The OpenGL Architecture Review Board (ARB) has depecated some por-
tions of OpenGL, but has not eliminated them. This edition discusses that,
and presents a strategy to write your own code with that in mind. All code
examples in this book now follow that strategy. Also, by following that
strategy, you will be prepared for migration to OpenGL-ES 2.0.

N

. Appendices have been added showing the use of C++ classes to make
writing OpenGL shader applications easier, and help with the post-dep-
recation strategy.

Programmable computer graphics shaders have had an interesting his-
tory. In not-too-distant memory, at least for some of us, all aspects of computer
graphics were programmable. In fact, “programmable” is probably not a good
term, because that implies that there was a programmability option when cre-
ating an image. There wasn't. If you wanted anything to happen, you had no
choice but to program it. Yourself. “Involuntary programmability” might be a
better way to put it.

Computer graphics APIs changed that for most graphics practitioners.
With a good API, you could write very good graphics programs much more
easily because you could let the API’s functionality take over large portions of
the graphics process. However, you paid for this in giving up any functional-
ity that the API didn’t know how to handle. A good example is surface shad-
ing, where most of the 1990s APIs could not support anything beyond simple
smooth lighted surfaces.

Fortunately, neither the computer graphics research community nor
advanced graphics practitioners were satistied with this. First in software and
then in hardware, as graphics processors were developed, specific functional-
ity was developed to support the programming of features that fixed-function
graphics APIs had fenced off. This functionality has now developed its own
standards, including the GLSL shader language that is part of the OpenGL
standard. Programmable graphics shaders, programs that can be downloaded
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to a graphics processor to carry out operations outside the fixed-function pipe-
line of earlier standards, have become a key feature of computer graphics.

This process is now being paralleled in the teaching and learning of
computer graphics. Just as students usually first learned computer graph-
ics through a graphics standard, most often OpenGL, students now need to
understand the role of programmable shaders and to have experience in writ-
ing and using them. One of the remarkable things about shader-level pro-
gramming is that it brings us all back to the same kind of graphics questions
that were being examined in the 1970s. We can now manipulate vertices and
individual pixels while still having the full OpenGL API high-speed support
whenever we want to use it. This gives students and practitioners a wonderful
range of capabilities that can be used in games, in scientific visualization, and
in general graphical communication.

This book is designed to open computer graphics shader programming to
students, whether in a traditional class or on their own. It is intended to com-
plement texts based on fixed-function graphics APIs, specifically OpenGL. It
introduces shader programming in general, and specifically the GLSL shader
language. It also introduces a flexible, easy-to-use tool, glman, which helps you
develop and tune shaders outside an application that would use them.

This book is intended as a text for a second course in computer graphics at
either the undergraduate or graduate level. It is not a textbook for a first course
in computer graphics, because it assumes knowledge of not only OpenGL,
but of general graphics concepts. Knowledge of another graphics API, such as
Direct3D, will work, but we focus on GLSL and will use OpenGL terminology
consistently. Because shader programming lets you work in areas that APIs
might hide from you, sometimes you will need to work at fundamental levels
of geometry, lighting, shading, and similar concepts. You will benefit from
a prior understanding of these. You will also find that shader programming
exposes some areas of API operation that you may not have fully understood,
so you may need to review some of these details.

Our choice of GLSL as the vehicle for teaching shaders is based on its
integration into the widely-used OpenGL multiplatform API and its solid per-
formance. The concepts presented here will also help anyone who works with
other shader APIs such as Cg or HLSL, because the basic ideas of shaders
are all similar. The book is designed to take the student from a review of the
fixed-function graphics pipeline through an understanding of the basic role
and functions of shader programming to solid experience in writing vertex,
fragment, and geometry shaders for both g¢/man and actual applications.

While it might seem logical to treat shaders in the order in which they are
applied in the expanded graphics pipeline, with vertex shaders first, followed

XXV
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by geometry shaders and then fragment shaders, we have chosen to lay out
their order a little differently. Again, it might seem logical to treat shaders in
the order of frequency of use, with fragment shaders first, followed by vertex
shaders and then geometry shaders, but that also does not quite seem to work.
Because many of the operations of a fragment shader depend on things that
come out of a vertex shader, we treat vertex shaders first, followed by frag-
ment shaders, and finally geometry and tessellation shaders.

The overall outline of the text is straightforward. In the first chapters,
which make up the background for the rest of the book, we begin by covering
the fixed-function graphics pipeline of OpenGL in Chapter 1, and OpenGL
shader evolution in Chapter 2. We then present the basic principles of vertex,
fragment, geometry, and tessellation shaders in Chapter 3, including several
examples, using the GLSL shader language. Chapter 4 introduces the glman
tool with a kind of mini-manual on its use. Finally, Chapter 5 presents the
GLSL shader language and discusses its similarities and differences from the
C programming language.

The next set of chapters sets up vertex and fragment shader concepts.
Chapter 6 covers lighting from the point of view of shaders and introduces
the ADS (ambient, diffuse, specular) lighting function that we will use several
times in later chapters. This is fundamental in both vertex and fragment shad-
ers, since vertex shaders often need to compute lighting for each vertex, and
fragment shaders may want to compute lighting for each pixel. In Chapter 7
we cover vertex shaders, emphasizing their inputs and outputs as well as
the ways they can be used to modify vertex geometry. Finally, in Chapter 8
we cover fragment shaders, again emphasizing their inputs and outputs and
showing how they can be used to replace the usual fixed-function fragment
operations.

The next three chapters discuss particular capabilities of fragment shad-
ers. In Chapter 9 we describe the way fragment shaders handle texture map-
ping, including bump mapping, cube mapping, and rendering a scene to a
texture. Chapter 10 discusses noise functions and their role in writing textures
and shaders, and introduces a tool, noisegraph, that lets you experiment with
the properties of 1D and 2D noise functions. Finally, Chapter 11 examines
some ways you can manipulate 2D images, treated as textures, with the tools
that fragment shaders make available.

Chapter 12 presents geometry shaders, including how they are related to
vertex and fragment shaders as well as their own capabilities. Several exam-
ples highlight the way geometry shaders can expand the geometric capability
of your models or show the capability of geometry shaders to handle sim-
ple level-of-detail operations. Chapter 13 discusses tessellation shaders. We
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show how they are somewhat similar to geometry shaders but have important
enhancements.

The final set of chapters focuses on computer graphics shaders in appli-
cations. Chapter 14 describes the GLSL API that lets you compile, link, and
use shaders in an application. It also discusses passing data and graphics
state information to shader programs and introduces a simple C++ class that
encapsulates the process of incorporating shader programs in an application.
In Chapter 15, we focus on how shaders can be used in scientific visualiza-
tion applications, and show examples of a number of specific visualization
operations. And in Chapter 16 we explore some fun things you can do with
computer graphics shaders, under the guise of getting real work done. (Don’t
tell anyone.)

Four appendices have been added showing the use of C++ classes to help
write OpenGL applications and handle some of the post-deprecation chal-
lenges.

While many of the topics in this text are straightforward, some are
tricky or deserve special attention. We have followed the lead of the Nicholas
Bourbaki mathematics texts of the early 20" century and have highlighted
these with a “dangerous curves ahead” sign as shown to the right. We hope
this will help you notice these points.

Because shader functions are changing, there are times when we want to
highlight things that have evolved or things we introduce to deal with these
changes. We have used a second sign, shown at right, to draw your attention
to these points.

We are confident that the tools and capabilities we describe in this book
will both make you a better graphics programmer and make graphics pro-
gramming a much more interesting experience for you. As OpenGL evolves
toward the future and shaders become the only way that geometry and ren-
dering are handled, we believe that you will find this text to be an invaluable
guide.

Thanks

The authors of this book owe thanks to a number of people, primarily on Mike
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