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Jean, Vince, and Angeline,
thanks for inspiring me to do great things.



s long as there have been two computers, there has been difficulty get-

ting them to communicate. Dozens, possibly hundreds, of strategies

have arisen, each with their own strong and weak points. However, the
end result is that still, it is difficult to get two computers to agree on a strate-
gy for communication. Everyone wants everyone else to change to meet their
strategy’s needs. Thus, we end up with the “Communication Wars,” CORBA
vs. DCOM, DCOM vs. RMI, messaging vs. RPC, and so on.

Into this tangled mass of communication comes SOAP (Simple Object
Access Protocol). SOAP does not try to solve all problems; it only defines a
simple, XML-based communication format. However, with this simple goal,
and a powerful extensibility mechanism, SOAP bears the promise of being a
true cross-everything communication protocol—cross—programming language,
cross-operating system, cross-platform. As long as a computer, operating
system, or programming language can generate and process XML (that is,
text), it can make use of SOAP. Since the initial release, almost every major
software vendor has either produced, or announced, an implementation of
SOAP. We've seen standalone SOAP, SOAP built into Web servers, applica-
tion servers, communication tools and even messaging middleware using
SOAP. In the future, SOAP will become even more prevalent, as companies
and organizations like Microsoft, IBM, Apache, and Sun add even more
SOAP support to their applications, operating systems and programming
languages.

xi



Foreword

As the SOAP specification winds its way through the W3 standardization
process, I'm certain that we will see changes. However, please don't let this
stop you from experimenting and using SOAP in your applications. Yes, there
will be changes, but these should be relatively minor, and each implementa-
tion should hide many of these details.

I first “met” Scott because of a mailing list—DevelopMentor’s excellent list
devoted to SOAP discussions (http://discuss.develop.com/soap.html if you're
interested in joining). There he tirelessly helped others understand what he
obviously thought as an important technology. Therefore, I was glad to hear
that he was also working on this book. He has packed a great deal of practi-
cal development advice into these pages. I also love the fact that he shows a
variety of the implementations available, and that they are all communicating
nicely.

I hope that as you read this book, you see why Scott and I think SOAP is
so important. So, whether you are a Java developer using the Apache imple-
mentation of SOAP, a VB developer using the Microsoft SOAP Toolkit, or a
C# developer using .NET Web Services, or one of the many other imple-
mentations available, I hope that you join us in using SOAP in your applica-
tions. Perhaps together we can all learn to communicate.

Kent Sharkey

.NET Frameworks Technical Evangelist
Microsoft Corporation



t is amazing what one little protocol can do for an individual’s life. In early

2000, Tim Moore at Prentice Hall wrote to a number of technical authors,

including me, and asked what we thought of the Simple Object Access
Protocol (SOAP). Never having heard of it, I went out and found the v0.9
specification and joined the SOAP mailing list hosted by DevelopMentor.!
After completing my initial survey, I could not shake the feeling that SOAP
was about to become something very big and important. By May 2000, I was
signed up to write the book you now hold.

Writing a book on a new technology helps you understand how experts are
created. You learn to understand the various nuances of what you can do with
the protocol. Other standards may emerge to handle things the early adopters
deem necessary (WSDL and UDDI emerged almost in response to SOAP’s
existence) and you learn those as well. If you participate in a discussion group
and give good answers, you get noticed. For the few of you who subscribe to
the DevelopMentor list, you know what happened to me. I gave a number of
good answers and I open-sourced a fairly small SOAP engine (presented in
Chapter 4). These actions resulted in Microsoft approaching me and eventu-
ally hiring me. Like I said, interesting things can happen to your life.

By coming over to Microsoft, I have been able to see how they do things
on the inside with respect to SOAP. Right now, they really are concerned

! You can login their various lists by browsing over to http://discuss.develop.com.
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Chapter

HOW WE
GOT TO SOAP

o understand why we need a technology such as the Simple Object

Access Protocol (SOAP) we need to spend a bit of time looking at how

computing technology has evolved. SOAP itself started out as a way to
make distributed computing platform agnostic. We have always had the con-
cept of distributed computing. The idea of having people perform calcula-
tions that they are good at and then handing the work off to other mathe-
maticians is nothing new. For example, logarithms take a long time to com-
pute. Because of this, people wrote out and reproduced logarithmic tables for
other mathematicians to use.

To review the history, I would like to take a look at the things we have done
in moving from the abacus to mechanical calculators and then to distributed
computing. Understanding (or simply reviewing) this history gives some per-
spective of where we have come from and highlights why so many people are
excited about SOAP. The idea of ubiquitous computing is moving from being
just a neat idea to a reality. SOAP provides a way for all those computers to

talk to each other and request services of each other. Indulge me as I present
a little history lesson showing where our pursuit of automated number
crunching has taken us.



Chapter | How We Got to SOAP

The Abacus

The abacus has been used as a calculator for thousands of years, and you can
still find it in use in China, Japan, and the Middle East. The most common
form of the abacus can register numbers from 1 to 9,999,999,999,999.! The
abacus does this using 13 rows of beads as shown in Figure 1-1. The user of
an abacus reads the numbers from the beads touching the center bar. Each
bead touching the center bar on the bottom half of the abacus equals one
times the units column. Each bead touching the center bar from the top half
of the abacus equals five times the units column. Figure 1-2 shows how you
would represent the number 23.

The abacus shines when adding and subtracting numbers. Practiced users
can usually outpace a person using a modern adding machine. As users add
the second number in, they slide the beads up and down. Every time all five
bottom beads touch the center bar, one bead from the same column on the
top bar must come down. Then, all five beads must be returned to the bottom

Figure 1-1 Thirteen—column abacus.

I This particular form of abacus has 13 rows. As a rule, an abacus can handle smaller or larger num-
bers depending on its construction. Smaller numbers need fewer rows—you could handle numbers
through 9,999 with a four-row abacus. For each power of 10 that you want to handle, just add another row.



The Abacus

5 (top)
+ 2(bottom)
=7

‘9,0 ¢ %) %0 ¢ ‘g, %0 ¢

1. Move S ones
column lower
beads down.

2. Add onc oncs
column bead
from top.

3. Move two
top oncs column
beads up.

4. Add one
bead to lower
half of tens
column.

‘@0 7 Step 1. Input 23 Step 2. Add 7 Step 3. Reconcile

Figure 1-2 Figure 1-3 Adding 23 and 7 using abacus.
Representing 23 on the
abacus (white beads).

again. Likewise, if both top beads touch the center bar these beads must
moved away from the center bar and one bottom bead from the next highest
rank gets moved up. Figure 1-3 shows how one would execute 7 + 23 and
reconcile that to 30. To subtract 7 from 30 and get 23 you would reverse the
process.

Does that all make sense to you? Here is another way to look at the aba-
cus. For this example, we use people and their ﬁngers instead of beads to
build a human abacus. After all, the abacus is based on this same idea. The
bottom five beads represent the five fingers on a hand. The top two beads
represent two hands. Each “hand” equals five “fingers.” We use our human
abacus like this: When all the fingers on one hand fill up, we start counting
on the other hand. When the person in the ones column gets to 10, that per-
son sets their fingers to zero and the person in the tens column remembers
one on their hands (by raising one finger). This counting continues through
the ranks until the capabilities of the fingers in the abacus are used up.

Because of the abacus’s ability to aid in addition and subtraction, the tool
has endured for a long time. Due to its construction it does not handle mul-
tiplication and division very well. Multiplicati(m essentially involves adding
the numbers over and over again (25 ® 4 = 25 + 25 + 25 + 25). Division is also
possible but time consuming. Not suqnlsmgly, the abacus does not help us do
any serious number crunching. It does allow for distribution of computing
tasks. You may ask two or more people to manipulate the same series of num-
bers just to verify that the results are correct. Alternatively, you can also split



