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3 1 To my wife, Lynda. Without you | couldn’t do any of this. Thanks for
dedlcathn listening to me ponder the merits of one programming structure over
the other at the kitchen table even though | might as well be speaking in
another language. | appreciate the smile and occasional nod.
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hands-on practice. The session tasks contain concept
explanations combined with practice steps to apply
the presented material.



Visual Basic for Applications empowers Microsoft
Office users to develop their own customized applica-
tions to solve problems. At the beginning of each
chapter, the text presents students with a Chapter Case
that involves solving a business problem by developing
a VBA macro. Whether students create a prototype for
an e-commerce application or an automated report
generator, they apply the programming concepts pre-
sented in the chapter through a series of guided tasks
to create a working VBA enhanced Microsoft Office
application.

As students work through the text they’re exposed
to programming structures and logic, as well as, VBA
syntax. However, students always practice each pro-
gramming concept before moving forward. It’s not
enough to know what programming controls struc-
tures are. Students must also know how and when to
use one to solve a problem.

Students check their understanding through a
Task Reference. Task References are interspersed at
key learning points throughout the chapter. The Task
Reference guides students through programming
steps that build on each other as students create an ap-
plication or practice a concept. At the end of each
chapter, students can review each Task Reference to
make sure they understand what they’ve applied.

Students also learn that there’s more than one way
to apply VBA to a problem. Throughout the chapters,
Another Way illustrates a different method or short-
cut to apply VBA. Another Word illustrates how pro-
grammers use different terms and approaches to the
same problem.

Students can also test their comprehension after
each section of a chapter with short fill-in-the-blank
sentences in Making the Grade. These section check-
points enable students to judge whether they compre-
hend the major concepts in each section before mov-
ing forward.

At the end of each chapter, the text presents stu-
dents with three levels of concepts and programming
exercises to reinforce what they’ve learned in the
chapter.

Level One: Task Reference Roundup reviews the
tasks students completed in the chapter. It lists chapter
page numbers for reference as well as the major steps
used to complete each task.

Level Two: Review of Concepts allows students to
test their comprehension of key concepts in each chap-
ter as well as apply the knowledge to different scenar-
ios. Level Two consists of Fill-In, Review Questions,
and a Create the Question exercise that asks students
to provide the correct question when given an answer.

Level Three: Hands-On Projects builds on the
knowledge and skills students have acquired in the
chapter. Each Level Three consists of a set of program-
ming exercises that allow students to practice and ex-
pand their programming knowledge and skills. Level
Three consists of three levels of programming exer-
cises: Practice, Challenge!, and a Running Project.

In the Practice section, students follow a set of
steps to apply VBA skills learned in the chapter. These
exercises show students how they can use the same
techniques on different problems.

In the Challenge! Section, students must apply
newly-acquired programming knowledge and VBA
skills to a problem. The problems encourage students
to implement what they have recently learned. While
students solutions will vary, the exercises provide hints
and final application screens to help students as they
develop their application.

In the Running Project, students take on the role
of an Information Technology staff person in a small
business, La Llama Cycle. Students join the owner,
Jesus Rodriguez, as he starts his customized motorcy-
cle shop. They help him and the staff improve business
processes using customized VBA solutions.

vii
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VBA and You:

How Can You Get the
\ Most Out of Microsoft
\ Office?

Chapter Objectives

e Learn VBA history

¢ Understand why to use VBA

¢ Understand programming concepts
e Use the Word VBA IDE

¢ Use the Excel VBA IDE

* Record macros

* Manipulate macros

* Implement macros

¢ Create programming solutions using VBA




chapter case

Daggitt Development

During her summer internship, Maggie, a junior at
the university, wants to learn more about using
computer applications in business. Luckily, she
gets an internship at Daggitt Development (DD for
short), a local consulting company that develops
software applications for small businesses. DD
provides customized software to businesses for
new payroll applications, electronic appointment
books, or any other type of office tool.

Cody, a senior programmer, tells Maggie that
DD’s most demanded service is the creation of
macro programs for businesses to use within
Microsoft Office. To do this, DD uses Visual Basic
for Applications, or VBA. Using VBA, DD can tailor
Microsoft Word, Excel, Access, PowerPoint, and
Outlook to meet a customer’s needs. Cody notes
that DD transforms aspects of horizontal software
into vertical software. Although Maggie is not sure
what this means, Cody assures her she will learn

soon enough.

Introduction

Because Maggie has experience with
Microsoft Office applications, Cody is ready to
start her on her first project. Maggie will develop a
customized macro in Microsoft Office for a local
business, Bob’s Baklava. This macro is similar to
the one DD uses to create the heading on its
Weekly Development Project Report (see Figure
1.1). Cody tells her not to worry that she hasn’t
used VBA before. He knows that she can learn
how to use VBA as she works on her project.

Maggie's first tasks are to learn about VBA and
programming concepts, become familiar with the
VBA Integrated Development Environment (IDE),
and learn how to record, edit, and run VBA
macros. This chapter will help both you and
Maggie become better prepared to customize ap-
plications and get the most out of Microsoft

Office.

Chapter 1 introduces you to VBA programming and why people use it to cus-
tomize applications. You’ll also learn some of the history behind VBA and how to
think and write like a programmer. We’ll spend time touring the VBA IDE so that
you are familiar with this programming environment. Finally, you’ll learn how to
record, manipulate, and implement VBA macros to customize Microsoft Word and

Excel.

VBA 1.2
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SESSION 1.1 INTRODUCTION TO VBA
PROGRAMMING

Like Maggie, you may think you don’t have the necessary programming knowledge
and skills to create customized Microsoft Office applications. However, many compa-
nies use VBA because it’s easy to learn and use, yet powerful enough to solve compli-
cated problems. VBA, or Visual Basic for Applications, is a programming language
that works within certain software applications. A programming language contains
specific rules and words that explain the logical steps to solve a problem. Although
VBA works within many software applications, it’s primarily used in Microsoft Office
applications: Access, Excel, Outlook, PowerPoint, and Word. VBA is the programming
language of choice for end user development of Microsoft Office applications. End
user development is when computer users (such as you) develop and maintain com-
puter applications with little or no help from technical specialists. However, you still
need some programming knowledge and skills to work with VBA. The more program-
ming knowledge and skills you have, the more you’ll be able to accomplish using VBA.

In this section we’ll explain where VBA came from, share some general characteris-
tics of programming languages, and finally explain why we need VBA in Microsoft Office.

Where Did VBA Come From?

Before VBA was a programming language called BASIC. BASIC stands for Beginner’s
All-purpose Symbolic Instruction Code. Two professors from Dartmouth College—
John Kemeny and Thomas Kurtz—created BASIC in 1964 so that students would have
a simple language to learn how to program computers. BASIC’s popularity grew and
before long (in 1969) an eighth grader named Bill Gates started using it. Of course,
this is the same Bill Gates who started a company called Micro-Soft with his friend
Paul Allen in 1975. You can only imagine what happened after that.

BASIC Evolution

During the 1970s, BASIC took on various forms as Gates and Allen applied—or
ported—it to many different computer systems, such as Altair, Apple, Commodore,
and Atari. A computer language is portable when it has the ability to work on a variety

FI1GURE:-1:]

Daggitt Development’s
Weekly Development
Project Report

CHAPTER
OUTLINE

1.1 Introduction to
VBA Programming
VBA 1.3

1.2 Using the VBA
Integrated
Development
Environment (IDE)
VBA 1.8

1.3 Recording and
Manipulating
Macros VBA 1.23

1.4 Summary VBA 1.35

VBA 1.3




VBA 1.4 CHAPTER 1 VBA 1.1 Introduction to VBA Programming

of computers. Microsoft next developed an operating system called MS-DOS for IBM’s
first personal computer. It included a programming language called GW-BASIC.
Microsoft was well on its way to becoming the powerful company it is today.

BASIC has many forms, but the most popular is probably Visual Basic. Visual
Basic or VB is a graphical event-driven programming language. An event-driven pro-
gramming language relies on actions and events to run. For example, an action or
event occurs when you click on an icon or type a word. Visual Basic relies on a graphi-
cal user interface, such as Windows. A graphical user interface, or GUI, is a graphic-
or icon-driven interface on which you point and click with your mouse to use
software. Figure 1.2 is a comparison of the GW-BASIC programming environment
with the VB integrated development environment (IDE). An integrated development

FIGURE 1.2

Comparison of GW-BASIC
and the VB IDE
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environment, or IDE, is an application that provides programming tools to create,
debug, and manage software programs. Notice how many options are available to the
VB programmer as compared to the GW-BASIC programmer. More importantly,
which one would you rather look at? Remember, these languages have the same
source—BASIC—even though they’re different.

The Birth of VBA

Microsoft introduced Visual Basic in 1992. Programmers use VB to create software
programs. A programmer is a specialist who writes software to meet users’ needs. Also
in 1992, Microsoft released its first version of the popular Microsoft Office productiv-
ity suite. But it wasn’t until 1997, when Microsoft released Office 97, that Microsoft in-
cluded VBA in nearly all of the Office applications: Access, Excel, PowerPoint, and
Word. Finally, in Office 2000, Microsoft included VBA in Outlook. Microsoft Office
XP and Microsoft Office 2003 include even more VBA functionality.

What Is VBA?

When you program in Visual Basic, you're using a programming language to develop a

complete software program that will run by itself. For example, you might create a

game or accounting software. By contrast, when you use VBA, you're using a program-
ming language that will create customized solutions within a software application,
such as Microsoft Word. More specifically, VBA is a scripting language. A scripting
language is a programming language that works within another application to per-
form tasks.

Maybe you want to allow users to customize how their Word documents will
look. Or perhaps you want users to be able to track dinner reservations in an Excel
spreadsheet without having to know how to use Excel. Or maybe you want to send
formatted e-mail messages from a list of e-mail addresses in Access. With VBA, you
can do all of this.

Why Use VBA?

You know that most businesses use Microsoft Office because it meets many of their
everyday business needs. Business users need to type letters and memos (Microsoft
Word), manage budgets and figures (Microsoft Excel), send and receive e-mail
(Microsoft Outlook), and give presentations (Microsoft PowerPoint). Some business
users also need to keep track of inventories or other data (Microsoft Access). Microsoft
Office can meet all of these needs for the majority of users because it’s horizontal mar-
ket software. Horizontal market software is general business software that has appli-
cations in many industries.

Although Microsoft Office does meet most business needs, a business often re-
quires more specialized applications. One solution is to hire a consulting company to
write a new software program. But many times a business can use VBA instead simply
to customize Microsoft Office applications and solve the problem. VBA allows a busi-
ness to create vertical market software out of a Microsoft Office application. Vertical
market software is software that is unique to a particular industry. A business that
uses VBA to customize an existing Microsoft Office application such as Excel, instead
of hiring a consultant, saves a great deal of money.

General Programming Concepts

Now you know VBA’s history and why you should use it. You probably are eager to
learn how to use VBA effectively. But first you’ll need to understand some basic pro-
gramming concepts as well as how programmers solve business problems so you can
understand how to apply VBA to a business requirement.

VBA 1.5
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1.3

Maggie's pseudocode.

CHAPTER 1 VBA 1.1 Introduction to VBA Programming

———  Thinking Like a Programmer

Stavt Progrom As a programmer, your first priority is to know
what a business needs. In this text, we’ll help you
pinpoint these needs. Figuring out a business
problem takes practice, and you first must learn
how to program to solve problems. Don’t worry,

Open Word

Sawve Word Document

e e A though; we include some exercises that allow you
Open New Document to tackle this step on your own.
Insevt Date Once programmers understand the problem—
Insert Spaces such as a company’s need for a payroll program to
Insert Repovt Heading

automatically print weekly paychecks—they map

Heke Hendiog Fold out the necessary steps to solve it. Programmers
Align Heading Center -
Wk St cde ex map out the problem in pseudocode. Pseudocode
Stop Macro Recorder uses English statements to create an outline of the
steps necessary for a piece of software to operate.
Stop Prograw Programmers call these steps an algorithm. An al-

gorithm is a set of specific steps that solve a prob-

lem or carry out a task. An algorithm is like a
dessert recipe, in that a recipe lists all the steps necessary to create a scrumptious
dessert. In programming, the sweet reward is a working piece of software.

You'll see examples of pseudocode throughout this text. We use it to describe each
programming problem we approach. Figure 1.3 is an example of pseudocode Maggie
wrote to help solve her first programming assignment in VBA. Notice that Maggie
didn’t type her pseudocode. Some programmers type pseudocode and some write it.
We'll put this pseudocode to work for us later in the chapter.

Programmers also use program flowcharts to plot out the algorithm. A program
flowchart is a graphical depiction of the detailed steps that a piece of software will
perform. We’ll use program flowcharts later in the text as we solve programming
problems.

Once programmers write their algorithm in pseudocode or a program flowchart,
they test it to make sure there are no logic errors. A logic error is a mistake in the way
an algorithm solves a problem. For example, a payroll program is supposed to calcu-
late overtime for anyone working more than 40 hours a week. If the program doesn’t
calculate overtime for someone working 50 hours a week, for example, it’s a logic
error.

Writing Like a Programmer

Now that you’re familiar with how programmers think, let’s look at how they write.
Programmers call the process of writing software coding. Coding is when you trans-
late your algorithm into a programming language. Coding looks different depending
on what type of programming language you’re using. This is because each program-
ming language has a specific syntax. Syntax is a set of rules to follow. We’ll focus only
on VBA syntax in this text. Figure 1.4 shows an example of VBA code.

Notice that some words appear in blue. These are reserved words. Reserved words
are words that a programming language has set aside for its own use. In Figure 1.4,
you'll notice Dim is colored blue. Dim is a reserved word VBA uses to create a variable.
We’ll discuss variables in detail in Chapter 2. Notice also that many lines start with a
single apostrophe and are a different color (green). Programmers call these explana-
tions comments. Comments tell other programmers what’s happening in software
code. The computer ignores comment lines when it runs code.

tipp= Although our figures are not in color; note these colors as you work in yourcode
throughout the book. .
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FIGURE 1.4
Notice how the VBA
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Working Like a Programmer

You'll spend most of this text learning how to code in VBA, so we’ll save the discussion
of how to code until later. After programmers have coded a program, they spend some
time debugging their code. Debugging is the process of finding errors in software
code. Bugs are a common name for software errors. When you debug your code, you
look for syntax and run-time errors.

Syntax errors are mistakes in a software code’s grammar. Just as misspelling a
word is a mistake when writing, misspelling a word or forgetting to mark a comment
correctly will cause a syntax error. If you're supposed to use a semicolon (;) but you
use a colon (:) instead, you've made a syntax error. Run-time errors are mistakes that
occur when you run the software code. Software not displaying a window correctly is a
run-time error.

VBA'’s Role in Microsoft Office

You are an experienced Microsoft Office user. Using Office applications to solve busi-
ness problems comes easily to you. Why then do you need VBA to help you with
Microsoft Office? The answer is simple: you can do more in a shorter period of time.

We've discussed how VBA can make a horizontal market application into a verti-
cal market application. In the next session, we’ll show you how you can tailor your
Office applications using the macro recorder. A macro is a scripting language program
that performs a task or a series of tasks. However, using VBA you can go beyond
macros and create VBA programs that add functionality and features to Office appli-
cations. In this text you’ll learn how to create these VBA programs.

Ultimately with Microsoft Office and VBA you can achieve the following:

® Use the existing power of Microsoft Office When you begin with an already
powerful suite of software applications, you have a distinct advantage over pro-
grammers who must program every part of their software application.

® Add features and functionality to applications quickly Using VBA you can
customize an existing application or create a new application by combining ex-
isting Office applications. For example, you can create “Employee of the
Month” certificates in Word using data stored in Excel.




