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PREFACE

Computer graphics includes a large range of ideas, techniques, and algorithms
extending from generating animated simulations to displaying weather data to
incorporating motion-capture segments in video games. Producing these images
requires an array of artistic, technical, and algorithmic skills. Software can help by
offering a flexible user interface, but under the hood, mathematics is orchestrating
the images. Not everything in graphics begins with a mathematical result, but nearly
everything is founded on mathematical ideas, because ultimately algorithms direct
the computer to light up specified pixels on the screen.

The evolution of computer graphics started in the early 1970s, and since then key
mathematical ideas and techniques have risen to the surface and have proved their
worth in solving graphics problems. This text tries to lay out these ideas in a way
that is easily accessible to those interested in a sound footing in the field and to those
software engineers eager to fill in gaps where their understanding faltered.

Organized to mimic the flow of a standard graphics course, this manuscript grew
from the notes for an undergraduate graphics course taught regularly over a span of 20
years. Appropriate mathematical ideas are introduced along with the details of various
techniques. The style is more informal than formal, yet the approach includes thor-
ough derivations in the hope that context and careful arguments will build confidence
in constructing new approaches and new algorithms.

One or two courses in calculus should give the readers sufficient mathematical
maturity to work through the text, and even if their linear algebra background is lim-
ited to matrix multiplication, they should be able to develop some useful algebraic
and geometric tools. Standard mathematics courses rarely have the time to cover all
the important mathematical constructs used in graphics such as the description of
curves necessary for surface design, or homogeneous coordinates necessary for affine
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xiv PREFACE

transformations. This text fills in those gaps and looks behind the results enough to
understand how they fit into the rest of mathematics. It does not rely on the rigor-
ous theorem/proof format, and instead uses intuition and example to develop careful
results. Although the mathematics is interesting in its own right, the text hopefully
does not lose sight of the ultimate goal which is to produce interesting and useful
images.

There are plenty of examples and exercises to help fix the ideas and several sug-
gestions of other directions to investigate. At the end of each chapter (except the last),
there is a section titled Complements and Details that collects a few historical notes,
several calculation details, and occasionally some ideas which may lead to interest-
ing tangents. The text is independent of any particular graphics system, but it does
have OpenGL in mind when presenting details of the viewing frustum in the chapter
on visibility. Otherwise, there are programming exercises throughout, which can be
done with almost any language and graphics interface.

Chapters 1-3 carefully develop vector geometry assuming very little background.
They highlight the difference between vectors and points and emphasize the connec-
tion between geometry and algebra. Coordinate-free expressions and homogeneous
coordinates are both introduced.

Chapters 4 and 5 examine transformations, both linear and affine. Along the way,
they develop basic matrix algebra, construct various transformations including the
perspective transformation, examine coordinate systems (world, local, and camera),
unravel Euler angles and quaternions, and consider alternate coordinate systems.

Chapters 6 and 7 develop modeling techniques through an exploration of poly-
gons (particularly triangles), polyhedra, parametric description of curves, Lagrange
interpolation, Bézier curves, splines, nonuniform rational B-splines (NURBS), and
surface construction.

Rendering is covered in Chapters 8 and 9, starting with a look at the view frus-
tum, hidden surface algorithms, and simple ray tracing. Then an elementary lighting
model is examined in detail before introducing shading, shadows, the bidirectional
reflectance distribution function (BRDF), the basics of radiosity, and texture mapping.

The final chapter collects three separate mathematical techniques that repre-
sent arguably different paradigms. Bresenham’s algorithm starts a discussion of
pixel-based mathematics, Perlin’s noise prompts a visit to random distributions, and
L-systems offer an alternative algebraic description of organic forms.

When used as a course text, the first five chapters as well as selections from the
last five could serve to cover an appropriate amount of material. The idea is to rely
on the text for the mathematics and supplement it with algorithms perhaps specific
to the available graphics systems. There are both mathematical and programming
exercises in each chapter. Throughout the examples in the text, the calculation results
are rounded to two or three decimal places. This still leads to round-off error, and
a good exercise for the student is to reconcile any perceived discrepancies in the
results.

In the way of acknowledgement, first note that most of the figures in the text
were prepared using Mathematica®. Second, many thanks go to my graphics stu-
dents over the years who prompted me to learn the nuances of the subject and who
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offered constructive feedback on my courses. Thanks also go to Cory Scott whose
comments on the completed manuscript were essential and to Craig Janke for cover
ideas along with continued encouragement. Finally, without my wife Deborah and
her unending support, this project would have dissolved on the screen.

STEVEN J. JANKE
Colorado College, 2014
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BASICS

It is rather amazing that a finite rectangular array of colored dots (called pixels as an
abbreviation of picture elements) is sufficient to display the nearly limitless collec-
tion of images we recognize as realistically or symbolically representing portions of
our world. The power of combinatorics helps us to explain the situation (millions of
possible colors for each pixel in the large display array), but we can hardly conceive
of all the images we have already seen let alone those that are yet to be seen. From
this reductionist viewpoint, the whole idea of computer graphics is to set the right
pixels to the right color. Easier said than done. Yes, a plain red square is easy, but
one that looks like it is made of bricks is tougher, and one that includes a human face
taxes the best of known algorithms.

Of course, the computer graphics enterprise includes any and all manipulations of
images. We can start from scratch and produce a photo-realistic image of a new air-
liner or perhaps construct a landscape design complete with a variety of plants. Maybe
the challenge is to translate CAT (computerized axial tomography) scan data into an
image of the brain or correct the color balance in a photo being readied for publica-
tion. To bring some order to the very long list of possibilities, it is helpful to consider
two main categories: either we are generating images, or we are processing existing
images. Both require mathematical tools, but the first category encompasses the broad
mathematical approaches necessary to understand three-dimensional descriptions of
objects and their interactions with light. The second category starts with an image
and draws on the mathematics of transformations and filters necessary to convert it
into a more useful visual representation. In this survey of mathematical tools that are

Mathematical Structures for Computer Graphics, First Edition. Steven J. Janke.
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2 BASICS

useful in computer graphics, we will focus on the first category where we can start
with the basics of mathematical descriptions and work through the generation and
manipulation of objects in space.

1.1 GRAPHICS PIPELINE

As we examine the steps necessary to produce a new image on the computer screen,
we are tracing what is often called the graphics pipeline. The pipeline analogy is
intended to highlight the stages we go through both in designing images and in
processing them on the computer to produce the final properly colored array of
pixels on the display screen. As one frame is being completed, the next is making its
way down the pipeline. Most modern hardware includes the main microprocessor
(central processing unit, CPU), the graphics microprocessor (graphics processing
unit, GPU), and various associated memory banks. The CPU and GPU work in
parallel, as the CPU supplies descriptions of objects to the GPU which in turn
processes the descriptions to determine which pixels on the screen need to be turned
on. The exact order of all the required steps depends on the hardware and on the
graphics software we use. However, we can make a more general description of
the pipeline to enumerate the stages of image generation and set the context for
understanding the associated mathematics. Our pipeline then looks like this:

1. Modeling. We need a mathematical description of objects, background, and light
sources as well as a description of their placement in a scene. For more primitive
objects such as buildings which are more or less constructed out of simple plane
surfaces, the description includes a list of vertices and a list showing which
vertices determine individual faces. For curved surfaces, we may attempt an
accurate description (e.g., a sphere) or rely on an approximation with small flat
triangles. These descriptions are, of course, just the beginning, as we need also
to know the details of how the objects are placed in a scene and how light will
interact with them. Mathematically, a geometric description including vertices
and faces (surfaces) forms the kernel of our model, but certainly if the object is
a tree or if there is fog affecting the lighting, the description may well require
a deeper extension of the standard high school geometry. This modeling stage
can be done with design software, allowing artists to manipulate the scene to
reach the desired effect.

2. Transformation. Building a scene requires positioning objects relative to each
other and includes rotation, scaling, and translation. Transformations reposition
an object and convert its coordinate descriptions appropriately. Then, to view
the scene, imagine a camera placed somewhere in space looking in a particular
direction. (Alternatively, imagine your eye positioned in space looking at the
scene.) Another transformation adjusts the mathematical descriptions so that
they are relative to the camera position.

3. Visibility. Depending on where the camera is, we may not see the entire scene.
Rather, some parts are outside the field of view and consequently can be ignored



