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This book is dedicated to you,

and to all of our other students for whom it was begun and
without whom it would never have been completed.
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Since its debut in 1983, Introduction to Pascal and Structured Design has led the
field in introducing new topics and pedagogy because, when revising the text, our
philosophy is to be proactive rather than reactive. We consistently set trends rather
than follow them. As always, our efforts are directed toward making the sometimes
difficult concepts of computer science more accessible to all students. The fourth edi-
tion of the Turbo version contains many new topics, but the new material is valueless
1f 1t 18 not presented in a way that students can understand—and use.

The previous editions of this book have been widely accepted as model text-
books for the ACM-recommended curriculum for CS1 and the Advanced Placement
A exam 1n computer science. We believe that this edition also will become a model. It
reflects our view of the future direction of computer science education—with more
rigor, more theory, greater use of abstraction, and the application of software engi-
neering principles throughout the programming process.

Special Sections

[n this fourth edition we continue to use boxed sections to emphasize important con-
cepts. The Theoretical Foundations boxes contain material that, although not essen-
tial to achieving the goals of the text, is fundamental information that every computer
science major should know. These sections include such topics as data representa-
tion, finite state machines, methods of parameter passing, and complexity of algo-
rithms.

Even though software engineering principles are integrated throughout the book,
we use Software Engineering boxes to reemphasize special points. For example, the
importance of using named constants is reinforced with a boxed discussion.

We feel strongly that our students should be aware of the contributions made to
our field by previous generations. Thus we have included biographies of such people
as Blaise Pascal, Ada Lovelace, and Grace Murray Hopper in sections called May We
Introduce.

Changes in the Fourth Edition
The changes in this revision have been driven by three major factors.

Turbo Pascal has become more of a standard than the ISO standard.
Programmers are using a more modern approach to the classification of data types.
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Our belief that it is imperative to introduce and emphasize abstraction to the next
generation of computer science students early in the curriculum.

In previous editions of Turbo Pascal, we introduced the Turbo extensions with the
warning that it is better to use the standard when possible. Our philosophy has
changed with this edition—the nonstandard Turbo features, the unit and the string,
are essential to modern computer science theory and software engineering practice. It
1s ironic that almost all Pascal compilers have these extensions; only the ISO standard
does not. Therefore we emphasize these features rather than warn against their use,
although we continue to point out which constructs are not ISO standard.

We have grouped the nonstructured composite types (the record and the set) to-
gether. Records traditionally have been viewed as a structured type and covered fol-
lowing arrays. Records are structured from the compiler writer’s view because a base
address and offset method are used to implement them. However to the user of the
record data type it 1s unstructured. The order in which the fields are declared can be
changed, and it does not affect the code because the fields are accessed by name. An
advantage of introducing records before arrays is that access by name is easier to
comprehend than the indirect access used with arrays.

We have grouped the structured composite types (the file and the array) together.
Files and arrays are conceptually very similar; they differ only in their access meth-
ods. For some reason students have trouble with files. (One of us grades advanced
placement computer science exams and can attest to this fact.) We hope that by
grouping files with arrays and making their similarities and differences explicit, we
can clarify this problem area for students.

We also have moved the chapter on units from the end of the book to the chapter
immediately following the introduction of the built-in Pascal composite types. Thus
Instructors now can use units to demonstrate information hiding and data encapsula-
tion throughout the balance of the text.

The modifications in this edition are so sweeping that we have changed the name
of the book to Introduction to Turbo Pascal and Software Design. The new title re-
flects the change in emphasis in the second half of the book from solving one-time
problems using structured design to creating general-purpose software modules that
can be used in a variety of problem solutions. The top-down design of a problem now
interfaces with these previously created and tested modules.

W

SYNOPSIS

Chapter 1 1s designed to create a comfortable rapport between the student and the
subject. The basics of hardware and software are presented, and problem-solving
techniques are discussed and reinforced in a Problem-Solving Case Study. We have
added a section on ethics to round out this introduction.

Because of the increased emphasis on Turbo Pascal features, the old Chapter 2
has been reorganized into two chapters. In the new Chapter 2, we introduce strings as
the first data type that students use and show them how to concatenate and output
strings. Then in Chapter 3 we introduce numeric data types and operations, thus giv-



ing the students a powerful set of tools that allows them to write more interesting pro-
grams from the beginning.

Top-down design methodology and input are covered in Chapter 4. To rein-
force the discussion of strings, Turbo string input is discussed in detail. We intro-
duce Boolean expressions and the IF statement in Chapter 5 and looping with the
WHILE statement in Chapter 6. Although many instructors prefer to cover all the
looping statements together, we believe that the theory of loops is more important
than the syntax and that the theory can best be emphasized by using only one syn-
tactic construct. In both Chapters 5 and 6, we stress the theory of flow of control
represented in the selection and iteration constructs rather than the syntax of the
constructs themselves. Pre- and post-conditions are covered in Chapter 5 and loop
invariants in Chapter 6.

The next three chapters are devoted to designing and writing subprograms. Built-
in procedures and functions are introduced in Chapter 1 and referred to in each subse-
quent chapter. By Chapter 7, students are quite comfortable with using subprograms
and receptive to the idea of writing their own. Chapter 7 covers flow of control in
procedures, formal and actual parameters, local variables, and interface design.
Chapter 8 expands the discussion to consider value parameters, nested scope, stubs
and drivers, and more on interface design. Chapter 9 describes user-defined func-
tions, with a brief discussion of recursion. Because of Chapter 9’s numerical orienta-
tion, we also discuss the problems of representation and precision associated with
real numbers.

Chapters 1 through 9 emphasize control abstraction. Chapters 11 through 17 fea-
ture data abstraction. Chapter 10 provides the transition by formalizing the concept of
a data type, discussing ordinal and scalar data types along with the operations pro-
vided for them, and showing students how to create user-defined data types. Because
the CASE statement and the FOR statement require the use of ordinal data types, we
have introduced the rest of the control structures in this chapter. CASE, FOR and RE-
PEAT/UNTIL are the “ice cream and cake” of the control structures—nice to have,
but not necessary.

We begin Chapter 11 with a discussion of composite data types and the distinc-
tion between unstructured and structured data types. We introduce the set and the
record—Pascal’s built-in, unstructured composite data types. We believe that the
array traditionally has been introduced before the record because FORTRAN didn’t
have records. When the first Pascal texts came out, they were modeled on FORTRAN
texts, and the new Pascal material was put at the end. This placement is artificial; ac-
cess by name is more natural for students than access by index.

We group the structured composite data types, the file and the array, together in
Chapter 12. Files and arrays are conceptually very similar; they differ only in their
access methods. We discuss their similarities and differences in detail and give guide-
lines for when each is appropriate.

After the introduction of arrays the focus shifts from the syntax and semantics of
the composite data types to their use in defining abstract data types. Because we al-
ready have introduced record and array, we can clearly differentiate the concepts of
array and list from the beginning. The array is a built-in, fixed-sized data structure.
The list is a user-defined, variable-sized structure represented by a length and an
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array of items bound together in a record. The elements 1n the list are those elements
in the array from the first position through the length position.

In the last decade the topic of data structures has become subsumed under the
broader topic of abstract data types (ADTs)—the study of classes of objects whose
logical behavior 1s defined by a set of values and a set of operations. The term data
structures refers to the implementation of data objects within a program; that is, the
implementation of structured relationships. The term abstract data type refers to a
collection of data values and operations in which operations are described by their
logical behavior, not their implementation. The shift in emphasis from data structures
to abstract data types 1s representative of the move towards more abstraction in com-
puter science education. We believe that this shift is a crucial one, and it has driven
the reorganization of the second half of this book.

Thus we define abstract data types in Chapter 13 and emphasize them throughout
the balance of the book. We use the design of the unordered list as a way to guide the
presentation of the algorithms on lists. In Chapter 14 we introduce the unit as a way
for encapsulating our abstract data types, procedural parameters as a vehicle for more
generality, and use an auxiliary unit as a technique for creating generic abstract data
types. It 1s 1ronic that Standard Pascal always has allowed procedures and functions
to be passed as parameters, but because Turbo Pascal—the compiler that most stu-
dents use—has not had this feature, we (and most other authors) have not covered it.
Turbo Pascal now supports procedural parameters.

In keeping with the move toward more abstraction, we introduce the object data
type in great detail in Chapter 16 as an additional encapsulation mechanism. The pro-
gression from abstract data type encapsulated within a unit to the object data type in
which the operations are bound within the object 1s smooth and logical. We end this
chapter with a discussion of object-oriented design and programming.

The pointer data type, referenced variables, and dynamic data structures are cov-
ered in Chapter 17. To reinforce the concepts of abstraction, we replace the array-
based implementation of the ordered list ADT with a linked implementation without
changing the interface section of the unit encapsulating it. We also discuss a linked
list of objects.

Chapter 18 covers recursion. There 1s no consensus as to the best place to cover
this subject. We believe that it 1s better to wait until at least the second semester to
cover this topic. However, we have included recursion for those instructors who have
requested 1t. We divide the examples into two parts: those that require only simple
data types, and those that require structured data types. Professors can cover the first
part after Chapter 9. The second part contains examples from simple lists to binary
trees. Instructors may use these examples individually after the appropriate chapter
(for example, simple arrays after Chapter 12) or as a group after Chapter 17.

Chapter 19 covers graphics, the subject that is often the most popular with stu-
dents. As with recursion, no consensus exists on when to introduce graphics or even
1f the topic should be covered in an introductory course. We thus have written Chap-
ter 19 in a similar manner to Chapter 18. Most of the material may be assigned at any
point after Chapter 2. The remainder of the graphics coverage depends on an under-
standing of two-dimensional arrays and may be used at any point after Chapter 15.



Additional Features

Goals Each chapter begins with a list of learning objectives for the student. These
goals are reinforced and tested in the end-of-chapter exercises.

Problem-Solving Case Studies Problem solving is best demonstrated through case
studies. In each case study we present a problem and use problem-solving techniques
to develop a manual solution. Next we expand the solution to an algorithm, using
modular design methodology, and then we code the algorithm in Pascal. We show
simple test data and output and follow up with a discussion of what 1s involved in
thoroughly testing the program.

Testing and Debugging Following the case studies in each chapter, this section
considers in depth the implications of the chapter material with regard to thorough
testing of programs. The section concludes with a list of testing and debugging hints.

Quick Checks At the end of each chapter are questions that test the student’s recall
of major points associated with each chapter goal. Upon reading each question, the
student immediately should know the answer, which he or she can then verify by
glancing at the answers at the end of the section. The page number on which the con-
cept is discussed appears at the end of each question so that the student can review the
material in the event of an incorrect response.

Exam Preparation Exercises These questions help the student prepare for tests.
The questions have objective answers and are designed to be answerable with a few
minutes of work. Answers to selected questions are given in the back of the book, and
the remaining questions are answered 1n the Instructor’s Guide.

Programming Warm-Up Exercises This section provides the student with experi-
ence in writing Pascal code fragments or procedures. The student can practice the
syntactic constructs in each chapter without the burden of writing a complete pro-
gram. Solutions to selected questions from each chapter appear in the back of the
book; the remaining solutions may be found in the Instructor’s Guide.

Programming Problems We have included specifications for problems from a
wide range of disciplines in these exercises, which require the student to write com-
plete programs.

Case Study Follow-Up A new kind of exercise in the fourth edition, Case Study
Follow-Up questions require the student to analyze or modify the case studies in the
chapter. These exercises afford experience in reading and understanding the docu-
mentation and code for an existing program.

Supplements

Instructor’s Guide Prepared by the authors, the Instructor’s Guide features teach-
Ing notes, answers to the balance of the exercises, a carefully worked-out solution
and discussion for one programming problem per chapter, and an example of an ad-
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vanced placement exam question, with a sample solution and the actual grading
rubrics used by the AP exam graders.

Test Item File The Test Item File includes more than 1,300 test questions patterned
after those in the Exam Preparation Exercises. Also available on request from the
publisher is an electronic version of the Test Item File, in IBM PC format.

Transparency Masters Enlargements of many figures in the text and the code for
the case studies are available for use in lecture presentations.

Program Disk The program disk available through the Jones and Bartlett web site
contains all the programs in the text. Please see the instructions for downloading this

disk on the page preceding the Preface.

A Laboratory Course for Turbo Pascal Available separately, this laboratory man-
ual parallels Introduction to Turbo Pascal and Software Design in either an open or
closed lab setting. It was written to help students master Turbo Pascal syntax through
guided exercises, each within the context of a complete program. Having mastered the
language syntax, students can then concentrate on problem-solving and algorithmic
design. Each chapter 1s divided into three parts: Prelab, Inlab, and Postlab. The ac-
companying disk contains the programs, program shells (partial programs), and data
files.

Casebook for Turbo Pascal This supplement contains a variety of new case stud-
ies that are of interest to students such as designing a recording studio, analyzing text,
simulating traffic at an intersection, and forecasting a card game.
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