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Preface

“Damn the torpedoes!
Full speed ahead.”

—Admiral Farragut

Programming is the art of expressing solutions to problems so that a computer
can execute those solutions. Much of the effort in programming is spent finding
and refining solutions. Often, a problem is only fully understood through the
process of programming a solution for it.

This book is for someone who has never programmed before but is willing
to work hard to learn. It helps you understand the principles and acquire the
practical skills of programming using the C++ programming language. My aim
is for you to gain sufficient knowledge and experience to perform simple useful
programming tasks using the best up-to-date techniques. How long will that
take? As part of a first-year university course, you can work through this book in
a semester (assuming that you have a workload of four courses of average diffi-
culty). If you work by yourself, don’t expect to spend less time than that (maybe
15 hours a week for 14 weeks).

Three months may seem a long time, but there’s a lot to learn and you'll be
writing your first simple programs after about an hour. Also, all learning is grad-
ual: each chapter introduces new useful concepts and illustrates thy ith exam-
ples inspired by real-world uses. Your ability to express ideas in code ~ getting a
computer to do what you want it to do — gradually and steadil €s as you
go along. I never say, “Learn a month’s worth of theory and then gee if you can
use it.” ‘N

\



vi Preface

Why would you want to program? Our civilization runs on software. With-
out understanding software you are reduced to believing in “magic” and will be

from personal computer applications with GUIs
, through engineering calculations an sys-
(such as digital cameras, cars, and cell phones), to text
manipulation applications as found ifi many humanities and business applica-
tions. Like mathematics, programming — when done well — is a valuable intellec-
tual exercise that sharpens our ability to think. However, thanks to feedback
from the computer, programming is more concrete than most forms of math, and
therefore accessible to more people. It is a way to reach out and change the world
— ideally for the better. Finally, programming can be great fun.

Why C++? You can't learn to program without a programming language,
and C++ directly supports the key concepts and techniques used in real-world
software. C++ is one of the most widely used programming languages, found in
an unsurpassed range of application areas. You find C++ applications every-
where from the bottom of the oceans to the surface of Mars. C++ is precisely
and comprehensively defined by a nonproprietary international standard. Qual-
ity and/or free implementations are available on every kind of computer. Most of
the programming concepts that you will learn using C++ can be used directly in
other languages, such as C, C#, Fortran, and Java. Finally, I simply like C++ as
a language for writing elegant and efficient code.

This is not the easiest book on beginning programming; it is not meant to
be. I just aim for it to be the easiest book from which you can learn the basics of
real-world programming. That’s quite an ambitious goal because much modern

relies on techniques considered advanced just a few years ago.

My fundamental assumption is that you want to write programs for the use
of others, and to do so responsibly, providing a decent level of system quality;
that is, I assume that you want to achieve a level of professionalism. Conse-
quently, I chose the topics for this book to cover what is needed to get started
with real-world programming, not just what is easy to teach and learn. If you
need a technique to get basic work done right, I describe it, demonstrate concepts
and language facilities needed to support the technique, provide exercises for it,
and expect you to work on those exercises. If you just want to understand toy
programs, you can get along with far less than I present. On the other hand, I
won't waste your time with material of marginal practical importance. If an idea
is explained here, it’s because you’ll almost certainly need it.

If your desire is to use the work of others without understanding how things
are done and without adding significantly to the code yourself, this book is not
for you. If so, please consider whether you would be better served by another
book and another language. If that is approximately your view of programming,
please also consider from where you got that view and whether it in fact is ade-
quate for your needs. People often underestimate the complexity of program-
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ming as well as its value. I would hate for you to acquire a dislike for program-
ming because of a mismatch between what you need and the part of the software
reality I describe. There are many parts of thc “information technology” world
that do not require knowlcdge of programming. This book is aimed to serve
those who do want to write or understand TOgrams.

Because of its structure and practical aims; s book can also be used as a
second book on programming for someone who already knows a bit of C++ or
for someone who programs in another language and wants to learn C++. If you
fit into one of those categories, I refrain from guessing how long it will take you
to read this book, but I do encourage you to do many of the exercises. This will
help you to counteract the common problem of writing programs in older, famil-
iar styles rather than adopting newer techniques where these are more appropri-
ate. If you have learned C++ in one of the more traditional ways, you’ll find
something surprising and useful before you reach Chapter 7. Unless your name
is Stroustrup, what I discuss here is not “your father’s C++”

Programming is learned by writing programs. In this, programming is similar
to other endeavors with a practical component. You cannot learn to swim, to play
a musical instrument, or to drive a car just from reading a book — you must prac-
tice. Nor can you learn to program without reading and writing lots of code. This
book focuses on code examples closely tied to explanatory text and diagrams. You
need those to understand the ideals, concepts, and principles of programming and
to master the language constructs used to express them. That’s essential, but by it-
self, it will not give you the practical skills of programming. For that, you need to
do the exercises and get used to the tools for writing, compiling, and running pro-
grams. You need to make your own mistakes and learn to correct them. There is
no substitute for writing code. Besides, that’s where the fun is!

On the other hand, there is more to programming — much more — than fol-

afescand reading the manual. This book is emphatically not fo-
Of C++." Understanding the fundamental ideals, principles,
- @ essence of a good programmer. Only well-designed code
has a chance of becoming part of a correct, reliable, and maintainable system.
Also, “the fundamentals” are what last: they will still be essential after today’s
languages and tools have evolved or been replaced.

What about computer science, software engineering, information technol-
ogy, etc.? Is that all programming? Of course not! Programming is one of the
fundamental topics that underlie everything in computer-related fields, and it has
a natural place in a balanced course of computer science. I provide brief intro-
ductions to key concepts and techniques of algorithms, data structures, user in-
terfaces, data processing, and software engineering. However, this book is not a
substitute for a thorough and balanced study of those topics.

Code can be beautiful as well as useful. This book is written to help you see
that, to understand what it means for code to be beautiful, and to help you to
master the principles and acquire the practical skills to create such code. Good
luck with programming!
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A note to students

Of the 1000+ first-year students we have taught so far using drafts of this book at
Texas A&KM University, about 60% had programmed before and about 40% had
never seen a line of code in their lives. Most succeeded, so you can do it, too.

You don’t have to read this book as part of a course. I assume that the book
will be widely used for self-study. However, whether you work your way through
ag part of a course or independently, try to work with others. Programming has
an — unfair — reputation as a lonely activity. Most people work better and learn
faster when they are part of a group with a common aim. Learning together and
discussing problems with friends is not cheating! It is the most efficient — as well
as most pleasant — way of making progress. If nothing else, working with friends
forces you to articulate your ideas, which is just about the most efficient way of
testing your understanding and making sure you remember. You don’t actually
have to personally discover the answer to every obscure language and program-
ming environment problem. However, please don’t cheat yourself by not doing
the drills and a fair number of exercises (even if no teacher forces you to do
them). Remember: programming is (among other things) a practical skill that
you need to practice to master. If you don’t write code (do several exercises for
each chapter), reading this book will be a pointless theoretical exercise.

Most students — especially thoughtful good students — face times when they
wonder whether their hard work is worthwhile. When (not if) this happens to you,
take a break, reread the preface, and look at Chapter 1 (“Computers, People, and
Programming”) and Chapter 22 (“Ideals and History”). There, I try to articulate
what I find exciting about programming and why I consider it a crucial tool for
making a positive contribution to the world. If you wonder about my teaching phi-
losophy and general approach, have a look at Chapter 0 (“Notes to the Reader”).

You might find the weight of this book worrying, but it should reassure you
that part of the reason for the heft is that I prefer to repeat an explanation or add an
example rather than have you search for the one and only explanation. The other
major part of the reason is that the second half of the book is reference material and
“additional material” presented for you to explore only if you are interested in
more information about a specific area of programming, such as embedded sys-
tems programming, text analysis, or numerical computation.

And please don’t be too impatient. Learning any major new and valuable
skill takes time and is worth it.

A note to teachers

No. This is not a traditional Computer Science 101 course. It is a book about
how to construct working software. As such, it leaves out much of what a com-
puter science student is traditionally exposed to (Turing completeness, state ma-
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chines, discrete math, Chomsky grammars, etc.). Even hardware is ignored on
the assumption that students have used computers in various ways since kinder-
garten. This book does not even try to mention most important GS topics. It is
about programming (or more generally about how to develop software), and as
such it goes into more detail about fewer topics than many traditional courses. It
tries to do just one thing well, and computer science is not a one-course topic. If
this book/course is used as part of a computer science, computer engineering,
electrical engineering (many of our first students were EE majors), information
science, or whatever program, I expect it to be taught alongside other courses as
part of a well-rounded introduction.

Please read Chapter 0 (“Notes to the Reader”) for an explanation of my
teaching philosophy, general approach, etc. Please try to convey those ideas to
your students along the way.

Support
The book’s support website, www.stroustrup.com/Programming, contains a va-
riety of materials supporting the teaching and learning of programming using
this book. The material is likely to be improved with time, but for starters, you
can find:

*  Slides for lectures based on the book

* An instructor’s guide

* Header files and implementations of libraries used in the book

* Code for examples in the book

* Solutions to selected exercises

* Potentially useful links

* Errata

Suggestions for improvements are always welcome.
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