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PREFACE

Overview

This text is intended for a one-semester introductory course in computer
science. It presents a breadth-first overview of the discipline that assumes no
prior background in computer science, programming, or mathematics. It is
appropriate for use in a service course for students not majoring in computer
science. It is also appropriate for schools that implement their introductory
sequence for majors using the breadth-first model described in the ACM/IEEE
Computing Curricula 2001 Report. It would be quite suitable for a high school
computer science course as well. Previous editions of this text have been used
in all these types of courses.

The Non-Majors Course

The introductory computer science service course has undergone many changes
over the years. In the 1970s and early 1980s, it was usually a course in FOR-
TRAN, BASIC, or Pascal. At that time it was felt that the most important skill a
student could acquire was learning to program in a high-level language. In the
mid-to-late ‘80s, a rapid increase in computer use caused the course to evolve
into something called “computer literacy” in which students learned about new
applications of computing in such fields as business, medicine, law, and educa-
tion. With the growth of personal computers and productivity software, a typ-
ical early to mid-1990s version of this course would spend a semester teaching
students to use word processors, databases, spreadsheets, presentation soft-
ware, and electronic mail. The most recent change has been its evolution into a
Web-centric course where students learn to design and implement Web pages
using technology such as HTML, XML, and Java applets.

Most academics feel it is time for the computer science service course to
evolve yet again. There are two reasons for this. First, virtually all students in col-
lege today are familiar with personal computers and productivity software. They
have been using word processors since elementary school and are quite familiar -
with social networks, online retailing, e-mail, and chat rooms. Many have written
Web pages and some even have their own Web sites. In this day and age, a course
that focuses on applications of computing will be of little or no interest.

But a more important reason for rethinking the structure of this course, and
the primary reason why we authored this book, is the following observation:

Most computer science service courses do not teach students about the
foundations of computer science!

We believe quite strongly that students in a computer science service course
must receive a solid grounding in the fundamental intellectual concepts of
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computer science in addition to learning about important uses of computing
and information technology. The material in such a course would not be lim-
ited to “fun” applications such as Web page design and interactive graphics
but would also cover issues such as algorithms, hardware design, computer
organization, system software, language models, theory of computation, and
social and ethical issues of computing. An introduction to these core ideas
exposes students to the overall richness and beauty of the field. It allows them
to not only use computers and software effectively but to understand and
appreciate the basic ideas underlying their creation and implementation.

The (S1 Course

The design of a first course for computer science majors has also come in for
a great deal of discussion. Since the emergence of computer science as a dis-
tinct academic discipline in the 1960s, the first course has always been an
introduction to programming—from BASIC to FORTRAN to Pascal, to C++,
Java, and Python today. Related topics have been added to the syllabus
(e.g., object-oriented design), but the central focus has remained high-level
language programming. However, the ACM/IEEE Computing Curriculum 2001
Report suggested a number of alternative models for the first course, includ-
ing a breadth-first overview, an approach that has gained in popularity in
the last couple of years.

A first course for computer science majors using the breadth-first model
emphasizes early exposure to the sub-disciplines of the field rather than plac-
ing exclusive emphasis on programming. This gives new majors a more com-
plete and well-rounded understanding of their chosen field of study. As stated
in the Curriculum 2001 Report, “[introductory] courses that emphasize only
this one aspect [programming] fail to let students experience the many other
areas and styles of thought that are part of computer science as a whole.”

Our book—intended for either majors or non-majors—is organized around
this breadth-first approach, and it presents a wide range of ‘subject matter
drawn from many areas of computer science. However, to avoid drowning stu-
dents in a sea of seemingly unrelated facts and details, a breadth-first presen-
tation must be carefully woven into a fabric, a theme, a “big picture” that ties
together these topics and presents computer science as a unified and inte-
grated discipline. To achieve this we have divided the study of computer sci-
ence into a hierarchy of topics, with each layer in the hierarchy building on
and expanding upon concepts from earlier chapters.

A Hierarchy of Abstractions

The central theme of this book is that computer science is the study of algo-
rithms. Our hierarchy utilizes this definition by first looking at the algorithmic
basis of computer science and then moving upward from this central theme to
higher-level issues such as hardware, software, applications, and ethics. Just as
the chemist starts from protons, neutrons, and electrons and builds up to
atoms, molecules, and compounds, so, too, does our text build from elementary
concepts such as algorithms, binary arithmetic, gates, and circuits to higher-
level ideas such as computer organization, operating systems, high-level lan-
guages, applications, and the social, legal, and ethical problems of information
technology. .



The six levels in our computer science hierarchy are as follows:

Level 1. The Algorithmic Foundations of Computer Science
Level 2. The Hardware World

Level 3, The Virtual Machine

Level 4. The Software World

Level 5. Applications

Level 6. Social Issues in Computing

Following an introductory chapter, Level 1 (Chapters 2-3) introduces “The
Algorithmic Foundations of Computer Science,” the bedrock on which all other
aspects of the discipline are built. It presents iniportant ideas such as the
design of algorithms, algorithmic problem solving, abstraction, pseudocode,
iteration, and efficiency. It illustrates these ideas using well-known examples
such as searching a list, finding maxima and minima, sorting a list, and
matching patterns. It also infroduces the concepts of algorithm efficiency and
asymptotic growth and demonstrates that not all algorithms are, at least in
terms of running time, created equal.

The discussions in Level 1 assume that our algorithms are executed by
something called a “computing agent,” an abstract concept for any entity that
can effectively carry out the instructions in our solution. However, in Level 2
(Chapters 4-5), “The Hardware World,” we want our algorithms to be executed
by “real” computers to produce “real” results. Thus begins our discussion of
hardware, logic design, and computer organization. The initial discussion
introduces the basic building blocks of computer systems—binary numbers,
Boolean logic, gates, and circuits. It then shows how these elementary concepts
are used to construct a real computer using the classic Von Neumann architec-
ture, including processors, memory, buses, and input/output. It presents a typ-
ical machine language instruction set and explains how the algorithms of Level
1 can be represented in machine language and run on the Von Neumann hard-
ware of Level 2, conceptually tying together these two areas. It ends with a dis-
cussion of important new directions in hardware design—multicore and
massively parallel machines.

By the end of Level 2 students have been introduced to some basic con-
cepts in logic design and computer organization, and they understand and
appreciate the enormous complexity of these areas. This complexity is the
motivation for Level 3 (Chapters 6-8), “The Virtual Machine.” This section
describes how system software produces a more friendly, user-oriented
problem-solving environment that hides many of the ugly hardware details
just described. Level 3 looks at the same problem discussed in Level 2,
encoding and executing an algorithm, but shows how much easier this is in
a virtual environment containing software tools like editors, translators, and
loaders. This section also discusses the services and responsibilities of oper-
ating systems and how operating systems have evolved. It investigates one
of the most important virtual environments in current use—a network of
computers. It shows how systems such as the Ethernet, Internet, and the
Web are created from computers linked together via transmission media and
communications software. This creates a virtual environment in which we
can seamlessly use not only the computer on our desk but computers
located practically anywhere in the world. Level 3 concludes with a look at
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one of the most important services provided by a virtual machine, informa-
tion security, and describes algorithms for protecting the user and the sys-
tem from accidental or malicious damage. '

Once we have created this user-oriented virtual environment, what do we
want to do with it? Most likely we want to write programs to solve interesting
problems. This is the motivation for Level 4 (Chapters 9-12), “The Software
World.” Although this book should not be viewed as a programming text, it
contains an overview of the features found in modern programming lan-
guages. This gives students an appreciation for the interesting and challeng-
ing task of the computer programmer and the power of the problem-solving
environment created by a modern high-level language. There are many differ-
ent programming language models, so this level includes a discussion of other
language types, including special-purpose languages such as SQL, HTML, and
JavaScript, as well as the functional, logic, and parallel language paradigms.
This level also describes the design and construction of a compiler and shows
how high-level languages can be translated into machine language for execu-
tion. This discussion ties together ideas presented in earlier chapters, as we
show how an algorithm (Level 1) is translated into a high-level language
(Level 4), compiled and executed on a typical Von Neumann machine (Level
2), which makes use of the system software tools of Level 3. These “recurring
themes” and frequent references to earlier concepts help reinforce the idea of
computer science as an integrated set of related topics. At the conclusion of
Level 4, we introduce the idea of computability and unsolvability. A formal
model of computing (the Turing machine) is used to prove that there exist
problems for which no general algorithmic solution can be found. It shows
students that there are provable limits to what computers and computer sci-
ence can achieve.

We now have a high-level programming environment in which it is
possible to write programs to solve important problems. In Level 5
(Chapters 13-16), “Applications,” we take a look at a few important uses of
computers in our modern society. There is no way to cover even a tiny frac-
tion of the many applications of computers and information technology in
a single section. Instead, we focus on a relatively small set that demon-
strates some important concepts, tools, and techniques of computer sci-
ence. This includes applications drawn from the sciences and engineering
(simulation and modeling), business and finance (e-commerce, databases),
the social sciences (artificial intelligence), and everyday life (computer
generated imagery, video gaming, virtual communities). Our goal is not to
provide “encyclopedic coverage” of modern computing usage; instead, it is
to show students that applications packages are not “magic boxes” whose
inner workings are totally unfathomable. Rather, they are the result of uti-
lizing core computer science concepts—e.g., algorithms, hardware, lan-
guages—presented in earlier chapters. We hope that our discussions in this
section will encourage readers to seek out information on applications and
software packages specific to their own areas of interest.

Finally, we reach the highest level of study, Level 6 (Chapter 17), “Social
Issues in Computing,” which addresses the social, ethical, and legal issues
raised by the applications presented in Level 5. This section (written by con-
tributing author Prof. Keith Miller of the University of Illinois at Springfield)
examines such thorny problems as the ownership of intellectual property in
the electronic age, national security concerns aggravated by information
technology, and the erosion of individual privacy caused by the use of online



databases. This section does not attempt to provide quick solutions to these
complex problems. Instead, it focuses on techniques that students can use to
think about these ethical issues and reach their own conclusions. Our goal in
this final section is to make students aware of the enormous impact that
information technology is having on everyone's lives and to give them tools
that will allow them to make more informed decisions.

This, then, is the hierarchical structure of our text. It begins with the
algorithmic foundations of the discipline and works its way from low-level.
hardware concepts through virtual machine environments, languages, soft-
ware, and applications to the social issues raised by computer technology.
This organizational structure, along with the use of recurring themes,
enables students to view computer science as a unified, integrated, and
coherent field of study. While the social issues material in Chapter 17 can be
presented at any time, the rest of the material is intended to be covered
sequentially.

What's New

The fifth edition of Invitation to Computer Science represents the single
biggest rewrite of this best-selling text. It includes two new chapters that
address important emerging areas of computer science. In an age where per-
sonal, financial, and medical data is all online, Chapter 8, “Information
Security,” deals with the growing problem of keeping that data safe from
improper access and inappropriate modification. Chapter 16, “Computer
Graphics and Entertainment: Movies, Games, and Virtual Communities,” looks
at how computers, once the domain of the military, government, and business,
are now being used to entertain, amaze, and enthrall. It concludes with a dis-
cussion of how these same visualization algorithms are also used to address
more important problems, such as medical imaging.

In addition to these two chapters, new material and exercises have been
added to existing chapters on Computer Organization (multicore and cluster
computing), Computer Networks (wireless computing), and Artificiat Intelligence
(robotics) as well as the addition of new Practice Problems and boxed features.

However, the single biggest change has been to move all programming-
language-specific materials, once placed into their own chapter in the text
itself, to the Cengage Web site. For the first four editions we produced two dis-
tinct versions of the text, one for C++ and the other for Java. As new lan-
guages began to enter the computer science curriculum, e.g., Python, Ada, C#,
it became infeasible to produce a separate chapter and a separate edition
for each one. Instead, Chapter 9, “Introduction to High-Level Language
Programming,” is now a general description of the features common to mod-
ern programming languages. Detailed discussions of a particular language are
available to instructors for distribution to students under the Instructor
Download section of www.cengage.com. (Currently the Cengage Web site
inctudes online language modules for C++, Java, Python, Ada, and C#, with
additional modules possible in the future.) Using this approach we can
respond much more quickly to new developments in programming language
design as well as proposals for curricular change. In addition, instructors and
students are not limited to exposure to a single language but are invited to
download (or request from instructors) the modules for any and all languages
in which they are interested.
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Other Textbook Features

To challenge the more advanced students, each chapter includes, along with a
regular set of exercises, some “Challenge Problems.” These more complex ques-
tions could be used for longer assignments done either individually or by
teams of students. Finally, if a student is interested in a topic and wants more
detail, there is a section at the end of each chapter titled “For Further
Reading” with references to texts and Web sites containing additional mater-
ial on the topics covered in that chapter.

Summary

Computer science is a young and exciting discipline, and we hope that the
material in this text, along with the laboratory projects and online
modules, will convey this feeling of excitement. By presenting the field in all
its richness—algorithms, hardware, software, systems, applications, and
social issues—we hope to give students a deeper appreciation for the many
diverse and interesting areas of research and study within the discipline of
computer science.

Reviewers

The following reviewers, along with the many users of previous editions who
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Central Texas College 0ld Dominion University

—G. Michael Schneider
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