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Preface

Experience has shown that the best way to leamn the details of how an operat-
ing system (OS) works is to experiment with it—to read, modify, and enhance
its code. However, OS software, by its nature, must be carefully constructed.
This is because it directly controls the hardware used by all of the processes
and threads that execute on it. As a result, experimenting with OS code can be
difficult, since an experimental version of the OS might disable the test ma-
chine. This laboratory manual provides you with a leaming path for studying the
Linux kernel with as little risk as possible. By learing about the Linux kernel in
this way, you will develop a technique by which you can learn and experiment
with other kemels as well. Consider this leaming path to be a graduated set of
exercises. First, you will learn to inspect various aspects of the OS intemal state
without changing any code. Second, you will extend the OS by writing new
code to read (but not write) kemel data structures. Third, you will reimplement
existing data structures. Finally, you will design and add your own functions and
data structures to the Linux kemnel. )

The Linux kemnel is written in the C programming language. Therefore you need
to be relatively proficient in using C before you can study the kernel. If you
know C++, then you will not have difficulty understanding the source code,
though when you add or change parts of the kemel code you will not be able
to use objects.




This manual is designed as a companion to a general OS textbook. It consists of
two parts. Part 1 offers an overview of the Linux design. If you are using this
manual at the beginning of your first OS course, you might discover that Part 1
discusses several topics that are new to you. However, work your way through
it to get a feeling for how Linux is built. It gives the “big picture” but not many
details. Then go back to Part 1 as needed as you work the exercises.

Part 2 consists of a dozen laboratory exercises that help you to learn to use
Linux. Each exercise is a self-contained unit consisting of the following sections:

= |ntroduction
= Problem Statement
= Attacking the Problem

The exercises link the general concepts and the Linux details. Each begins with
an introduction that explains Linux concepts and details relevant to the exercise.
The introduction explains how the generic concepts that you will have learned
in lecture and textbooks are realized in Linux. The next part of the exercise pre-
sents the problem on which you will be working. It includes detailed Linux-spe-
cific information that you need to solve the problem. Sometimes, a quick
review of the pertinent parts of Part 1 will help you to frame the work of the ex-
ercises before you dive into the details.

Your school's laboratory probably has already been set up as a Linux lab. For
you to solve most of the exercises in this manual, the laboratory administrator
will provide you with a copy of the Linux source code and superuser permission
to create new versions of the OS. Do not abuse your privilege as a superuser!
You need this privilege in order to modify the kernel, but you must not use it
for other purposes. This manual includes a CD-ROM, containing the Linux
source code, that you can use to install Linux on your own computer.

Good luck with your study of operating systems. | hope that this exercise man-
ual is a valuable learning tool for exploring OS concepts in Linux.



TO THE INSTRUCTOR

Today, abstraction is the basis of most software that is written—in the classroom
or in practice. Students are taught to think of software solutions in terms of ob-
jects, components, threads, messages, and so on. This perspective teaches
them to leverage the power of the hardware to solve increasingly complex

" tasks. In this way, they reduce programming time while reusing lower-level ab-
stractions. At the bottom of all of these abstractions is the operating system—
processes and resources (and sometimes threads). Application software and
middleware use these OS abstractions to create their own higher-level abstrac-
tions. These range from accounting packages, spreadsheets, and missile track-
ers to windows, databases, objects, components, messages, and continuous
media streams.

This trend toward the heavy use of abstraction prompts some to argue that OSs
are no longer worthy of serious study, since they are largely transparent to the
application programmers working at higher layers of abstraction. However, the
0S s still fundamental because its design and implementation are the basis of
the design and implementation of all of the other abstractions. Programmers
will always be able to write better middleware and application programs if they
understand how OSs work. Moreover, the need for people who understand
basic OS technology remains, whether they are to write drivers for new devices,
to create new microkernel servers, or to provide new systems capable of effi-
ciently handling evolving requirements such as continuous media.

Typically an OS instructor has to decide whether an OS course should focus on
issues and theory or provide an environment in which students can experiment
with OS code. The 1991 (and draft 2001) IEEE/ACM undergraduate course
recommendation describes a course that consists of a substantial amount of
time spent on issues, but also includes a significant laboratory component. Even
though the trend is toward courses based on conceptual materials, students
and instructors seem to agree that hands-on experience is invaluable in learn-
ing about OSs. Many courses attempt to follow the |IEEE/ACM lead by dividing
the course into lecture and laboratory components, with the lecture component
focusing on issues and theory and the laboratory component providing some
form of hands-on exercises.

The IEEE/ACM recommendation supports the idea that the laboratory compo-
nent should allow students to learn how to use the OS mechanisms, specifically
by focusing on the OS application programming interface (API) as the primary
mechanism for experimentation. The philosophy behind this approach is that
students must learn how to use an OS before they can really understand how




to design one. This philosophy drives a companion book on programming
Windows NT via the Win32 API [Nutt, 1999] and one on laboratory exercises
[Nutt, 2000].

However, in a late 1998 survey of 78 universities conducted by Addison-
Wesley, 43 indicated that they teach OS internals in the introductory OS course.
Of these 43, 26 use a variant of UNIX as the target OS, 13 use Linux, 10 use
an unspecified version of UNIX, and 3 use MINIX. Eight said that they use some
other OS as the subject system (such as Nachos), and the remaining 9 did not
specify the OS that they use. The survey clearly showed that a significant frac-
tion of the community teaches OS interals as a component of an introductory
OS class, despite the IEEE/ACM recommendation and despite the heavy use of
conceptual OS textbooks. It also showed that most of these courses use two
books: a traditional OS theory book (such as [Silberschatz and Galvin, 1998] or
[Nutt, 2000]) and a reference book (such as [Stevens, 1993], [McKusick, et al.,
1996], or [Beck, et al., 1998]). Of course, no single-term undergraduate course
can possibly cover all of the material in both a theory book and a book that de-
scribes an entire OS. The lack of a good laboratory manual forces the instructor
to have students buy a supplementary book that contains much more informa-
tion than they will have time to leam in a single academic term. Further, the in-
structor will have to learn all of the material in both books, as well as learn the
subject OS, derive a suitable set of exercises, and provide some form of guid-
ance through the OS reference materials so that the students can solve the
exercises. :

This textbook is a laboratory manual of Linux intermnal exercises. It complements
an OS theory book by providing a dozen specific exercises on Linux internals
that illustrate how theoretical concepts are implemented in Linux. The instructor
does not need to become a “complete” Linux kemel expert or derive a set of
exercises (either with full documentation for the exercise or with pointers to ap-
propriate sections in a supplementary reference book). Instead, the instructor,
lab assistant, and students can use this manual as a self-contained source of
background data and exercises to study how concepts are implemented. Thus
the less expensive laboratory manual replaces a general reference book, while
providing focused information for a set of kemel internals exercises. For the stu-
dent who wants to understand related information that is not required in order
to solve the exercise, the background material for exercises provides pointers to
reference books (and the literature).

A single-semester OS course consists of 15 weeks of course material. In my ex-
perience, many undergraduate students have difficulty doing a substantial pro-
gramming exercise in less than one and a half to two weeks. This means that



my students have been able to complete perhaps six to eight programming as-
signments in a semester. This manual provides enough exercises to allow you
to choose a subset that best suits your students’ backgrounds and your prefer-
ences. Most of the exercises include options that allow you to vary the assign-
ments from term to term (thereby reducing the probability of public solutions

- from previous terms). As mentioned previously, my intention is to release fre-
quent editions of this manual. | expect that the new editions will have new ex-
ercises that require new solutions.

Also provided is a solution to each exercise. Thus more difficult exercises can
be chosen, and as necessary you can distribute parts of the solution that are
not published in the manual.

None of these exercises are as difficult as building a new kernel from scratch.
Rather, they emphasize having students study the existing Linux kemel by mod-
ifying or extending its components. The first ones are easy, and the background
material is comprehensive. Later exercises increase in difficulty, with decreasing
amounts of “handholding” information. Exercises 1 and 2 will ordinarily require
a week or less to complete, but the last third of the exercises are likely to re-
quire a couple of weeks each. If your students need extra practice with C pro-
gramming, you might carefully consider using Exercises 1 and 2 as tutorials.
This might require that you provide a little extra assistance, especially with the
concurrency elements of Exercise 2.

THE CD-ROM VERSION OF LINUX

Any hands-on study of an OS must commit to a particular version of the OS.
With the rapid evolution of Linux, Version 2.2.x will be out of date by the time
that the book is published. In an attempt to avoid the problem of the book and
the OS code being out of sync, | have included the source code for Version
2.2.14. This first edition of the manual was originally written for Version 2.0.36.
Then it was updated for Linux Version 2.2.12 just before it went into the publi-
cation cycle. As the book was going to the printer, | discovered that only 2.2.14
(and not 2.2.12) was available for distribution with the manual. Small differ-
ences exist between 2.2.12 and 2.2.14—generally in coding style rather than
content. However, some of these differences show up in a couple of exercises.
Specifically, watch for them in the virtual memory and scheduler parts of the
kernel code. | will correct them in the next edition. | decided that including a
complete 2.2.14 installation was better than the manual’s having no CD-ROM.
Though newer versions of the source code will be available when you use this
book, | encourage you to install this version on your laboratory machines so that
your students will have a software environment that is reasonably consistent

e [




with the manual. My best wish is that | will be able to release new editions of
the manual that roughly track the Linux releases; the next edition might use, for
example, Version 2.6.x.
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