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In loving memory of Grace E. Bloom
(1924-1994) for helping me appreciate
the value of ideas and the importance
of writing clearly about them.



About the Author

I first began teaching introductory computer science
more than 20 years ago while I was still a student at
Harvard. Since receiving my Ph.D. in 1980, I have
taught computer science at Harvard, Wellesley, and
Stanford, where I am Associate Chair of the
Computer Science Department. In that capacity, I

.am responsible for the undergraduate program in

computer science. Although I have taught advanced
courses in computer science and have also worked
in the research industry, my greatest joy comes from
opening up the enormous power of computers to
students who are just beginning to learn about them.
In their excitement, my own love for computer sci-
ence is constantly renewed.

In addition to my teaching at Stanford, I have
served since 1990 as the president of Computer
Professionals for Social Responsibility, a public-
interest association of computer professionals with
2000 members in 22 chapters throughout the United
States. Computers affect our society in many differ-
ent ways. Just as it is important to learn about the
technology, it is critical that we also take the respon-
sibility to ensure that computers are used for the ben-
efit of all. If you have suggestions as to how I might
make the presentation more clear, or you encounter
errors in this text, please let me know. You can reach
me by electronic mail at ericr@aw.com.

Eric S. Roberts
Department of Computer Science
Stanford University



To the Student

Welcome! By picking up this book, you have taken a step into the world of computer
science—a field of study that has grown from almost nothing half a century ago to
become one of the most vibrant and active disciplines of our time.

Over that time, the computer has opened up extraordinary possibilities in
almost every area of human endeavor. Business leaders today are able to manage
global enterprises on an unprecedented scale because computers enable them to
transfer information anywhere in a fraction of a second. Scientists can now solve
problems that were beyond their reach until the computer made the necessary cal-
culations possible. Filmmakers use computers to generate dramatic visual effects
that are impossible to achieve without them. Doctors can determine much more
accurately what is going on inside a patient because computers have enabled a
massive transformation in the practice of medicine.

Computers are a profoundly empowering technology. The advances we have seen
up to now are small compared to what we will see in the next century. Computers
will play a major role in shaping that century, just as they have the last 50 years.
Those of you who are students today will soon inherit the responsibility of guiding
- that progress. As you do so, knowing how to use computers can only help.

Like most skills that are worth knowing, learning how computers work and how
to control their enormous power takes time. You will not understand it all at once.
But you must start somewhere. Twenty-five centuries ago, the Chinese philoso-
pher Lao-tzu observed that the longest journey begins with a single step. This
book can be your beginning.

For many of you, however, the first step can be the hardest to take. Many stu-
dents find computers overwhelming and imagine that computer science is beyond
their reach. Learning the basics of programming, however, does not require
advanced mathematics or a detailed understanding of electronics. What matters in
programming is whether you can progress from the statement of a problem to its
solution. To do so, you must be able to think logically. You must have the neces-
sary discipline to express your logic in a form that the computer can understand.
Perhaps most importantly, you must be able to see the task through to its comple-
tion without getting discouraged by difficulties and setbacks. If you stick with the
process, you will discover that reaching the solution is so exhilarating that it more
than makes up for any frustrations you encounter along the way.

This book is designed to teach you the fundamentals of programming and the
basics of C, which is the dominant programming language in the computing indus-
try today. It treats the whys of programming as well as the hows, to give you a feel
for the programming process as a whole. It also includes several features that will
help you focus on the essential points and avoid errors that slow you down. The
next few pages summarize these features and explain how to use this book effec-
tively as you begin your journey into the exciting world of computer science.
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For Chapter Review

Each chapter includes .éasily accessible material to guide your study
and facilitate review of the central topics.

CHAPTER 4

Statement Forms

The statements was interesting but tough.
— Mark Twain, Adventures of Huckleberry Finn, 1884

The list of objectives
previews the key topics
covered by the chapter. Obiettives
Because each objective o Rl i bt i sl s

To recognize that the equal sign used for assignment is treated s a binary operator in (.
= To understand that statements can be collected into blocks.

= To recognize thot control statements fall into two dlasses: conditional and iterative.
help you to assess = To loarn how to manipulate Boolean dato and to appreciat it importance.

To increase your fomiliarity with the relational operators: =, 1=, <, <=, >, and >=.

To understond the behavior of the &=, 1 1, and : operators.

To master the detoils of the i £, switch, while, ond for stalements.

identifies a concrete skill,
the chapter objectives

your mastery of the

essential material.



Summary

In Chapter 3, you looked at the process of programming from a holistic perspec-
tive that emphasized problem solving. Along the way, you learned about several
control statements in an informal way. In this chapter, you were able t» investigate
how those statements work in more detail. You were also introduced to a new type
of data called Boolean data. Although this data type contains only two values—
TRUE and FALSE—being able to use Boolean data effectively is extremely impor-
tant to successful programming and is well worth a little extra practice.

This chapter also introduced several new operators, and at this point it is helpful
to review the preced lationships for all the op you have seen so far,
That information is summarized in Table 4-1 the operators are listed from highest
to lowest precedence.

The important points introduced in this chapter includ

« Simple statements consist of an expression followed by a semicolon.

» The = used to specify assignment is an operator in C. Assignments are there-
fore legal expressions, which makes it possible to write embedded and multi-
ple assignments.

« Individual can be
commonly called blocks.

« Control statements fall into two classes: conditional and iterative.

= The genlib library defines a data type called bool that is used to represent
Boolean data. The type bool has only two values: TRUE and FALSE.

« You can generate Boolean values using the relational operators (<, <=, >,
>=, ==, and !=) and combine them using the logical operators (s, ||, and
1)

« The logical operators & and | | are evaluated in left-to-right order in such a
way that the evaluation stops as soon as the program can determine the
result. This behavior is called short-circuit evaluation.

1 q

into pound more

Operator Associativity
unary - ++ -- | (typecasl) right-to-left
* /% left-to-right
+ - HHo-righ'
€ <= -i% >= |efHo~right
== = left-to-right
& left-to-right
1 left-to-right
2 right-to-left
= op=. right-to-left

Semmary 131

TABLE 4-1

 Objectives

The Summary describes,
in rhore detail, what you
should have learned in
connection with the




~ Learning to Program

Programming is both a science and an art. Le:arniﬁg' to program well
requires much more than memorizing a set of rules. You must learn through

experience and by reading other programs. This text includes several

The text includes a

large number of Program
examples that illustrate how
individual C complete are used
to create complete programs.
These examples also serve as
models for your own programs;
in many cases, you can solve a
new programming problem by
making simple modifications to
a program from the text.

features to aid in this process.

The final character in the string is a special character called newline, indicated by
the sequence \n. When the printf function reaches the period at the end of the
sentence, the cursor is sitting at the end of the text, just after the period. If you
wanted to extend this program so that it wrote out more messages, you would
probably want to start each new message on a new screen line. The newline char-
acter, defined for all modern computer systems, makes this possible. When the
printf function processes the newline character, the cursor on the screen moves
to the beginning of the next line, just as if you hit the Return key on the keyboard
(this key is labeled Enter on some computers). In C, programs must include the
newline character to mark the end of each screen line, or all the output will run
together without any line breaks.

2.2 A program to add two numbers

To get a better picture of how a C program works, you need to consider a slightly
more sophisticated example. The program add2.c shown in Figure 2-2 asks the
user to enter two numbers, adds those numbers together, and then displays the
sum.

The add2.c program incorporates several new programming concepts that were
not part of hello,c. First, add2.c uses a new library called simpio, simplified

e

I*
* File: add2.c

* This program reads in two numbers, adds them together,
* and prints their sum.

#include <stdio.h>
#include "genlib.h"
#include "simpio.h"

main ()

{

int nl, n2, total;

printf ("This program adds two numbers.\n");
printf(*1lst number? *);

nl = GetInteger();

printf("2nd number? *);

n2 = GetInteger();

total = nl + n2;

printf("The total is %d.\n", total);

%



The printf function can display any number of data values as part of the output.

For edch integer value you want to appear as part of the output, you need to

include the code %d in the string that is used as the first argument in the printf

. call. The actual values to be displayed are given as additional arguments to

L printf, listed in the order in which they should appear. For example, if you
o changed the last line of the add2.c program to

printf("%d + %d = %d\n", nl, n2, total);

the value of n1 would be substituted in place of the first %d, the value of n2 would
appear in place of the second %d, and the value of total would appear in place of
the third %d. The final image on the computer screen would be

This program adds two numbers.
1st number? 2J

2nd number? 3.

2+3=5

The print f function is discussed in more detail in Chapter 3.

Cascading i £ statements

The syntax box on the right illustrates an important special case of the if state-
ment that is useful for applications in which the number of possible cases is larger
than two. The characteristic form is that the

else part of a condition consists of yet ”
another test to check for an alternative con- St if statements
dition. Such statements are called cascad- if (condition;) {
ing if statements and may involve any statements,
number of else if lines. For example, the ) else if (conditiony) { any
program signtest .c in Figure 4-3 uses the statements; number
ding if to report whether a ) else if (condition;) { may
number is positive, zero, or negative. Note Statements dappear
that there is no need to check explicitly for ) else {
‘ the n < 0 condition. If the program reaches statementspone
i that last else clause, there is no other possi- )
bility, since the earlier tests have eliminated whiras
o the positive and zero cases. each condition; is a Boolean expressi
sl In many situations, the process of choos- each smlemems, is a block of s(atcmenls to be executed
9 ing b a set of independent cases can if condition; is TRUE
be handled more efficiently using the statements o, is the block of statements to be executed
switch statement, which is described in a if every condition; is FALSE
separate section later in this chapter.

The 2 : operator (optional)

The C programming language provides another, more compact mechanism for
onditional e :




XV

" To Avoid Errors

All programmers, even the best ones, make mistakes. Finding these e
mistakes, or bugs, in your programs is a critically important skill. The following
features will help you to build this skill. '

IR BEY bolance2.c (buggy version)
/

* File: balance2.c

* This file contains a buggy second attempt at a program to

* balance a checkbook.
./

To help you learn to recognize and

correct bugs, this text includes several

#include <stdio.h>
#include *genlib.h”
#include *simpio.h*

main()

(

double entry, balance;

printf(*This program helps you balance your checkbook.\n*®);
printf (*Enter each check and deposit during the month.\n"):

buggy programs that illustrate typical
errors. To make sure you do not use
these programs as models, such
incorrect programs are marked with
a superimposed image of a bug.

printf(*"To indicate a check, use a minus sign.\n");
printf("Signal the end of the month with a 0 value.\n");
printf("Enter the initial balance: *);

balance = GetReal():
while (TRUE) {

printf ("Enter check (-) or deposit: *);

entry = GetReal();
if (entry == 0) break;
balance += entry;
if (balance < 0) {

printf("This check bounces.

balance -= 10;
)

$10 fee deducted.\n");

printf("Current balance = %g\n", balance);

}

printf(“Final balance = %g\n", balance):

Common Pitfalls provide handy
reminders about mistakes all
beginning programmers are
likely to make, and how to avoid
them. Faulty lines of code are
highlighted with a bug image
and annotated in color.

cCoMmMON
PITEALLS

When writing programs
that test for equolity, be
sure 1o use the == oper-
ator ond not the single =
operator, which signifies
ussignment. This error is
exiremely common and
can leod o bugs that ore
very difficult 1o find,
because the compiler
cannol detect the error.

== Equal
t= Not equal

When you write programs that test for equality, be very careful to use the == oper-
ator, which is composed of two equal signs. A single equal sign is the assignment
operator. Since the double equal sign violates conventional mathematical usage,
replacing it with a single equal sign is a particularly common mistake. This mis-
take can also be very difficult to track down because the C compiler does not usu-
ally catch it as an error. A single equal sign usually turns the expression into an
embedded assignment, which is perfectly legal in C; it just isn’t at all what you
want. For example, if you wanted to test whether the value of the variable x were
equal to 0 and wrote the following conditional expression

if (x%\) v o This s incorrect.

the results would be confusing. This statement would not check to see if x were
equal to 0. It would instead insist on this condition by assigning the value 0 to x,
which C would then interpret (for reasons too arcane to describe at this point) as
indicating a test result of FALSE. The correct test to determine whether the value of
the variable xis equal to 0 is
if (x==0) . . .

Be careful to avoid this error. A little extra care in entering your program can save
a lot of debugging time later on



