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Preface

About This Book

When Digital System Design with VHDL was published, the idea of combining a
text on digital design with one on a hardware description language seemed novel.
At about the same time, several other books with similar themes were published.
Digital System Design with VHDL has now been adopted by several universities as a
core text and has been translated into Polish, Chinese, Japanese, and Italian. I had
thought about writing Digital System Design with Verilog, but I had (and still have)
some doubts about using Verilog as a teaching language despite its widespread use.
Soon after the second edition of Digztal Systems Design with VHDL was published, a
new hardware description language appeared—SystemVerilog. This new language
temoved many of my doubts about Verilog and even offered some noticeable ad-
vantages over VHDL. So the success of the first book and the appearance of the
new language convinced me that the time had come for a new edition.

This book is intended as a student textbook for both undergraduate and post-
graduate students. The majority of Verilog and System Verilog books are aimed at
practicing engineers. Therefore, some features of SystemVerilog are not described
at all in this book. Equally, aspects of digital design are covered that would not be
included in a typical SystemVerilog book.

Syllabuses for electrical, electronic, and computer engineering degrees vary
between countries and between universities or colleges. The material in this book
has been developed over a number of years for second- and third-year undergradu-
ates and for postgraduate students. It is assumed that students will be familiar with
the principles of Boolean algebra and combinational logic design. At the University
of Southampton, UK, the first-year undergraduate syllabus also includes introduc-
tions to synchronous sequential design and programmable logic. This book there-
fore builds upon these foundations. It has often been assumed that topics such as
SystemVerilog are too specialized for second-year teaching and are best left to final
year or postgraduate courses. There are several good reasons why SystemVerilog

xvii
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should be introduced eatlier into the curriculum. With increasing integrated circuit
complexity, there is a need for graduates with knowledge of SystemVerilog and the
associated design tools. If left to the final year, there is little or no time for the
student to apply such knowledge in project work. Second, conversations with col-
leagues from many countries suggest that today’s students are opting for computer
science or computer engineering courses in preference to electrical or electronic
engineering. SystemVerilog offers a means to interest computing-oriented students
in hardware design. Finally, simulation and synthesis tools and FPGA design kits
are now mature and available relatively inexpensively to educational establishments
on PC platforms.

Structure of This Book

Chapter 1 introduces the ideas behind this book, namely the use of electronic design
automation tools and CMOS and programmable logic technology. We also consider
some engineering problems, such as noise margins and fan-out. In Chapter 2, the
principles of Boolean algebra and combinational logic design are reviewed. The
important matter of timing and the associated problem of hazards are discussed.
Some basic techniques for representing data are discussed.

SystemVerilog is introduced in Chapter 3 through basic logic gate models. The
importance of documented code is emphasized. We show how to construct netlists
of basic gates and how to model delays through gates. We also discuss parameter-
ized models. The idea of using SystemVerilog to verify models with testbenches is
introduced.

In Chapter 4, a variety of modeling techniques are described. Combinational
building blocks, buffers, decoders, encoders, multiplexers, adders, and parity check-
ers are modeled using a range of concurrent and sequential SystemVerilog coding
constructs. The SystemVerilog models of hardware introduced in this chapter and in
Chapters 5, 6, and 7 are, in principle, synthesizable, although discussion of exactly
what is supported is deferred until Chapter 10. Testbench design styles are again
discussed in Chapter 4. In addition, the IEEE dependency notation is introduced.

Chapter 5 introduces various sequential building blocks: latches, flip-flops, reg-
isters, counters, memory, and a sequential multiplier. The same style as Chapter 4
is used, with JEEE dependency notation, testbench design, and the introduction of
SystemVerilog coding constructs.

Chapter 6 is probably the most important chapter of the book and discusses
what might be considered the cornerstone of digital design: the design of finite state
machines. The ASM chart notation is used. The design process from ASM chart to
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D flip-flops and next state and output logic is described. SystemVerilog models of
state machines are introduced.

In Chapter 7, the concepts of the previous three chapters are combined. The
ASM chart notation is extended to include coupled state machines and registered
outputs, and hence to datapath-controller partitioning. From this, we explain the
idea of instructions in hardware terms and go on to model a very basic micro-
processor in SystemVerilog. This provides a vehicle to introduce interfaces and
packages.

The design of testbenches is discussed in more detail in Chapter 8. After re-
capping the techniques given in earlier chapters, we go on to discuss testbench
architecture, constrained random test generation, and assertion-based verification.

SystemVerilog remains primarily a modeling language. Chapter 9 describes the
operation of a SystemVerilog simulator. The idea of event-driven simulation is first
explained, and the specific features of a SystemVerilog simulator are then discussed.

The other, increasingly important, role of SystemVerilog is as a language for
describing synthesis models, as discussed in Chapter 10. The dominant type of
synthesis tool available today is for RTL synthesis. Such tools can infer the existence
of flip-flops and latches from a SystemVerilog model. These constructs are described.
Conversely, flip-flops can be created in etror if the description is poorly written,
and common pitfalls are described. The synthesis process can be controlled by
constraints. Because these constraints are outside of the language, they are discussed
in general terms. Suitable constructs for FPGA synthesis are discussed. Finally,
behavioral synthesis, which promises to become an important design technology, is
briefly examined.

Chapters 11 and 12 are devoted to the topics of testing and design for test. This
area has often been neglected, but is now recognized as being an important part of
the design process. In Chapter 11, the idea of fault modeling is introduced. This is
followed by test generation methods. The efficacy of a test can be determined by
fault simulation.

In Chapter 12, three important design-for-test principles are described: scan
path, built-in self-test (BIST), and boundary scan. This has always been a very dry
subject, but a SystemVerilog simulator can be used, for example, to show how a
BIST structure can generate different signatures for fault-free and faulty circuits.

We use SystemVerilog as a tool for exploring anomalous behavior in asyn-
chronous sequential circuits in Chapter 13. Although the predominant design style
is currently synchronous, it is likely that digital systems will increasingly consist
of synchronous circuits communicating asynchronously with each other. We intro-
duce the concept of the fundamental mode and show how to analyze and design
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asynchronous circuits. We use SystemVerilog simulations to illustrate the problems
of hazards, races, and setup and hold time violations. We also discuss the problem
of metastability.

The final chapter introduces Verilog-AMS and mixed-signal modeling. Brief
descriptions of digital-to-analog converters (DACs) and analog-to-digital converters
(ADCs) are given. Verilog-AMS constructs to model such converters are given. We
also introduce the idea of a phase-locked loop (PLL) here and give a simple mixed-
signal model.

The Appendix briefly describes how SystemVerilog differs from earlier versions
of Verilog.

At the end of each chapter a number of exercises have been included. These
exercises are almost secondary to the implicit instruction in each chapter to sim-
ulate and, where appropriate, synthesize each SystemVerilog example. To perform
these simulation and synthesis tasks, the reader may have to write his or her
own testbenches and constraints files. The examples are available on the Web at
zwolinski.org.

How to Use This Book

Obviously, this book can be used in a number of different ways, depending on the
level of the course. At the University of Southampton, I have been using the material
as follows.

Second Year of MEng/BEng in Electronic Engineering

Chapters 1 and 2 are review material, which the students would be expected to read
independently. Lectures then cover the material of Chapters 3 through 7. Some of
this material can be considered optional, such as Sections 5.3 and 5.7. Additionally,
some constructs could be omitted if time is limited. The single-stuck fault model of
Section 11.2 and the principles of test pattern generation in Section 11.3, together
with the principles of scan design in Section 12.2, would also be covered in lectures.

Third Year of MEng/BEng in Electronic Engineering

Students would be expected to independently re-read Chapters 4 to 7. Lectures
would cover Chapters 8 to 13. Verilog-AMS, Chapter 14, is currently covered in a
fourth-year module.

In all years, students need to have access to a SystemVerilog simulator and an
RTL synthesis tool in order to use the examples in the text. In the second year, a group
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design exercise involving synthesis to an FPGA would be an excellent supplement
to the material. In the third year at Southampton, all students do an individual
project. Some of the individual projects will involve the use of SystemVerilog,

Web Resources

A Web site accompanies Digital System Design with SystemVerilog by Mark
Zwolinski. Visit the site at zwolinski.org. Here you will find valuable teaching and
learning material including all the SystemVerilog examples and links to sites with
SystemVerilog tools.
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