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Praise for Implementation Patterns

“Kent is a master at creating code that communicates well, is easy to under-
stand, and is a pleasure to read. Every chapter of this book contains excellent
explanations and insights into the smaller but important decisions we continu-
ously have to make when creating quality code and classes.”

—Erich Gamma, IBM Distinguished Engineer

“Many teams have a master developer who makes a rapid stream of good deci-
sions all day long. Their code is easy to understand, quick to modify, and feels
safe and comfortable to work with. If you ask how they thought to write some-
thing the way they did, they always have a good reason. This book will help
you become the master developer on your team. The breadth and depth of top-
ics will engage veteran programmers, who will pick up new tricks and improve
on old habits, while the clarity makes it accessible to even novice developers.”
~—Russ Rufer, Silicon Valley Patterns Group

“Many people don’t realize how readable code can be and how valuable that
readability is. Kent has taught me so much, I'm glad this book gives everyone
the chance to learn from him.”

—Martin Fowler, chief scientist, ThoughtWorks

“Code should be worth reading, not just by the compiler, but by humans. Kent

Beck distilled his experience into a cohesive collection of implementation pat-

terns. These nuggets of advice will make your code truly worth reading.”
—Gregor Hobpe, author of Enterprise Integration Patterns

“In this book Kent Beck shows how writing clear and readable code follows
from the application of simple principles. Implementation Patterns will help
developers write intention revealing code that is both easy to understand and
flexible towards future extensions. A must read for developers who are serious
about their code.”

—Sven Gorts

“Implementation Patterns bridges the gap between design and coding. Beck
introduces a new way of thinking about programming by basing his discussion
on values and principles.”

—Diomidis Spinellis, author of Code Reading and Code Quality
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Chapter 1

Introduction

Here we are together. You’ve picked up my book (it’s yours now). You already
write code. You have probably already developed a style of your own through
your own experiences.

The goal of this boak is to help you communicate your intentions through
your code. The book begins with an overview of programming and patterns
(chapters 2-4). The remainder of the book (chapters 5-8) is a series of short
essays, patterns, on how to use the features of Java to write readable code. It
closes with a chapter on how to modify the advice here if you are writing
frameworks instead of applications. Throughout, the book is focused on
programming techniques that enhance communication.

There are several steps to communicating through code. First I had to
become conscious while programming. I had been programming for years when
I first started writing implementation patterns. I was astonished to discover
that, even though programming decisions came smoothly and quickly to me, I
couldn’t explain why I was so sure a method should be called such-and-so or
that a bit of logic belonged in this object over here. The first step towards
communicating was slowing down long enough to become aware of what I was
thinking, to stop pretending that I coded by instinct.

The second step was acknowledging the importance of other people. I found
programming satisfying, but I am self-centered. Before I could write
communicative code I needed to believe that other people were as important as
I was. Programming is hardly ever a solitary communion between one man and
one machine. Caring about other people is a conscious decision, and one that
requires practice.

Which brings me to the third step. Once I had exposed my thinking to
sunlight and fresh air and acknowledged that other people had as much right to
exist as I did, I needed to demonstrate my new perspective in practice. I use the
implementation patterns here to program consciously and for others as well as
myself.




CHAPTER 1 INTRODUCTION

You can read this book strictly for technical content—useful tricks with
explanations. However, I thought it fair to warn you that there is a whole lot
more going on, at least for me.

You can find those technical bits by thumbing through the patterns chapters.
One effective strategy for learning this material is to read it just before you need
to use it. To read it “just-in-time”, I suggest skipping right to chapter 5 and
skimming through to the end, then keeping the book by you as you program.
After you’ve used many of the patterns, you can come back to the introductory
material for the philosophical background behind the ideas you’ve been using.

If you are interested in a thorough understanding of the material here, you
can read straight through from the beginning. Unlike most of my books,
however, the chapters here are quite long, so it will take concentration on your
part to read end-to-end.

Most of the material in this book is organized as patterns. Most decisions in
programming are similar to decisions that have come before. You might name a
million variables in your programming career. You don’t come up with a
completely novel approach to naming each variable. The general constraints on
naming are always the same: you need to convey the purpose, type, and lifetime
of the variable to readers, you need to pick a name that’s easy to read, you need
to pick a name that’s easy to write and format. Add to these general constraints
the specifics of a particular variable and you come up with a workable name.
Naming variables is an example of a pattern: the decision and its constraints
repeat even though you might create a different name each time.

I think patterns often need different presentations. Sometimes an
argumentative essay best explains a pattern, sometimes a diagram, sometimes a
teaching story, sometimes an example. Rather than cram each pattern’s
description into a rigid format, I have described each in the way I thought best.

This book contains 77 explicitly named patterns, each covering some aspect
of writing readable code. In addition, there are many smaller patterns or
variants of patterns that I mention in passing. My goal with this book is to offer
advice for how to approach most common, daily coding tasks so as to help
future readers understand what the code is supposed to do.

This book fits somewhere between Design Patterns and a Java language
manual. Design Patterns talks about decisions you might make a few times a
day while developing, typically decisions that regulate the interaction between
objects. You apply an implementation pattern every few seconds while
programming. While language manuals are good at describing what you can do
with Java, they don’t talk much about why you would use a certain construct or
what someone reading your code is likely to conclude from it.




Tour GuIDE

Part of my philosophy in writing this book has been to stick to topics I know
well. Concurrency issues, for example, are not addressed in these
implementation patterns, not because concurrency isn’t an important issue, but
rather because it is not one on which I have a lot to say. My concurrency
strategy has always been to isolate as much as possible concurrent parts of my
applications. While I am generally successful in doing so, it’s not something I
can explain. I recommend a book such as Java Concurrency in Practice for a
practical look at concurrency.

Another topic not addressed in this book is any notion of software process.
The advice about communicating through code here is intended to work
whether that code is written near the end of a long cycle or seconds after a
failing test has been written. Software that costs less overall is good to have,
whatever the sociological trappings within which it is written.

I also stop short of the edges of Java. I tend to be conservative in my
technology choices because I have been burned too often pushing new features
to their limits (it’s a fine learning strategy but too risky for most development).
So, yow’ll find here a pedestrian subset of Java. If you are motivated to use the
latest features of Java, you can learn them from other sources.

Tour Guide

The book is divided into seven major sections as seen in Figure 1.1. Here they
are:

* Introduction—these short chapters describe the importance and value of
communicating through code and the philosophy behind patterns.

* Class—patterns describing how and why you might create classes and how
classes encode logic.

* State—patterns for storing and retrieving state.
* Behavior—patterns for representing logic, especially alternative paths.

* Method—patterns for writing methods, reminding you what readers are
likely to conclude from your choice of method decomposition and names.

* Collections—patterns for choosing and using collections.

* Evolving Frameworks—variations on the preceding patterns when building
frameworks instead of applications.




