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Preface

The study of programming languages at the advanced undergraduate or graduate level
usually covers two main areas: principles of language design and two or three different
programming paradigms. Texts for this study tend to fall into either of two categories:
1) concept-based surveys of a wide range of language design topics and paradigms; and
2) interpreter-based treatments of the design principles presented in a functional lan-

guage.

APPROACH

This text attempts to unite the best features of these two approaches into a single and co-
herent framework. Like the interpreter-based texts, we include a rigorous, complete, and
hands-on treatment of the principles using a formal grammar, type system, and denota-
tional semantics, including an interpreter that implements the formal model. In contrast
with these texts, we use Java as the language of illustration rather than a functional lan-
guage. Like the concepts-based texts, this text presents and contrasts the major language
design topics and programming paradigms. Unlike the concepts-based texts, we hope to
cover this material in a more modern and coherent fashion.

Our approach is based on the belief that a formal treatment of syntax and semantics,
a consistent use of the mathematical notations learned in discrete mathematics, and a
hands-on treatment of the principles of language design are centrally important to the
study of programming languages. This approach is advocated, for instance, in the design
of the Programming Languages course in the Liberal Arts Model Curriculum [Walker
1996], and is also consistent with the recommendations of Computing Curricula 2001
[CC 2001]. The concepts-based texts seem to have foregone such rigor in recent years
in favor of surveying an increasingly wide variety of topics and languages. The topics
that should be central to a student’s understanding of language principles and para-
digms, such as the formal treatment of semantics, are usually presented late in these
texts, as one of many unrelated topics, and in a way that encourages instructors to skip
them altogether. We think that a study of programming languages principles should in-
tegrate these topics in a more compelling way.

With regard to Computing Curricula 2001 [CC2001], the material in this text cov-
ers all the topics (PL1 through PL11) in the Programming Languages section of the core
body of knowledge. It also covers other topics in that core body of knowledge, such as
event-driven and concurrent programming (PF6), memory management (OS5), and
functional and logic programming (IS). However, this text generally treats these topics
in greater depth than that suggested by Computing Curricula 2001.

Our treatment of syntax and semantics includes the use of BNF grammars and a
formal denotational approach to type systems and semantics. This approach is fully il-
lustrated, so that the theory can be explored by students with the aid of a Java interpreter

xiii



xiv

Preface

that directly implements the formal semantics. This approach allows students to study
all the dimensions of language design using the available formal tools: BNF grammars,
abstract syntax, recursive descent parsing, and functional definitions of type systems
and meaning. A small imperative language that we call “Jay” is used as a basis for illus-
trating the principles of language design and formal methods. Java is used throughout
Chapters 2-5 as the implementation language for exercising the syntax, type-checking,
and semantics functions of Jay.

Another point of departure from the concepts-based texts is that we have tried to
focus on a single language per paradigm. We believe that a deeper understanding of
each paradigm is more important than a survey of the many languages that support it.
Often the same problem is solved in each paradigm so that an instructor can better il-
lustrate the differences between the paradigms.

Java is ideally suited to supporting most of the topics in this text. It is a widely pop-
ular language, designed in a more principled way and containing a richer collection of
features than most of its predecessors. This versatility allows Java to be used in most of
the lab exercises and illustrations that accompany this text. So we use Java for the im-
perative, object-oriented, event-driven, and concurrent programming paradigms. We
use Scheme and Haskell for the functional paradigm, and Prolog for the logic program-
ming paradigm. Why two languages for functional programming? Scheme represents a
more traditional, widely used Lisp-like functional style which cannot be summarily
overlooked. However, Haskell contains several contemporary features—lazy evalua-
tion, list continuations, and a strong and versatile type system—that set it apart from the
traditional functional programming style, and thus merit its separate inclusion. As a
practical matter, we recommend that instructors cover only one of these two languages
in the functional programming part of the course.

We have extended the discussion of formal semantics into some of the paradigm
chapters as well. That is, the run-time semantics of Jay are reimplemented in the object-
oriented, functional, and logic programming chapters. This strategy provides more co-
herence for the book overall by working out a single substantial example in each of sev-
eral different programming styles.

Another thread that can be followed through the book is formal correctness of pro-
grams. Axiomatic correctness of imperative programs is treated in Chapter 3. Both the
chapter on object-oriented programming and the one on functional programming con-
tain a section on formal correctness.

Beyond the “standard” paradigms—imperative, object-oriented, functional, and
logic programming—this book identifies two other paradigms: event-driven program-
ming and concurrent programming.

Event-driven programming characterizes programs that respond to events arriving
in an unpredictable sequence, rather than controlling a priori the sequence in which
these events occur. The most dramatic current examples of the event-driven paradigm
are those programs written for Web-based interactions—online registration and elec-
tronic commerce applications, for example. But event-driven programming is a more
mature paradigm than these recent applications suggest. It also appears in programs that
are embedded in vehicles, operating systems, networks, and home alarm systems. We
are convinced that this paradigm is sufficiently mature and distinctive from the others
that it can no longer be ignored in any study of programming languages that presumes
to cover the major paradigms.
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Concurrent programming is a sixth paradigm treated in this text. Parallelism is cen-
tral in modern computing, and is seeing increasing visibility at the programming lan-
guage and application level, especially in scientific computing. Combining this emer-
gence with traditional applications at the operating system and hardware levels,
concurrent programming now requires first-class attention in a programming languages
text. Thus, the book has a chapter on concurrent programming, including the related
concepts of parallelism and nondeterminism that occur at the systems and applications
levels.

COURSE ORGANIZATION

This text contains more material than can be covered in a one-semester course. Our ex-
perience shows that there are at least two different paths through the text for a 14-week
semester. There are definitely more, as the following diagram suggests:

Chapter:
] =—> 2 — 3* > 4% »
the Principles
- — =) Q%
the —
Key: Paradigms
—> = required
===» = optional r---»l()
* = partial coverage
*k = choose 2-3 of Chapters 7-11 L——»1]

The chapter sequence divides the course into two major parts: a study of the princi-
ples of programming languages (Chapters 1-6) and a study of two or three major para-
digms (separate from the imperative paradigm). Which paradigms to cover, of course,
will vary with the preferences of the instructor and the content of other courses in the
curriculum. For instance, if the curriculum regularly offers a course in parallel comput-
ing, Chapter 11 might not be covered in this course.

Some of the chapters are marked for partial coverage, again depending on local
conditions. Coverage of Chapter 3 (semantics) should include type systems and denota-
tional semantics, but operational and/or axiomatic semantics may be skipped. Some sec-
tions of Chapters 4 and 5 may also be skipped, depending on the preferences of the in-
structor for depth in the imperative paradigm. We do recommend that, as a minimum,
the complete syntax and semantics of Jay, along with the syntax and semantics of meth-
ods and parameters that appear in these chapters, not be excluded.

Moreover, coverage of Chapter 8 (functional programming) will normally include
either Scheme or Haskell and omit the other. We have intentionally designed the “para-
digms” chapters to be mutually independent. However, they do revisit topics in syntax



xvi Preface

Table 1

Two feasible
1-semester course
outlines

Bowdoin
Introduction 0.5
Syntax 2
Semantics 2
Imperative Programming 2
Memory Management 2
Object-oriented programming 1
Functional Programming 2
Logic Programming 2.5

Total weeks = 14

Introduction 0.5
Object-oriented programming 2
Syntax 1.5

Semantics 2

Imperative Programming 1.5
Exception Handling 1

Functional Programming 2
Event-driven Programming 2
Concurrent Programming 1
Total weeks = 13.5

and semantics that are introduced in the first four chapters, so these four should nor-
mally be covered early in the course.

Table 1 shows two sample course outlines that we have used at Bowdoin and
William and Mary while class-testing this material. The numbers beside the topics indi-
cate the approximate number of weeks in a semester devoted to each topic.

We note that Chapter 6 on Exception Handling is somewhat problematic. Logically
it belongs with Chapters 2—5 which cover the syntax and semantics of imperative lan-
guages. However, unlike these chapters, Chapter 6 is more conceptual in nature (like the
paradigm Chapters 7—-11) in that exceptions are not modeled formally. Also, because
exceptions in Java are objects, some knowledge of the object-oriented paradigm is
needed to present the material on exceptions. This option of covering Chapter 7 before
Chapter 6 is reflected in the William and Mary course outline.

PREREQUISITES

Knowledge of Java is normally a prerequisite for using this text, since Java is the lan-
guage of illustration in most chapters. However, at William and Mary we have used this
material in a course where students had only C++ and imperative programming experi-
ence. In this case, we covered the Java Tutorial appendix and the object-oriented pro-
gramming chapter immediately after Chapter 1, and Table 1 shows that it is a workable
alternative. In any event, we recommend that students in this course have access to a
good Java reference which will provide language-specific information beyond what ap-
pears in the Java Tutorial appendix.

On the other hand, we do expect that students in this course will bring some math-
ematical skills, as would be found in a discrete mathematics or discrete structures
course. We assume that students are familiar with the basic notions of functions, sets,
and logic, as well as some exposure to the basic ideas of recursion and proof. Such a
course, along with a data structures course (i.e., familiarity with linked lists, stacks, flex-
ible arrays, and hash tables), will normally be prerequisites for this type of program-
ming languages course. Notions and notations for functions, sets, logic, and related
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mathematical topics are used throughout this text. A summary of these notations appears
in Appendix A.

Familiarity with the Java realizations of these ideas is helpful, but not necessary
since they are explained as they are used in the text and are also summarized in Appen-
dix C. The software for this text can be used with any implementation of Java 1.1 or
higher. We have implemented the Java software for this book using both Sun’s JDK Java
and Metrowerks’ Codewarrior Java.

WEBSITE AND PEDAGOGICAL SUPPORT

We have also developed a considerable suite of software to accompany this text. You
should use the website www.mhhe.com/tucker as a source for downloading that soft-
ware and communicating with the authors as you teach the course. This website con-
tains the following specific pedagogical support materials:

* A complete Java implementation of the formal syntax, type system, and seman-
tics of Jay, as discussed in Chapters 1-4 and summarized in Appendix B. Spe-
cific references to this software are made in many examples and exercises
throughout the text.

* A set of tools for “animating” various syntactic and semantic functions that are
discussed in this text. Algorithm animation is an active area of research in com-
puter science education, and we encourage instructors to experiment with these
tools to help students visualize the semantic features of programming lan-
guages.

* A set of downloadable transparency masters for all figures and tables in the text.

= Answers to the exercises; available to instructors via a secure password.
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“. .. the tools we are trying to use and the language we are using to express

or record our thoughts are the major determining factors determining what we
can think or express at all!”

Edsger W. Dijkstra [1972]

CHAPTER OUTLINE
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Programming languages, like our “natural” languages, are designed to facilitate the
expression and communication of ideas between people. The ideas expressed in natural
languages cover the whole spectrum of human expression, including prose and poetry,
as well as a wide range of subject matter. However, programming languages differ
from natural languages in two important ways. First, they have a narrower expressive
domain, in that they facilitate only the communication of algorithmic ideas between
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Chapter 1

Overview

1.1

people. Second, programming languages also enable the communication of algorithmic
ideas between people and computing machines. Thus the design of a programming lan-
guage must respond to different requirements than a natural language. We shall explore
these requirements and design alternatives for programming languages in this text.

In this study, we will see that there are many similarities between the features of
programming languages and the analogous features that characterize natural languages.
We will also see that there are fundamental differences, brought on by the special com-
putational environment in which a program must function. We explore these differences
in a fairly rigorous way. This study includes a formal treatment of the principles of pro-
gramming language design and a hands-on examination of the major programming
paradigms that these languages support.

The programming languages of tomorrow’s computers will be designed by those
who understand not only the features, strengths, and weaknesses of the programming
languages of today, but also the new application needs and programming potential that
can be offered by the computers of the future.

PRINCIPLES OF LANGUAGE DESIGN

Language designers need to have a basic vocabulary about language structure, meaning,
and other pragmatic features that aids in the understanding of how languages work with
computers to help programmers express algorithmic ideas. This vocabulary most natu-
rally expresses itself in the form of language design principles, many of which are
borrowed from linguistics and mathematics. The principles that underlie the design of
programming languages fall into the following categories:

¢ Syntax.

* Type systems and semantics.
e Memory management.

e Exception handling.

These areas are the principal topics of Chapters 2, 3, 5, and 6 respectively, and they
are briefly summarized below.

Syntax This design category helps us understand what constitutes a correctly written
program. That is, what is the grammar for writing programs in the language, and what
is the basic vocabulary of words and symbols that programmers use to form syntacti-
cally correct programs. Programming language designers have borrowed strongly from
the work of linguists in this area. We shall see that the syntactic structure of modern
programming languages is defined using the linguistic formalism called a context-free
grammar. This is done both for simplicity and clarity and to enable a more rigorous
treatment of the concepts.

Type Systems and Semantics This area addresses the types of values that programs can
manipulate and the meaning (semantics) of these programs. We shall see that type
systems and semantics are also best understood using a formal approach. When we



