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Freface

This text provides an introduction to the emerging field of silicon compilation and
the art of automatic chip design generation, perhaps the most exciting area in VLSI chip
design today and for some time to come.

This text is intended to give the reader a foundation in techniques and concepts
with which to create, understand, and explore silicon compilation. The text can serve as
a university textbook for the majority of a one-year graduate course in VLSI computer-
aided design, as a handbook for designers of computer-aided design systems, and as a
case study of a large software application.

Silicon compilation helps resolve today’s acknowledged ‘‘hardware crisis’’: the
great difficulty encountered in the generation of new, custom integrated circuit micro-
chips. This difficulty has become a ““crisis’’ only because the physical technology readi-
ly exists to produce wide varieties of very powerful and highly desired computational
engines. However, the greatest bottleneck involves the translation from the human
intent, a behavioral description of what the new chip is supposed to do, into the chip
‘“layout,”” a complete geometric representation from which these marvelous physical
technologies can readily produce reliable, working chips.

Any step toward the resolution of this hardware design crisis brings with it two
very important results. First, it brings a vast reduction in cost, and hence an increase in
the availability of products that make everybody’s life more pleasant. It widens pro-
foundly the applicability of these micro-chip technologies to facilitate even greater and
previously unimagined benefits to all of us. Second, it widens the scientific view of
information processing and the very character of information itself, by removing some of
the barriers that have provided artificial divisions in our ways of thinking, for example,
the great division between hardware and software. It brings us closer to a unified feeling
for information and its evolution.

The relative costs between the chip design process and the subsequent chip fabrica-
tion dramatically expose the design bottleneck. The design process produces a chip lay-
out and the fabrication process turns this layout into real chips. The design process can
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cost, for state-of-the-art designs, a few million dollars, and a year or more elapsed time
from the initial characterization of the chip (usually a short document specifying the
intended behavior for the chip) until a working design emerges. Once the design is com-
pleted (at which time it is a year behind the state of the art), the fabrication process even
for small-volume prototypes can cost well under $10,000 and take under a month.

How is it that we have become accustomed to such immense design costs? The
product of this process, a layout, is a picture consisting of about a million individual
shapes, all of which together must satisfy the constraints or “‘syntax’’ imposed by the
fabrication process. A single error in this maze of details often renders the entire chip
inoperative. Not only must this giant set of shapes satisfy the silicon ‘‘syntax,’’ but it
also must make the appropriate statement in this silicon language so that the chip will
perform as intended. In addition, the design must satisfy electrical constraints simply
because the whole technology is based on properties of electrical phenomena.

This text exposes ‘silicon compilation,”’ the art of automatic layout design gen-
eration, as a substantial solution to our hardware crisis. We who created silicon compila-
tion and introduced the term into computer science use the term *“silicon compiler’’ to
denote totally automatic translations from behavioral specifications to correct chip lay-
outs, just as the term ‘‘compiler’’ in software implies totally automatic translation from
high-level languages into machine languages. Human interaction is entirely optional, and
is limited so to affect in no way the behavioral correctness of the resulting layout.

Working silicon compilers have produced chip layouts in under one hour, from
behavioral specifications developed in under one week. These chips range from complete
microprocessors to special-purpose, application-dependent microprocessors. These sili-
con compilers are only the first such tools—design aids that implement the entire design
process automatically from behavioral specifications to correct layouts. They exploit
silicon’s native potentials without adopting the restrictions, inefficiencies, and ways of
thinking inherent with older technologies, like the PC-board place-and-route paradigm
adopted in ‘‘gate array’’ and *‘polycell’’ technologies.

A variety of semiautomatic techniques have emerged from industry and academia
which have tended toward isolated and/or partial solutions to limited, well-defined prob-
lems. Even complete solutions to subproblems, developed without considering the
overall compilation problem, very often render few, none, or negative improvements for
the overall chip, particularly when loose ends are left to manual, error-prone interven-
tion. This text, in contrast, emphasizes the overall problem and detailed solutions, some-
times even by using less-than-optimal solutions to subproblems, again, to show a great
flexibility and potential.

It is surprising perhaps that the effort required to provide complete automation is
actually considerably less than solving in a practical way a majority of subproblems in-
dependently, mainly because the compiler writer has complete control over the entire
automation. This of course facilitates more efficient solutions whose overall effect sur-
passes concentrated optimized local solutions.

The possibility of such complex uniformities also makes possible physical techno-
logies as yet unimagined, geared particularly toward use with silicon compilation; the
great degree of complexity supported by compilers facilitates new technologies which
might otherwise be out of reach to manual design. (We have seen recently that technolo-
gy has adapted to software compilers with the emergence of Pascal and LISP machines.)

The field of silicon compilation bridges the fields of electrical engineering and
software engineering. We find today in the domain of chip design the same kinds of
problems and attitudes that existed one or two decades ago in the software domain. In
both cases, chip and software designers have been faced with a rapidly growing base
technology, which has changed and is changing the relative costs of alternative ways of
doing business. The bottleneck ceases to be the limitations of the base technology, but
becomes instead the human limitations of formulating the design (layout or program).

Software compiler engineers have been and are faced with the question of how to
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make most effective use of the growing capacity of memory and speed. When software
compilers came to be, people began reluctantly to use them amid fears of losing efficien-
cy and control. Nonetheless, today these fears have nearly vanished, and large software
designers now ask not whether to use a compiler at all, but instead which compiler
(language) to use. Now, with the capacity of silicon chips continuing to grow very rapid-
ly, chip designers are faced with the same problem of how best to map human skills into
this generous silicon terrain.

We explore one silicon compiler in detail to provide continuity among the various
techniques and concepts shown. This silicon compiler, RELAY (REcursive Logic
ArraYs), was chosen because it is general purpose and illustrates many of the techniques
and concepts that apply to all kinds of silicon compilers. RELAY involves the capture of
behavior specified in terms of synchronous logic, its translation into an optimized dis-
junctive form, its simulation and translation into clocked PLA layout structures, its
placement and routing, and its electrical or performance modeling.

RELAY is also especially well suited to illustrate the wide and subtle variations
and optimizations afforded by the redistribution or reorganization of logic over the chip
area. The latter effect clearly exposes the novel flexibility and use of silicon compilers,
which renders them indispensible for all high-level design phases, including floor
planning—those phases where the majority of major headaches tend to focus in practice
because their resolutions are expensive.

The most valuable information derived from these efforts has been a collection of
techniques and new ways of thinking which facilitate the creation of these and other sili-
con compilers. These techniques and concepts form the bulk of this text.

In fact, these very techniques are applicable not only to silicon chips, but also to
technologies, some yet to be invented, which derive their function from specifications
rendered in terms of two (or three) dimensional layouts (pictures).

We do not cover in detail layout techniques which tend to be dependent on individ-
ual fabricators and physical technologies. We also do not cover the underlying physics of
microchips in general. Other texts cover these areas and provide the rigorous bases for
our abstractions. We resort, for example, to electrical properties only when they must be
taken into consideration. We focus instead on the software techniques used to generate
layouts of any kind, and to generate complete layouts of a more particular character.

We include a multitude of related programming examples; this is essential in order
to enhance confidence and a ‘‘can do’’ attitude, and to show all the essential details that
must be considered inevitably in any programming relationship with the computer. We
have chosen for this purpose the programming language ICL (Integrated Circuit
Language) which was developed especially for exploration into VLSI. ICL is appropri-
ate for use in this kind of text, primarily because many programming details (for many
applications) are handled implicitly by ICL. ICL does not burden us with most of those
programming details having nothing to do with VLSI (e.g., pointers, memory man-
agement, and various other awkwardnesses). In fact, ICL serves well as a clear formal
notation, useful in the way that mathematical notations are useful in math texts.

ICL notations are explained as they become parts of examples, so the reader can
make very practical use of the examples, at least in their understanding. In fact, all the
programming examples have been extracted from this text and run on the computer to
verify their correctness and to generate many of the illustrations. ICL is a complete
working language which has been used exclusively in the formulation and implementa-
tion of two complete silicon compilers, RELAY and BRISTLE BLOCKS, and has been
also used to service chip designers nationwide in providing exceptionally economical
chip fabrication from layouts.

The seasoned programmer may wonder if the simplicity of expression afforded by
this language carries with it a significant loss of efficiency. Surprisingly, empirical evi-
dence to date shows the opposite to be true, perhaps due in large part to the very direct
communication afforded by its human orientation.
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Introduction

The explosive progress occurring in integrated circuit fabrication has resulted in a
doubling of circuit density about every two years. Increased circuit densities attract cir-
cuits of increased complexity. This progress makes possible today’s single-chip
microprocessors and large memories. This progress also brings great increases in the
sheer complexity involved in the design process. This text introduces compilation as a
means of dealing with this increased complexity, a means long standing in the software
domain, where enormous complexity first emerged as a serious problem.

The creation of an integrated circuit proceeds in five basic steps. The creators
begin by drawing up a functional specification. They then formalize that specification
and perform simulations to build their confidence in its correctness. The major task fol-
lows as they translate the desired behavior into a two-dimensional language of silicon
where implementation appears as very complex sets of intricately overlapping shapes.
They send these sets of shapes, together called a layout, to a silicon foundry and receive
a large number of chips in return. The creation is completed as they test and package
each chip.

The major cost arises in the translation from the formal functional specification
into a two-dimensional layout. Typically, a human translator creates pieces of layout
with either paper and pencil or computerized graphical editors. Extreme care must be
taken in this process, much greater than the care required for software development
because the turnaround time and the cost for a run (chip fabrication) is very expensive.
The tedium involved in manual layout makes this process very error prone. Even a com-
puterized graphical editor admits anything the designer draws and thus ignores the
inherent syntax or constraints imposed by the two-dimensional language of silicon.

To verify adherence to silicon constraints, software has been developed which
checks layouts prior to their fabrication on silicon. Some programs look at layouts and
flag certain kinds of geometric violations. Other programs try to recreate the schematic
representation directly from the layout. These techniques provide for early error detec-
tion and thus cut down on the number of silicon fabrications required to debug a layout.
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However, such programs cannot catch all kinds of errors. Somebody still has to produce
the layout in the first place.

This hardware development technique contrasts current software development
techniques. On the one hand, programmers have compilers that translate high-level
specifications into machine language. On the other hand, layout designers have decom-
pilers, programs that read the silicon language and try to reconstruct higher-level
descriptions.

Decompilers are difficult to create because they must accept all possible expres-
sions in the silicon language, including all tricks of the trade. All design rule checkers,
for example, either do not flag all errors, or actually flag many perfectly correct situa-
tions as though they were errors.

A compiler, on the other hand, is much easier to create; it has only to accept a
well-defined formal language. The only requirement of such a formal language is that it
capture the domain of digital behavior.

The layout generated by a working silicon compiler is guaranteed to be correct
with respect to both the functional specification and the constraints of the silicon
language. Thus, the compiler users (e.g., layout planners) are freed to concentrate on
more productive tasks. They can try various architectures and quickly weigh the trade-
offs among various layouts and timing proposals. They can detect bottlenecks and
choose to lay these out manually. In analogy, software designers hand-code those rou-
tines that consume much of the computer resources.

Even though the layout generated by a silicon compiler may consume more area
than a layout generated manually, there are two factors that encourage the use of silicon
compilers. First, in tomorrow’s technology, we may ultimately have 100 times the densi-
ty available today. This means effectively 100 times today’s area and perhaps 100 times
today’s speed. Software compilers gained acceptance when available memory and speed
rendered unprofitable the human effort required for machine language coding. The same
applies to the silicon design effort.

Second, in today’s technology, one can buy a full microprocessor on a chip; how-
ever, the external logic required to employ such a chip in a system can require many
more chips than the microprocessor chip, particularly if the external logic is implement-
ed in commercially available SSI or MSI chips. The minimal design time associated
with a silicon compiler makes profitable the creation of a single chip to implement the
external logic. Implementing many SSI or MSI chips in one custom chip reduces the cost
of PC-board manufacturing, a particularly attractive cost reduction for high-volume
operations.

There are two focal points of concern in a silicon compiler. These are readily apparent
to users of such a compiler:

1 The source language: the language in which the user specifies the desired func-
tion, or behavior, to be performed by the new integrated circuit chip.

2 The target language: the capabilities of silicon, utilized in a very complex
two-dimensional color picture called a layout.

The quality or usefulness of a silicon compiler is measured by:
1 The ease of behavior specification afforded by the source language

2 The efficiency in use of silicon area and the operating speed of the finished
chip
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The first of these two considerations is perhaps more important and overlooked
more. Since the birth of integrated circuit technologies, designers have had direct access
to the target language, and have been most concerned with efficient use of the silicon
resource.

However, the ultimate value of an integrated circuit chip is measured by how well
it solves a particular problem, usually within a larger system. Even the most efficient
chip loses substantial value if it performs a service that mismatches the need within the
system. The most efficient chip is utilized inefficiently as the system designer has to
remold the system and introduce new chips around the given chip, so to accept the ser-
vices provided by the given chip.

Thus, integrated circuit chips designed with tunnel vision focused only on silicon
efficiency serve merely to pass the buck, or inefficiency, off into the overall system
within which it ultimately resides.

In contrast, a chip designed with the particular application foremost in mind can
afford some silicon inefficiencies if its role within an overall system matches the
system’s needs very closely. The design of such functionally optimal chips occurs pri-
marily not in the domain of silicon, but in the domain of possible behaviors or functions.
The “‘source language’” of a silicon compiler covers precisely this high-level domain.

Perhaps the most innovative progress in the field of silicon compilation revolves
around the design of the source language. While there exist many languages capable of
representing behavior, for example, nearly all software programming languages, a
source language for silicon compilation must:

1 Provide for direct specification of behaviors that are supported most profitably
in the native silicon (e.g., parallelism)

2 Simultaneously provide an overall integrity so that the language persists in
being a language of behavior, as opposed to merely a language of layout

geometry

The overriding importance of the source language is clearly evident today in the
software domain. For some time now people have based decisions concerning the choice
of a software compiler on the source language supported by the compiler, as opposed to
the efficiency of the code it ultimately produces in the target (machine) language. Con-
cern about the efficient use of inanimate resources takes a backseat to human conveni-
ence when the entire effort is considered realistically as a whole.

Software and hardware revolve around the same basic concern: The software designer
lays out a one-dimensoinal array of memory, whereas the integrated circuit designer lays
out a two-dimensional area of silicon. In each case, various constraints must be satisfied
to obtain a working product. In addition, both efforts involve lots of modification.

There are some fundamental differences between the constraints of software and
hardware. For example, GOTOs in software implementations cost only the memory
required for the GOTO instruction itself. The distance between the location of the
instruction and the target address plays no role in either execution time or memory con-
sumption. In contrast, a silicon GOTO requires area for the *‘wire’’ connecting the two
locations. A longer wire consumes more area and more execution time. Furthermore, a
wire in silicon has to avoid obstacles in order to avoid unwanted short circuits. A
software GOTO has no obstacles; it does not have to dodge a certain set of words in
memory.

Another difference between software and silicon concerns the different layers
required in silicon. A signal in silicon may be represented on any one of several layers.



