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Preface

The preface to Volume 1 concluded with the belief that as a result of its
interaction with computing and AI, logic is going to move to the next
stage of its evolution. Of particular importance in accelerating this process
is its attempts to cater for the needs of computationally handling human
reasoning and activity.

We would like to share with the reader our vision of this evolution and
interaction and how we see the handbooks as contributing to its realization.

Given an application area which may be a possible consumer for logical
analysis, there are two aspects to a successful use of logic to serve the
application.

The application area must be analysed and broken into distinct compo-
nents, which are the moving atomic components of the application, ready
for a suitable representation and logical analysis. The choice of atomic
units may depend on the purpose and environment of the application.

Suitable representations and suitable logics need to be chosen devised
and developed, which can naturally reflect the operations and movements
intrinsic to the applications. In any real application there are many logics
involved, formalizing different aspects of it. There are temporal aspects,
modal aspects, various nonmonotonic aspects, etc. These aspects and their
logics are naturally interleaved and combined in the application.

Current research activity pays a great deal of attention to methodologies
of different representations and logics. An enormous amount of energy is
spent on comparing logics in strength and properties and on introducing
new logics, their proof theory and automated deduction. It is now time to
pay more attention to how different logics and deduction methodologies can
be combined. In any real AI application, the dominant mechanisms—the
mechanisms reflecting intelligence—are the ones which combine and switch
from one logic to another.

In my opinion, the very question of whether logic can successfully and
fruitfully be applied in AI hinges on our ability to deliver well integrated
combined multilogic systems.

To focus our thoughts, let us take a concrete example. Consider a
university Head of Department planning the distribution of lectures and
courses. Among other considerations, there is reasoning involving whether
to hire a new temporary lecturer. Of course funds are needed but how
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much funds are available depends on the success of research project ap-
plications. In practice a good candidate might be lost if not approached
immediately, and so a sensible Head of Department might make an offer
based on expected funds, taking the risk that no funds arrive. In fact, the
university may have some guidelines on how such ‘risks’ may be taken.

This simple and realistic example involves several types of reasoning
and automated deduction machines:

1. temporal logic;

2. resource considerations and planning;

3. modal logic;

4. two-dimensional temporal logic and updates, and its relation to ac-
tions;

5. metalevel considerations.

The modal logic has to do with considerations of possible availability
of funds. The modal logic must be combined with the temporal logic with
possibly some metalevel aspects, to allow us to express the guidelines. The
two-dimensional temporal logic is needed to describe a possible planned
future, as seen from the past, on the basis of which a past action was
taken.

It is clear that the dominant logical feature for such an application is
the way the pure components are combined. Even if they are all expressed
in classical logic, they might not necessarily be expressed in the same de-
ductive framework for classical logic. Resolution may be most conveniently
used for the modal considerations while Horn clause logic may be used for
the temporal reasoning, because it involves a strong persistence property,
and hence can be formalized in the Horn fragment of classical logic.

The above shows that in fact we have to understand integration, or
combination in the widest sense, not only combining different logics but
also combining different deduction methodologies, of possibly the same
logic.

In addition, we should regard metalevel vs object level communication
as a special kind of combining logics.

I believe that the availability of good deduction methodologies for vari-
ous logics will be a decisive factor in the applicability of logic in AL These
good deduction methodologies are valuable not only because of the need for
practical implementable systems, but also for their role in the conceptual
level, facilitating the combination of logics and logical system design.

I am therefore happy to present to you Volume 2 of the Handbook on
Deduction Methodologies.

This volume contains chapters on the central topics of automated de-
duction.

Further chapters on automated deduction for non-classical logics can
be found in later volumes of this Handbook, for example the chapter of
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L. Farinas del Cerro and A. Herzig on Resolution methods for temporal
logics, in Volume 4.

I hope that this volume will make it easier to proceed with what I con-
sider to be the next major step in automated deduction, that of combining
deduction methodologies.

The Handbooks

The Handbook of Logic in Artificial Intelligence and Logic Programming
and its companion, the Handbook of Logic in Computer Science, have been
created in response to a growing need for an in-depth survey of the appli-
cation of logic in AT and computer science.

We see the creation of the Handbook as a combination of authoritative
exposition, comprehensive survey, and fundamental reasearch exploring the
underlying unifying themes in the various areas. The intended audience is
graduate students and researchers in the areas of computing and logic, as
well as other people interested in the subject. We assume as background
some mathematical sophistication. Much of the material will also be of
interest to logicians and mathematicians.

The tables of contents of the volumes were finalized after extensive dis-
cussions between Handbook authors and second readers. The first two
volumes present the background logic and mathematics extensively used
in artificial intelligence and logic programming. The point of view is ap-
plication oriented. The other volumes present major areas in which the
methods are used. These include: Volume 1—Logical foundations; Volume
2—Deduction methodologies; Volume 3—Nonmonotonic reasoning and Un-
certain reasoning; Volume 4— Epistemic and temporal reasoning; Volume
5—Logic programming.

The chapters, which in many cases are of monographic length and scope,
are written with emphasis on possible unifying themes. The chapters have
an overview, introduction, and main body. A final part is dedicated to
more specialized topics.

Chapters are written by internationally renowned researchers in their
respective areas. The chapters are co-ordinated and their contents were dis-
cussed in joint meetings. Each chapter has been written using the following
procedures:

1. A very detailed table of contents was discussed and co-ordinated at
several meetings between authors and editors of related chapters.
The discussion was in the form of a series of lectures by the authors.
Once an agreement was reached on the detailed table of contents, the
authors wrote a draft and sent it to the editors and to other related
authors. For each chapter there is a second reader (the first reader is
the author) whose job it has been to scrutinize the chapter together
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with the editors. The second reader’s role is very important and has
required effort and serious involvement with the authors.

Second readers for this volume are:

Chapter 1: Automated reasoning—M. Stickel

Chapter 2: General unification theory—J. P. Jouannaud

Chapter 3: Induction—D. Kapur

Chapter 4: Higher-order features, types and fixpoints—A. Mycroft
Chapter 5: Metalangauges, reflection principles and self-reference—
K. Konologe and R. Weyrauch

Chapter 6: Classical vs non-classical logic—R. A. Kowalski and D.
McDermott

. Once this process was completed (i.e. drafts seen and read by a large

enough group of authors), there were other meetings on several chap-
ters in which authors lectured on their chapters and faced the criti-
cism of the editors and audience. The final drafts were prepared after
these meetings.

. We attached great importance to group effort and co-ordination in the

writing of chapters. The first two parts of each chapter, namely the
introduction-overview and main body are not completely under the
discretion of the author, as he/she had to face the general criticism
of all the other authors. Only the third part of the chapter is entirely
for the authors’ own personal contribution.

The Handbook meetings were generously financed by OUP, by SERC

contract SO/809/86, by the Department of Computing at Imperial College,
and by several anonymous private donations.

We would like to thank our colleagues, authors, second readers, and

students for their effort and professionalism in producing the manuscripts
for the Handbook. We would particularly like to thank the staff of OUP for
their continued and enthusiastic support, and Mrs Jane Spurr, our OUP
Adminstrator for her dedication and efficiency.

London D. M. Gabbay
November 1993
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1 Introduction

With the availability of computers in the late 1950s, researchers began
to entertain the possibility of automating reasoning. Immediately, two
distinctly different approaches were considered as the possible basis for
that automation. In one approach, the intention was to study and then
emulate people; in the other, the plan was to rely on logic. In this chapter,
we focus mainly on the latter, for logic has proved to provide an excellent
basis for the automation of reasoning.

*This work was supported by the Office of Scientific Computing, U.S. Department of
Energy, under Contract W-31-109-Eng-38.



2 Larry Wos and Robert Veroff

Among the various paradigms for automated reasoning that rely on
logic, in this chapter we concentrate on the clause language paradigm [Wos,
1987; Wos et al., 1992]. In addition to relying on the use of clauses to repre-
sent information, the clause language paradigm—in contrast to paradigms
based on logic programming—relies on the retention of deduced conclusions
and on the use of a variety of inference rules, diverse strategies, and a num-
ber of additional procedures. The clause language paradigm is discussed
in detail in Section 2.

The current state of the clause language paradigm, which continues to
evolve, results from the objective of using automated reasoning for research
in mathematics and logic. Indeed, the pursuit of that objective prompted
numerous experiments that in turn revealed the need for the various compo-
nents of the paradigm. To provide a perspective for measuring the progress
that has occurred in the preceding decade, and to illustrate graphically the
value of experimentation, we present in Section 3 experiments that directly
influenced the evolution of the clause language paradigm.

The applications of automated reasoning include research in mathemat-
ics and logic, program verification and synthesis, circuit design and valida-
tion, and, in general, tasks that depend on logical reasoning. Substantial
evidence exists that automated reasoning now occupies a significant po-
sition in science, for its use has led to answering open questions in finite
semigroups [Winker et al., 1981], in equivalential calculus [Peterson, 1977;
Kalman, 1978; Wos et al., 1984], in combinatory logic [Smullyan, 1985;
Smullyan, 1987; Wos and McCune, 1988], and in sentential calculus [Scott,
1990]. To assess the scope and significance of the various contributions, we
discuss in Section 4 a number of the questions that have been answered by
relying heavily on an automated reasoning program.

To gain an insight into the possible reasons for the cited successes and
also gain an appreciation for how a program based on the clause language
paradigm complements the mechanisms on which people rely, we compare
in Section 5 the clause language paradigm with both logic programming
and person-oriented reasoning.

The long-term objectives for automated reasoning all focus on provid-
ing an automated reasoning assistant. At the more mundane end of the
spectrum, the envisioned assistant can be instructed to function as a log-
ical calculator, carrying out assignments that only barely require reason-
ing. At the more intriguing end of the spectrum, this assistant can be
instructed to function as a colleague, self-analytically choosing inference
rules and strategies, modifying an attack based on current performance,
and examining results to highlight those that offer the most significance.
The assistant will offer interactive mode, batch mode, and ‘collaborative
mode’—the latter referring to the style that is present when working with
a research colleague in which interaction occurs, but only at the highest
level.



Logical Basis for Automating Reasoning 3

Despite the marked advances of the preceding decade, there remain
many obstacles to overcome before automated reasoning reaches its full
potential. In the obvious sense, each obstacle is a source of significant
research in the field. Although some of the following obstacles do not
directly apply to every paradigm for the automation of reasoning, each in
some manner merits study.

1. Clause Generation: The reasoning program draws far too many
conclusions, many of which are redundant and many of which are
irrelevant even though they are not redundant.

2. Clause Retention: The program keeps too many deduced clauses
(too many conclusions) in its database of information.

3. Size of the Deduction Steps: The inference rules do not take
deduction steps (steps of reasoning) of the appropriate size.

4. Inadequate Focus: The program gets lost too easily.

5. Metarules: No adequate guidelines exist for selecting the appropri-
ate representation, inference rule(s), strategy or strategies, transfor-
mations for canonicalization (demodulators), and type of information-
discarding procedure (subsumption) to be employed. This obstacle
focuses on guidelines for the effective use of an automated reasoning
program.

6. Database Indexing: The program requires too much time to find
the appropriate information in its database. This obstacle focuses on
implementation.

Far more experimentation is required for the continued evolution of the
clause language paradigm and for establishing a metatheory for its most
effective use.  For this chapter to be complete, it must contain material
that permits one to begin or continue research, whether directed to theory,
to implementation, or to application. Therefore, we focus in Section 6
on challenge problems for testing, comparing, and evaluating programs,
approaches, and ideas. ~Some of the included problems remain open at
the time of this writing, but we conjecture that these are amenable to
attack with an existing automated reasoning program.  Since a frequent
request concerns research topics—suitable for a doctoral dissertation, for
example—we present, in Section 7, basic research problems and discuss the
current state of automated reasoning.

To further encourage and support research, we include in Section 8
information on appropriate books, on obtaining an automated reasoning
program, and on obtaining access to a database of problems of various
types. One can now easily obtain by anonymous FTP a portable program
[McCune, 1990] that can assist in systematically seeking shorter proofs,
identifying dependent axioms, formulating conjectures, checking proofs,
finding new axiom systems, and (the familiar) proving theorems.



