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Preface

Some programming languages excel at turning coders into clockwork oranges. By
enforcing rigid rules about how software must be structured and implemented, it is
possible to prevent a developer from doing anything dangerous. However, this comes
at a high cost, stifling the essential creativity and passion that separates the masterful
coder from the mediocre. Thankfully, Ruby is about as far from this bleak reality as
you can possibly imagine.

As a language, Ruby is designed to allow developers to express themselves freely. It is
meant to operate at the programmer’s level, shifting the focus away from the machine
and toward the problem at hand. However, Ruby is highly malleable, and is nothing
more than putty in the hands of the developer. With a rigid mindset that tends to
overcomplicate things, you will produce complex Ruby code. With a light and unen-
cumbered outlook, you will produce simple and beautiful programs. In this book, you’ll
be able to clearly see the difference between the two, and find a clear path laid out for
you if you choose to seek the latter.

A dynamic, expressive, and open language does not fit well into strict patterns of proper
and improper use. However, this is not to say that experienced Rubyists don’t agree
on general strategies for attacking problems. In fact, there is a great degree of com-
monality in the way that professional Ruby developers approach a wide range of chal-
lenges. My goal in this book has been to curate a collection of these techniques and
practices while preserving their original context. Much of the code discussed in this
book is either directly pulled from or inspired by popular open source Ruby projects,
which is an ideal way to keep in touch with the practical world while still studying what
it means to write better code.

* If you were looking for a book of recipes to follow, or code to copy and paste, you’ve
come to the wrong place. This book is much more about how to go about solving
problems in Ruby than it is about the exact solution you should use. Whenever some-
one asks the question “What is the right way to do this in Ruby?”, the answer is always
“It depends.” If you read this book, you’ll learn how to go with the flow and come up
with good solutions even as everything keeps changing around you. At this point, Ruby
stops being scary and starts being beautiful, which is where all the fun begins.
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Audience

This book isn’t really written with the Ruby beginner in mind, and certainly won’t be
very useful to someone brand new to programming. Instead, I assume a decent technical
grasp of the Ruby language and at least some practical experience in developing soft-
ware with it. However, you needn’t be some guru in order to benefit from this book.

The most important thing is that you actually care about improving the way you write
Ruby code.

As long as you have at least an intermediate level of experience, reading through the
book should be enjoyable. You’ll want to have your favorite reference book handy to
look things up as needed. Either The Ruby Programming Language (http://oreilly.com/
catalog/9780596516178/) by David Flanagan and Yukihiro Matsumoto (O’Reilly) or
Programming Ruby, Third Edition, by Dave Thomas (Pragmatic Bookshelf) should do
the trick.

Itis also important to note that this is a Ruby 1.9 book. It makes no attempt to provide
notes on the differences between Ruby 1.8 and 1.9 except for in a brief appendix de-
signed specifically for that purpose. Although many of the code samples will likely work
with little or no modifications for earlier versions of Ruby, Ruby 1.9 is the way forward,
and [ have chosen to focus on it exclusively in this book. Although the book may still
be useful to those maintaining legacy code, it is admittedly geared more toward the
forward-looking crowd.

About This Book

This book is designed to be read by chapter, but the chapters are not in any particular
order. The book is split into two parts, with eight chapters forming its core and three
appendixes included as supplementary material. Despite the fact that you can read
these topics in any order that you’d like, it is recommended that you read the entire
book. Lots of the topics play off of each other, and reading through them all will give
you a solid base in some powerful Ruby techniques and practices.

Each of the core chapters starts off with a case study that is meant to serve as an intro-
duction to the topic it covers. Every case study is based on code from real Ruby projects,
and is meant to provide a practical experience in code reading and exploration. The
best way to work through these examples is to imagine that you are working through
a foreign codebase with a fellow developer, discussing the interesting bits as you come
across them. In this way, you’ll be able to highlight the exciting parts without getting
bogged down on every last detail. You are not expected to understand every line of
code in the case studies in this book, but instead should just treat them as useful
exercises that prepare you for studying the underlying topics.

Once you've worked your way through the case study, the remainder of each core
chapter fills in details on specific subtopics related to the overall theme. These tend to
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mix real code in with some abstract examples, preferring the former but falling back to
the latter when necessary to keep things easy to understand. Some code samples will
be easy to run as they are listed; others might only be used for illustration purposes.
This should be easy enough to figure out as you go along based on the context.
wholeheartedly recommend running examples when they’re relevant and stopping fre-
quently to conduct your own explorations as you read this book. The sections are kept
somewhat independent of one another to make it easy for you to take as many breaks
as you need, and each wraps up with some basic reminders to refresh your memory of
what you just read.

Although the core chapters are the essential part of this book, the appendixes should
not be overlooked. You’ll notice that they’re slightly different in form and content from
the main discussion, but maintain the overall feel of the book. You’ll get the most out
of them if you read them after you've completed the main part of the book, as they tend
to assume that you’re already familiar with the rest of the content.

That’s pretty much all there is to it. The key things to remember are that you aren’t
going to get much out of this book by skimming for content on a first read, and that
you should keep your brain engaged while you work your way through the content. If
you read this entire book without writing any code in the process, you’ll probably rob
yourself of the full experience. So pop open your favorite editor, start with the topic
from the chapter listing that interests you most, and get hacking!

Conventions Used in This Book

The following typographical conventions are used in this book:

Italic
Indicates new terms, URLs, email addresses, filenames, and file extensions.
Constant width
Used for program listings, as well as within paragraphs to refer to program elements
such as variable or function names, databases, data types, environment variables,
statements, and keywords.
Constant width bold
Shows commands or other text that should be typed literally by the user.
Constant width italic

Shows text that should be replaced with user-supplied values or by values deter-
mined by context.

Using Code Examples

This book is here to help you get your job done. In general, you may use the code in
this book in your programs and documentation. You do not need to contact us for
permission unless you’re reproducing a significant portion of the code. For example,
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writing a program that uses several chunks of code from this book does not require
permission. Selling or distributing a CD-ROM of examples from O’Reilly books does
require permission. Answering a question by citing this book and quoting example
code does not require permission. Incorporating a significant amount of example code
from this book into your product’s documentation does require permission.

We appreciate, but do not require, attribution. An attribution usually includes the title,
author, publisher, and ISBN. For example: “Ruby Best Practices by Gregory Brown.
Copyright 2009 Gregory Brown, 978-0-596-52300-8.”

If you feel your use of code examples falls outside fair use or the permission given here,
feel free to contact us at permissions@oreilly.com.

Safari® Books Online

Saf .. When you see a Safari® Books Online icon on the cover of your favorite
alari technology book, that means the book is available online through the
O’Reilly Network Safari Bookshelf.

Safari offers a solution that’s better than e-books. It’s a virtual library that lets you easily
search thousands of top tech books, cut and paste code samples, download chapters,
and find quick answers when you need the most accurate, current information. Try it
for free at http://my.safaribooksonline.com.

How to Contact Us

Please address comments and questions concerning this book to the publisher:

O’Reilly Media, Inc.

1005 Gravenstein Highway North

Sebastopol, CA 95472

800-998-9938 (in the United States or Canada)
707-829-0515 (international or local)
707-829-0104 (fax)

O’Reilly has a web page for this book, where we list errata, examples, and any additional
information. You can access this page at:

http://oreilly.com/catalog/9780596523008/

Gregory maintains a community-based page for this book at:
http:/frubybestpractices.com

To comment or ask technical questions about this book, send email to:

bookquestions@oreilly.com
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For more information about our books, conferences, Resource Centers, and the
O’Reilly Network, see our website at:

http:/fwww.oreilly.com
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Foreword

In 1993, when Ruby was born, Ruby had nothing. No user base except for me and a
few close friends. No tradition. No idioms except for a few inherited from Perl, though
I regretted most of them afterward.

But the language forms the community. The community nourishes the culture. In the
last decade, users increased—hundreds of thousands of programmers fell in love with
Ruby. They put great effort into the language and its community. Projects were born.
Idioms tailored for Ruby were invented and introduced. Ruby was influenced by Lisp
and other functional programming languages. Ruby formed relationships between
technologies and methodologies such as test-driven development and duck typing.

This book introduces a map of best practices of the language as of 2009. I've known
Greg Brown for years, and he is an experienced Ruby developer who has contributed
a lot of projects to the language, such as Ruport and Prawn. [ am glad he compiled his
knowledge into this book.

His insights will help you become a better Ruby programmer.

—Yukihiro “Matz” Matsumoto
June 2009, Japan
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CHAPTER 1
Driving Code Through Tests

If you’ve done some Ruby—even a little bit—you have probably heard of test-driven
development (TDD). Many advocates present this software practice as the “secret key”
to programming success. However, it’s still a lot of work to convince people that writing
tests that are often longer than their implementation code can actually lower the total
time spent on a project and increase overall efficiency.

In my work, I've found most of the claims about the benefits of TDD to be true. My
code is better because I write tests that document the expected behaviors of my software
while verifying that my code is meeting its requirements. By writing automated tests, I
can be sure that once I narrow down the source of a bug and fix it, it’ll never resurface
without me knowing right away. Because my tests are automated, I can hand my code
off to others and mechanically assert my expectations, which does more for me than a
handwritten specification ever could do.

However, the important thing to take home from this is that automated testing is really
no different than what we did before we discovered it. If you’ve ever tried to narrow
down a bug with a print statement based on a conditional, you’ve already written a
primitive form of automated testing:

if foo != "blah"

puts “I expected 'blah’ but foo contains #{foo}"
end

If you’ve ever written an example to verify that a bug exists in an earlier version of code,
but not in a later one, you’ve written something not at all far from the sorts of things
you’ll write through TDD. The only difference is that one-off examples do not ade-
quately account for the problems that can arise during integration with other modules.
This problem can become huge, and is one that unit testing frameworks handle quite
well.

Even if you already know a bit about testing and have been using it in your work, you
might still feel like it doesn’t come naturally. You write tests because you see the long-
term benefits, but you usually write your code first. It takes you a while to write your
tests, because it seems like the code you wrote is difficult to pin down behavior-wise.




In the end, testing becomes a necessary evil. You appreciate the safety net, but except
for when you fall, you’d rather just focus on keeping your balance and moving forward.

Masterful Rubyists will tell you otherwise, and for good reason. Testing may be hard,
but it truly does make your job of writing software easier. This chapter will show you
how to integrate automated testing into your workflow, without forcing you to relearn
the troubleshooting skills you’ve already acquired. By making use of the best practices
discussed here, you’ll be able to more easily see the merits of TDD in your own work.

A Quick Note on Testing Frameworks

Ruby provides a unit testing framework in its standard library called minitest/unit. This
library provides a user-level compatibility layer with the popular test/unit library, which
has been fairly standard in the Ruby community for some time now. There are signif-
icant differences between the minitest/unit and test/unit implementations, but as we
won’t be building low-level extensions in this chapter, you can assume that the code
here will work in both minitest/unit and test/unit without modification.

For what it’s worth, I don’t have a very strong preference when it comes to testing
frameworks. I am using the Test::Unit API here because it is part of standard Ruby,
and because it is fundamentally easy to hack on and extend. Many of the existing
alternative testing frameworks are built on top of Test: :Unit, and you will almost cer-
tainly need to have a working knowledge of it as a Ruby developer. However, if you've
been working with a noncompatible framework such as RSpec (http://rspec.info),
there’s nothing wrong with that. The ideas here should be mostly portable to your
framework of choice.

And now we can move on. Before digging into the nuts and bolts of writing tests, we’ll
examine what it means for code to be easily testable, by looking at some real examples.

Designing for Testability

Describing testing with the phrase “Red, Green, Refactor” makes it seem fairly straight-
forward. Most people interpret this as the process of writing some failing tests, getting
those tests to pass, and then cleaning up the code without causing the tests to fail again.
This general assumption is exactly correct, but a common misconception is how much
work needs to be done between each phase of this cycle.

For example, if we try to solve our whole problem all in one big chunk, add tests to
verify that it works, then clean up our code, we end up with implementations that are
very difficult to test, and even more challenging to refactor. The following example
illustrates just how bad this problem can get if you’re not careful. It’s from some payroll
management code I wrote in a hurry a couple of years ago:
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