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Preface

The evolution of the Component Object Model (COM) has in many ways paral-
leled the evolution of C++. Both movements shared a common goal of achieving
better reuse and modularity through refinements to an existing programming
model. In the case of C++, the preceding model was procedural programming in
C, and C++’s added value was its support for class-based object-oriented pro-
gramming. In the case of COM, the preceding model was class-based program-
ming in C++, and COM’s added value is its support for interface-based
object-oriented programming.

As C++ evolved, its canon evolved as well. One notable work in this canon was
Scott Meyers’ Effective C++. This text was perhaps the first text that did not try
to teach the reader the basic mechanics and syntax of C++. Rather, Effective C++
was targeted at the working C++ practitioner and offered 50 concrete rules that
all C++ developers should follow to craft reasonable C++-based systems. The suc-
cess of Effective C++ required a critical mass of practitioners in the field working
with the technology. Additionally, Effective C++ relied on a critical mass of sup-
porting texts in the canon. At the time of its initial publication, the supporting
texts were primarily The C++ Programming Language by Stroustrup and The C++
Primer by Lippman, although a variety of other introductory texts were also
available.

The COM programming movement has reached a similar state of critical mass.
Given the mass adoption of COM by Microsoft as well as many other develop-
ment organizations, the number of COM developers is slowly but surely ap-
proaching the number of Windows developers. Also, five years after its first
public release, there is finally a sufficiently large canon to lay the tutorial ground-
work for a more advanced text. To this end, Effective COM represents a homage
to Scott Meyers' seminal work and attempts to provide a book that is sufficiently
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approachable that most working developers can easily find solutions to common
design and coding problems.

Virtually all existing COM texts assume that the reader has no COM knowledge
and focus most of their attention on teaching the basics. Effective COM attempts
to fill a hole in the current COM canon by providing guidelines that transcend
basic tutorial explanations of the mechanics or theory of COM. These concrete
guidelines are based on the authors’ experiences working with and training liter-
ally thousands of COM developers over the last four years as well as on the com-
munal body of knowledge that has emerged from various Internet-based forums,
the most important of which is the DCOM mailing list hosted at DCOM-re-
quest@discuss.microsoft.com.

This book owes a lot to the various reviewers who offered feedback during the
book’s development. These reviewers included Saji Abraham, David Chappell,
Steve DeLassus, Richard Grimes, Martin Gudgin, Ted Neff, Mike Nelson, Peter
Partch, Wilf Russell, Ranjiv Sharma, George Shepherd, and James Sievert.
Special thanks go to George Reilly, whose extensive copyediting showed the au-
thors just how horrible their grammar really is. Any errors that remain are the re-
sponsibility of the authors. You can let us know about these errors by
sending mail to effectiveerrata@develop.com. Any errata or updates
to the book will be posted to the book's Web page, http://www.de-
velop.com/effectivecom.

The fact that some of the guidelines presented in this book fly in the face of pop-
ular opinion and/or “official” documentation from Microsoft may at first be con-
fusing to the reader. We encourage you to test our assertions against your current
beliefs and let us know what you find. The four authors can be reached en masse
by sending electronic mail to ef fectivecom@develop.com.

Intended Audience

This book is targeted at developers currently using the Component Object
Model and Microsoft Transaction Server (MTS) to develop software. Effective
COM is not a tutorial or primer; rather, it assumes that the reader has already
tackled at least one pilot project in COM and has been humbled by the complex-
ity and breadth of distributed object computing. This book also assumes that the
reader is at least somewhat familiar with the working vocabulary of COM as it is
described in Essential COM. The book is targeted primarily at developers who
work in C++; however, many of the topics (e.g., interface design, security, trans-
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actions) are approachable by developers who work in Visual Basic, Java, or

Object Pascal.

What to Expect

The book is arranged in six chapters. Except for the first chapter, which addresses
the cultural differences between “100% pure” C++ and COM, each chapter ad-
dresses one of the core atoms of COM.

Shifting from C++ to COM
Developers who work in C++ have the most flexibility when working in COM.

However, it is these developers who must make the most adjustments to accom-
modate COM-based development. This chapter offers five concrete guidelines
that make the transition from pure C++ to COM-based development possible.
Aspects of COM/C++ discussed include exception handling, singletons, and
interface-based programming,.

Interfaces

The most fundamental atom of COM development is the interface. A well-de-
signed interface will help increase system efficiency and usability. A poorly de-
signed interface will make a system brittle and difficult to use. This chapter offers
12 concrete guidelines that help COM developers design interfaces that are effi-
cient, correct, and approachable. Aspects of interface design discussed include
round-trip optimization, semantic correctness, and common design flaws.

Implementations

Writing COM code in C++ requires a raised awareness of details, irrespective of
the framework or class library used to develop COM components. This chapter
offers 11 concrete guidelines that help developers write code that is efficient, cor-
rect, and maintainable. Aspects of COM implementation discussed include ref-
erence counting, memory optimization, and type-system errors.
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Apartments

Perhaps one of the most perplexing aspects of COM is its concept of an apart-
ment. Apartments are used to model concurrency in COM and do not have ana-
logues in most operating systems or languages. This chapter offers nine concrete
guidelines that help developers ensure that their objects operate properly in a
multithreaded environment. Aspects of apartments discussed include real-world
lock management, common marshaling errors, and life-cycle management.

Security

One of the few areas of COM that is more daunting than apartments is security.
Part of this is due to the aversion to security that is inherent in most developers,
and part is due to the fairly arcane and incomplete documentation that has
plagued the security interfaces of COM. This chapter offers five concrete guide-
lines that distill the security solution space of COM. Aspects of security discussed
include access control, authentication, and authorization.

Transactions

Many pages of print have been dedicated to Microsoft Transaction Server, but
precious few of them address the serious issues related to the new transactional
programming model implied by MTS. This chapter offers eight concrete pieces
of advice that will help make your MTS-based systems more efficient, scalable,
and correct. Topics discussed include the importance of interception, activity-
based concurrency management, and the dangers of relying on just-in-time acti-
vation as a primary mechanism for enhancing scalability.
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Shifting from C++ to COM

Moving from pure C++ development to the world of COM can seem especially
constraining. Many of the language constructs you have come to know and love
are yanked from your arsenal and replaced with a whole new set of language con-
structs called attributes in a language that looks closer to C than C++. The mind-
set of a C++ developer is typically focused on implementing objects. It takes a
considerable amount of time before one’s focus shifts to thinking in terms of
components that communicate through request and response messages. This
chapter discusses several of the more important attitude shifts that are needed to
survive the transition from “100% pure” C++ to the stylized subset we have come
to know as the Component Object Model.

1. Define your interfaces before you define your classes
(and do it in IDL).

One of the most basic reflexes of a C++ programmer is to begin the coding phase
of a project in a “dot-H” file. It is here that the C++ programmer typically begins
defining both the public operations of his or her data types as well as their core
internal representations. When working on an exclusively C++-based project,
this is a completely reasonable approach. However, when working on a COM-
based project, this approach usually leads to pain and suffering.

The most fundamental concept in COM is that of separation of interface from
implementation. Although the C++ programming language supports this style of
programming, it has very litde explicit support for defining interfaces as separate
entities from the classes that implement them. Without such explicit support for
interfaces, it is easy to blur the distinction between interface and implementation.
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It is common for novice COM developers to forget that interfaces are intended
to be abstract definitions of some functionality. This implies that the definition
of a COM interface should not betray implementation details of one particular
class that implements the interface. Consider the following C++ class definition:

class Person

long m_nAge;

long m_nSalary;

Person *m_pSpouse;

list <Person*> m_children;
public:

Person (void) ;

void Marry(Person& rspouse);

void RaiseSalary(long nAmount) ;

void Reproduce (void) ;

Person *GetSpouse(void) const;

long GetAge(void) const;

long GetSalary(void) const;

const list<Person*>& GetChildren(void) const;
};

This is a completely reasonable class definition; however, if it were used as the
starting point for a COM interface definition, the most direct mapping would
look like this:

DEFINE_GUID(IID_IPerson, 0x30929828, O0x5F86, 0x11d1l,
0xB3, Ox4E, 0x00, O0x60, 0x97, Ox5E, Ox6A, 0x6a);
DECLARE_INTERFACE_ (IPerson, IUnknown) {
STDMETHOD (QueryInterface) (THIS_ REFIID r,void**p)PURE;
STDMETHOD_ (ULONG, AddRef) (THIS) PURE;
STDMETHOD_ (ULONG, Release) (THIS) PURE;
STDMETHOD_ (void, Marry) (THIS_ IPerson *pSpouse) PURE;
STDMETHOD_ (void, RaiseSalary) (THIS_ long nAmt) PURE;
STDMETHOD_ (void, Reproduce) (THIS) PURE;
STDMETHOD_ (IPerson *, GetSpouse) (THIS) PURE;
STDMETHOD_ (long, GetAge) (THIS) PURE;
STDMETHOD_ (long, GetSalary) (THIS) PURE;
STDMETHOD_ (list<IPerson*> *, GetChildren) (THIS) PURE;
};

The DECLARE_INTERFACE_ macros are used to emphasize that this interface
definition is meant to appear in a C/C++ header file.



Shifting from C++ to COM 3

The first deficiency of this interface definition is that it uses a standard template
library (STL) list to return the collection of children. While this method is rea-
sonable in a closed single-binary system in which all constituent source code will
be compiled and linked as an atomic unit, this technique is fatal in COM. Since
in COM the component may be built with one compiler and used by client code
compiled with a different compiler, it is impossible to guarantee that both the
client and the object will agree on the representation of an STL list. Even if both
entities are compiled with the same vendor’s compiler, it is not guaranteed that
the same version of the STL is in use.’

A more obvious problem related to returning an STL list is that this interface po-
tentially betrays an implementation detail of the underlying class, namely, that it
stores its collection of children using an STL list. For the implementation shown
earlier, this is not an issue. However, if other class implementers wish to imple-
ment the IPerson interface, they too must store their children in STL lists or
create a new list every time the GetChildren method is called. Since STL lists
are not the most space-efficient representation for a collection, this constraint
imposes an undue burden on all implementations of ITPerson.

One last flaw related to data types has to do with the results of each method. The
definition of each of the IPerson methods uses the STDMETHOD__ macro that
allows the interface designer to indicate the physical result type of the method ex-
plicitly. Thus, the following method definition,

STDMETHOD_ (long, GetAge) (THIS) PURE;

will expand as follows once the C preprocessor performs its magic:

virtual long __ stdcall GetAge(void) = 0;

The problem with this method is that it does not return an HRESULT. As de-
tailed in Irem 2, COM overloads the physical result of the method to indicate
communication failures; since this method does not return an HRESULT, COM
has no way to inform the client of any communication errors that may occur.

None of the flaws noted previously would have occurred had the developer de-
fined the interface in COM’s Interface Definition Language (IDL). It is tempting
to look at IDL and think, Why must I master yet another language? This concern
is valid. Most developers older than age 25 have already mastered (at least) one
programming language and are reluctant to learn yet another syntax for writing
conditionals and loops. This reluctance is understandable, because every decade
new programming languages are produced that promise vast increases in pro-
grammer productivity but often turn out to be syntactic monstrosities.

" Many developers eschew their compiler’s STL implementation in favor of higher-performance
versions available from third-party vendors.



