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Foreword

Computer graphics involves simulating the distribution of light in a 3D
environment. There are only a few fundamentally different algorithms that
have survived the test of time. They can be loosely classified into projective
algorithms and image-space algorithms. The former class projects each geo-
metric primitive onto the image plane, with local shading taking care of the
appearance of objects. This class of algorithm is still widely used because it is
amenable to pipeline processing and therefore to hardware implementation as
evidenced by all modern graphics cards.

Image-space algorithms compute the color of each pixel by figuring out
where the light came from for that pixel. Here, the basic operation is to deter-
mine the nearest object along a line of sight. Following light back along a line
has given this basic operation and the associated image-synthesis algorithm
their name: ray tracing.

In 1980, ray tracing was at the forefront of science. The quality of the
images that can be computed with ray tracing was an eye opener, as it natu-
rally includes light paths such as specular reflection and transmission, which
are difficult to compute with projective algorithms. Some shapes are easier to
intersect rays with than others, and in those early days, spheres featured heav-
ily in ray-traced images. Hence, old images often contained shiny spheres to
demonstrate the power of ray tracing.

A vast amount of research was then expended to make ray tracing both
more tractable and to include more features. Variants were introduced, for
instance, that compute diffuse inter-reflection, caustics, and/or participating
media. To speed up image generation, many data structures were developed
that spatially sort the 3D geometry. Spatial subdivision algorithms allow
a very substantial reduction of the candidate set of objects that need to be
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X Foreword

intersected to find the nearest object for each ray. Ray tracing is also amen-
able to parallel processing and has therefore attracted a substantial amount of
research in that area.

All of this work moved ray tracing from being barely tractable, to just
about doable for those who had state-of-the-art computers and plenty of time
to kill. High-quality rendering tends to take a whole night to complete, mostly
because this allows artists to start a new rendering before going home, to find
the finished image ready when they arrive at work the next day. This, by the
way, still holds true. For many practical applications, hardware and algorith-
mic improvements are used for rendering larger environments, or to include
more advanced shading, rather than to reduce the computation time.

On the other hand, more than 25 years after its introduction, ray tracing
has found a new lease on life in the form of interactive and real-time imple-
mentations. Such rendering speeds are obtained by using a combination of
super-fast modern hardware, parallel processing, state-of-the-art algorithms,
and a healthy dose of old-fashioned low-level engineering. Recent advances
have enabled ray tracing to be a useful alternative for real-time rendering of
animated scenes, as well as huge scenes that do not fit into main memory. In
addition, there is a trend towards the development of dedicated hardware for
ray tracing.

All of this research has helped to push ray tracing from an interesting eso-
teric technique for image synthesis to a seriously viable algorithm for practical
applications. If necessary, ray tracing can operate in real time. If desired, ray
tracing can be physically based and can therefore be used in predictive light-
ing simulations. As a result, ray tracing is now used in earnest in the movie
industry, but also, for instance, in the automotive industry and in scientific
visualization. In addition, it forms the basis for several other graphics algo-
rithms, including radiosity and photon mapping.

The practical importance of ray tracing as a lighting-simulation technique
means that ray tracing needs to be taught to students, as well as to practitioners
in industry. In addition, ray tracing is sufficiently multifaceted that teaching
students all aspects of the algorithm will give them all manner of additional
benefits: 3D modeling skills, mathematics skills, software engineering skills
(writing a ray tracer is for many students the first time that they will have to
manage a sizeable chunk of code), hands-on experience in object-oriented pro-
gramming, and deeper insights into the physics of light, as well as knowledge
of the behavior of materials.

It would be ideal to present a ray-tracing course to students at the under-
graduate level for all of the above reasons, but also because a deep understand-
ing of ray tracing will make it easier to grasp other image-synthesis algorithms.
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For this, a book is required that explains all facets of ray tracing at the right
pace, assuming only a very moderate amount of background knowledge.

I'm positively delighted that such a book now exists. Ray Tracing from the
Ground Up not only covers all aspects of ray tracing, but does so at a level that
allows both undergraduate and graduate students to appreciate the beauty
and algorithmic elegance of ray tracing. At the same time, this book goes into
more than sufficient detail to deserve a place on the bookshelves of many pro-
fessionals as a reference work.

Kevin was gracious enough to let me read early drafts of several chapters
when I was-teaching a graduate-level ray-tracing course at the University of
Central Florida. This has certainly taught me many of the lesser-known intri-
cacies of ray tracing. Kevin himself has taught ray tracing to undergraduate
students for many years, and it shows. This book, which grew out of his course
notes, is remarkably easy to follow, especially given the complexity of the sub-
ject matter.

As such, I can heartily recommend this book to both professionals as
well as students and teachers. Whether you are only interested in rendering a
collection of shiny spheres or want to create stunning images of highly com-
plicated and realistic environments, this book will show you how. Whether
its intended use is as a ray-tracing reference or as the basis of a course on ray
tracing, this book is essential reading.

Erik Reinhard
University of Bristol
University of Central Florida



Preface

&3 Where Did This Book Come From?

Since the early 1990s, I have had the privilege of teaching an introductory ray-
tracing course at the University of Technology, Sydney, Australia. This book
is the outcome of all of those years in the classroom. The ray tracer presented
here has been developed and taught over the years, during which time my
students have provided invaluable feedback, bug reports, ideas, and wonder-
ful images. The book’s manuscript has evolved from the teaching notes for
the course and has been written (and re-written) chapter by chapter as the ray
tracer, and my teaching of it, have developed. Writing in a teaching context
with the feedback provided by students has helped me produce a book that
is, I hope, much more understandable than it would have been had I written it
in isolation. I like to call the iterative processes of programming, writing, and
teaching ray tracing the ray-tracing circle.

&3 What Is Ray Tracing?

Ray tracing is a computer-graphics technique that creates images by shoot-
ing rays. It’s illustrated in Figure 1, which shows a camera, a window with
pixels, two rays, and two objects. The rays go through pixels and are tested for
intersection with the objects. When a ray hits an object, the ray tracer works
out how much light is reflected back along the ray to determine the color of
the pixel. By using enough pixels, the ray tracer can produce an image of the
objects. If the objects are reflective, the rays can bounce off of them and hit
other objects.

xiii
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Figure 1. The ray-tracing process.

This process is conceptually simple, elegant, and powerful. For exam-
ple, it allows ray tracing to accurately render reflections, transparent objects,
shadows, and global illumination. Ray tracing can also render large triangle
meshes more efficiently than other rendering techniques.

&% Why Is Ray Tracing Important?

The production of ever more realistic images is a trend of long standing in 3D
computer graphics. This is a task at which ray tracing excels. A major applica-
tion of ray tracing is the film industry, not just for visual effects, but for render-
ing whole movies. For example, the animated films Ice Age, Ice Age 2, and Robots
were fully ray traced, as were the short films Bunny and The Cathedral (a.k.a.
Katedra). Ice Age was nominated for the Academy Award for Best Animated
- Feature in 2002, Bunny won the Academy Award for Animated Short Film in
1998, and The Cathedral was nominated for the Academy Award for Animated
Short Film in 2002. Ray tracing was also used in Happy Feet to render the pen-
guins with ambient occlusion, and for reflection and refraction with the ocean
surface (see Chapters 17, 27, and 28). Happy Feet won the Academy Award for
Best Animated Feature in 2006.

The major software packages used in the visual-effects industry have
built-in ray tracers, and there are numerous state-of-the art ray tracers avail-
able as plug-ins or stand-alone applications. These include Brazil (http://www.
splutterfish.com/), Mental Ray (http://www.mentalimages.com/), finalRender
(http://www.finalrender.com/), and Maxwell Render (http://www.maxwell-
render.com/). Cinema 4D (http://www.maxon.net/) also has a state-of-the art
ray tracer.
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Real-time 3D computer games also have an increasing demand for real-
ism. Although current PCs are not fast enough for real-time ray-traced games,
this is likely to change in the next few years. The introduction of chips with
specialized graphics processors on multiple cores that can be programmed
using existing programming tools will make this possible. Because each ray
can be traced independently, ray tracing can trivially use as many processors
as are available. In fact, ray tracing has been described as being “embarrass-
ingly parallelizable.”! These hardware advances should also result in ray trac-
ing being used more frequently in the visual-effects industry.

All this means that ray tracing has a great future, and within a few years
you should be able to use the techniques you will learn in this book to write
real-time ray-tracing applications such as games.

Graphics education also benefits greatly. My experience has been that
getting students to write a ray tracer is the best way for them to understand
how rendering algorithms work. Ray tracing’s flexibility and ease of program-
ming is the primary reason for this.

In a more general context, ray tracing helps us understand the appear-
ance of the world around us. Because it simulates geometric optics, ray tracing
can be used to render many familiar optical phenomena. The appearance of
the fish and bubbles on the front cover is an example.

.(’);J Book Features

This book provides a detailed explanation of how ray tracing works, a task
that's accomplished with a combination of text, code samples, about 600 ray-
traced images, and over 300 illustrations. Full color is used throughout. Almost
all of the ray-traced images were produced with the software discussed here.
The book also showcases the work of about 25 students. You can develop the
ray tracer chapter by chapter.

Most chapters have questions and exercises at the end. The questions
often ask you to think about ray-traced images; the exercises cover the imple-
mentation of the ray tracer and suggest ways to extend it. There are almost 400
questions and exercises.

Shading is described rigorously as solutions to the rendering equation
and is specified in radiometric terms such as radiance (see Chapter 13).

1. Alan Norton, circa 1984, personal communication.
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The book’s website (http://www.raytracegroundup.com) contains several
animations that demonstrate effects and processes that are difficult or impos-
sible to see with static images.

&% Pathways through This Book

You don't have to read the chapters in order, or read all of the material in every
chapter, or read all of the chapters. For example, Chapters 2 and 20 cover some
of the mathematics you need for ray tracing, and you may already be familiar
with this; you can read Chapter 19 on ray-object intersections, or parts of it,
when you need to.

Chapters 14, 9, and 13-16 cover ray-tracing fundamentals, perspective
viewing with a pinhole camera, theoretical foundations, and basic shading.
Chapter 13 is heavy going mathematically but provides the essential theoreti-
cal foundations for the following chapters on shading. The good news is that
you don’t have to master all of the material in Chapter 13. Most of the com-
plicated integrals in this and the following chapters can be expressed in a few
simple lines of code, which are in the book.

Chapter 24 covers mirror reflection, Chapters 27 and 28 cover transpar-
ency, and Chapters 29-31 cover texturing. Although You will find many inter-
esting things to explore here, and you can read the texturing chapters first, if
you want to.

If you read the sampling chapters, Chapters 5-7, you will have the back-
ground to understand the different camera models in Chapters 10-12, ambi-
ent occlusion in Chapter 17, area lights in Chapter 18, glossy reflection in
Chapter 25, and global illumination in Chapter 26.

Chapter 21 explains how to ray trace transformed objects, and Chapter 22
covers grid acceleration, which is the tool for ray tracing triangle meshes in
Chapter 23.

&% What Knowledge and Skills Do You Need?

Because the ray tracer is written in C++, you should be reasonably proficient
at C++ programming. A first course in C++ should be sufficient preparation,
but there is a heavy emphasis on inheritance, dynamic binding, and polymor-
phism right from the start. That’s a critical design element, as I'll explain in
Chapter 1.

You should also be familiar with coordinate geometry, elementary trigo-
nometry, and elementary vector and matrix algebra. Although there is some
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calculus in the book, I usually just quote the results and give you the relevant
code.

You don’t need previous studies in computer graphics because the book is
self-contained in this regard. Chapters 3, 8, and 13 cover the necessary graph-
ics background material. As far as graphics output is concerned, ray tracing is
a simple as possible—you just draw pixels into a window on your computer
screen.

Q:;) Intended Audience

The book is intended for computer-graphics students who have had at least an
introductory course in C++. The book is suitable for both undergraduate and
graduate courses.

It’s also intended for anyone with the required background who wants to
write a ray tracer or who wants find out how ray tracing works. This includes
people working in the computer-graphics industry.

iz) Online Resources

The book’s website is at http://www.raytracegroundup.com, where you will
find:

e the skeleton ray tracer described in Chapter 1;

e sample code;

e triangle mesh files in PLY format;

e image files in PPM format;

e the ray-traced images in JPEG format;

¢ additional images;

e C++ code for constructing scenes;

e animations;

¢ a place where you can post errata;

e useful links.

&% Topics Not Covered

Due to time and space constraints, here are some of the many topics that I
have not discussed: high dynamic range (HDR) imaging with local tone-map-
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ping operators; comparisons between grid acceleration and other acceleration
schemes such as bounding volume hierarchies; an efficient global illumination
algorithm; an efficient technique for rendering caustics; sub-surface scattering;
bump mapping; the volumetric rendering of participating media. Although
HDR imaging would require some serious retrofitting, the other topics could
be implemented as add-ons. Any of these could be student assignments or
projects.
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