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Preface

Theory, in Practice

In our first book, Use Case Driven Object Modeling with UML, we suggested that the differ-
ence between theory and practice was that in theory, there is no difference between theory and
practice, but in practice, there is. In that book, we attempted to reduce OOAD modeling the-
ory to a practical subset that was easy to learn and pretty much universally applicable, based
on our experience in teaching this material to people working on hundreds of projects since
about 1993,

Now, two years after hitting the shelves, that book is in its fifth printing. But even though our
work has been favorably received, it seems like the job isn’t all the way done yet. “We need to
see more use case and UML modeling examples” is a phrase we’ve been hearing fairly often
over the last couple of years. And, as we’ve used the first book as the backbone of training
workshops where we apply the theory to real client projects, it has become clear that the pro-
cess of reviewing the models is critically important and not well understood by many folks.

So, although we present a fairly extensive example in our first book, we convinced Addison-
Wesley to let us produce this companion workbook, in which we dissect the design of an
Internet bookstore, step-by-step, in great detail. This involves showing many common mis-
takes, and then showing the relevant pieces of the model with their mistakes corrected. We
chose an Internet bookstore because it’s relevant to many of today’s projects in the Web-
driven world, and because we’ve been teaching workshops using this example and, as a
result, had a rich source of classroom UML models with real student mistakes in them.,

We collected some of our favorite mistakes—that is, the kind of mistakes we saw getting
repeated over and over again—and built this workbook around those models. And then we
added three new chapters about reviews-—one on requirements reviews, one on preliminary
design reviews, and one on critical design reviews.

What really makes this book unique, though, is the fact that you, the reader, get to correct the
mistakes.

The Premise

After we give you an overview of the ICONIX process in Chapter 1, four of the seven subse-

quent chapters address the four key phases of the process in some detail. The format of each
of these chapters is as follows:
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The first part describes the essence of domain modeling (Chapter 2), use case modeling
(Chapter 3), robustness analysis (Chapter 5), or sequence diagrams (Chapter 7), and
places the material in the context of the “big picture” of the process. In each of these
chapters, you’ll work through pieces of the Internet bookstore example, and then you’ll
see an overview diagram at the end of the chapter that brings the relevant pieces together.
We present fragments of ten different use cases in Chapter 3; we carry five of these for-
ward through preliminary design and detailed design in Chapters 5 and 7, respectively.
(The fragments of class diagrams that appear in Chapter 2 also trace into the use case text
and to full class diagrams that appear in Chapters 5 and 7.)

The next section describes the key elements of the given phase. Each of these sections is
basically a condensed version of an associated chapter in Use Case Driven Object Model-
ing with UML, with some new information added within each chapter.

The following section describes the top 10 mistakes that our students tend to make during
workshops in which we teach the process. We’ve added five new Top 10 lists in this book:
Top 10 robustness analysis errors, Top 10 sequence diagramming errors, and Top 10 mis-
takes to avoid for each of the three “review” chapters.

The final section presents a set of five exercises for you to work, to test your knowledge
of the material in the chapter.

The following aspects are common to each set of exercises:

There’s a red box, with a white label, at the top of each right-hand page. For the domain
modeling and use case exercises, this label takes the form Exercise X; for the robustness
analysis and sequence diagram exercises, the label takes the form of a use case name.
{(We’ll explain the significance of this soon.)

There are three or four mistakes on each right-hand page. Each mistake has a “Top 10”
logo next to it that indicates which rule is being violated.

The left-hand page on the flip side of each “red” page has a black box, with a white label,
at the top. Corrections to the errors presented on the associated “bad” page are explicitly
indicated; explanations of the mistakes appear at the bottom of the page.

Your task is to write corrections on each “bad” exercise page before you flip it over to see the
“good” exercise diagram.

To summarize: Chapter 2 presents classes used by the ten sample use cases. Chapter 3 pre-
sents fragments from all of those use cases. Chapters 5 and 7 present diagrams connected with
five of the use cases. The idea is that you’ll move from a partial understanding of the use

cases through to sequence diagrams that present full text, and some of the associated elements
of the detailed design, for each use case.

‘What about the other three chapters, you ask?

Chapter 4 describes how to perform requirements review, which involves trying to ensure
that the use cases and the domain model work together to address the customers’ func-
tional requirements.
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* Chapter 6 describes how to perform preliminary design review (PDR), which involves
trying to ensure that robustness diagrams exist for all use cases (and are consistent with
those use cases), the domain model has a fairly rich set of attributes that correspond well
with whatever prototypes are in place (and all of the objects needed by the use cases are
represented in that model), and the development team is ready to move to detailed design.

* Chapter 8 describes how to perform critical design review (CDR), which involves trying
to ensure that the “how” of detailed design, as shown on sequence diagrams, matches up
well with the “what” that the use cases specify, and that the detailed design is of sufficient
depth to facilitate a relatively small and seamless leap into code.

All three of these review chapters offer overviews, details, and top 10 lists, but we don’t make
you work any more exercises. What these reviews have in common is the goal of ensuring
consistency of the various parts of the model, as expressed on the “good” exercise diagrams.

The Appendix contains a report that summarizes the model for the bookstore; you can down-
load the full model from http://www.iconixsw.com/WorkbookExample.html. The Appen-
dix contains all of the diagrams that appear in the body of the book, but the full model
includes design details for the other five use cases. This allows you to go through these use
cases as further exercises, and then compare your results to ours; we highly recommend that
you do this.

Cool premise, isn’t it? We’re not aware of another book like this one, and we’re hoping you’ll
find it useful in your efforts to apply use case driven object modeling with UML.
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Chapter 1

Introduction

The ICONIX process sits somewhere in between the very large Rational Unified Process
(RUP) and the very small eXtreme programming approach (XP). The ICONIX process is use
case driven, like the RUP, but without a lot of the overhead that the RUP brings to the table.
It’s also relatively small and tight, like XP, but it doesn’t discard analysis and design like XP
does. This process also makes streamlined use of the Unified Modeling Language (UML)
while keeping a sharp focus on the traceability of requirements. And, the process stays true to
Ivar Jacobson’s original vision of what “use case driven” means, in that it results in concrete,
specific, readily understandable use cases that a project team can actually use to drive the
development effort.

The approach we follow takes the best of three methodologies that came into existence in the
early 1990s. These methodologies were developed by the folks that now call themselves the
“three amigos”: Ivar Jacobson, Jim Rumbaugh, and Grady Booch. We use a subset of the
UML, based on Doug’s analysis of the three individual methodologies.

There’s a quote in Chapter 32 of The Unified Modeling Language User Guide, written by the
amigos, that says, “You can model 80 percent of most problems by using about 20 percent of
the UML.” However, nowhere in this book do the authors tell you which 20 percent that
might be. Our subset of the UML focuses on the core set of notations that you’ll need to do
most of your modeling work. Within this workbook we also explain how you can use other
elements of the UML and where to add them as needed.

One of our favorite quotes is, “The difference between theory and practice is that in theory,
there is no difference between theory and practice, but in practice, there is.” In practice, there
never seems to be enough time to do modeling, analysis, and design. There’s always pressure
from management to jump to code, to start coding prematurely because progress on software
projects tends to get measured by how much code exists. Our approach is a minimalist,
streamlined approach that focuscs on that area that lies in between use cases and code. Its
emphasis is on what needs to happen at that point in the life cycle where you’re starting out:
you have a start on some use cases, and now you need to do a good analysis and design.

\4



CHAPTER 1 ¥ INTRODUCTION

Our goal has been to identify a minimal yet sufficient subset of the UML (and of modeling in
general) that seems generally to be necessary in order to do a good job on your software
project. We’ve been refining our definition of “minimal yet sufficient” in this context for eight
or nine years now. The approach we’re telling you about in this workbook is one that has been
used on hundreds of projects and has been proven to work reliably across a wide range of
industries and project situations.

A Walk (Backwards) through the ICONIX Process

Figure 1-1 shows the key question that the ICONIX process aims to answer.

ON (2)

) 772 RR
% SR Code
Use Case - .
Model

How do we get from use cases to code?

Figure 1-1: Use Cases to Code

What we’re going to illustrate is how to get from point A to point B directly, in the shortest
possible time. (Actually, we’re not going to go all the way to code, but we’ll take you close
enough so you can taste it.) You can think of point A as representing this thought: “I have an
idea of what my system has to do, and I have a start on some use cases,” and point B as repre-
senting some completed, tested, debugged code that actually does what the use cases said it
needed to do. In other words, the code implements the required behavior, as defined by the
use cases. This book focuses on how we can get you from the fuzzy, nebulous area of “I think
I want it to do something like this” to making those descriptions unambiguous, complete, and
rigorous, so you can produce a good, solid architecture, a robust software design, then (by
extension) nice clean code that actually implements the behavior that your users want.

We’re going to work backwards from code and explain the steps to our goal. We’ll explain
why we think the set of steps we’re going to teach is the minimal set of steps you need, yet is
sufficient for most cases in closing the gap between use cases and code. Figure 1-2 shows the
three assumptions we’re going to make to start things off: that we’ve done some prototyping;
that we have made some idea of what our user interface might look like; and that we might
have some start in identifying the scenarios or use cases in our system.
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Figure 1-2: Starting Off

This puts us at the point where we’re about to launch into analysis and design. What we want
to find out is how we can get from this starting point to code. When we begin, there’s only a
big question mark—we have some nebulous, fuzzy ideas of what our system has to do, and
we need to close this gap before we start coding.

In object-oriented systems, the structure of our code is defined by classes. So, before we write
code, we’d like to know what our software classes are going to be. To do this, we need one or
more class diagrams that show the classes in the system. On each of these classes, we need a
complete set of attributes, which are the data members contained in the classes, and opera-
tions, which define what the software functions are. In other words, we need to have all our
software functions identified, and we need to make sure we have the data those functions
require to do their job.

We’ll need to show how those classes encapsulate that data and those functions. We show
how our classes are organized and how they relate to each other on class diagrams. We’ll use
the UML class diagram as the vehicle to display this information. Ultimately, what we want to
get to is a set of very detailed design-level class diagrams. By design-level, we mean a level
of detail where the class diagram is very much a template for the actual code of the system—
it shows exactly how your code is going to be organized.

Figure 1-3 shows that class diagrams are the step before code, and there is a design-level dia-
gram that maps one-to-one from classes on your diagram to classes in your source code. But
there’s still a gap. Instead of going from use cases to code, now we need to get from use cases
to design-level class diagrams.

One of the hardest things to do in object-oriented software development is behavior alloca-
tion, which involves making decisions for every software function that you’re going to build.
For each function, you have to decide which class in your software design should be the class
that contains it. We need to allocate all the behavior of the system—every software function
needs to be allocated into the set of classes that we’re designing.
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Figure 1-3: Class Diagrams Map Out the Structure of the Code

One UML diagram that’s extremely useful in this area is the sequence diagram. This diagram
is an ideal vehicle to help you make these behavior allocation decisions. Sequence diagrams
are done on a per-scenario basis: for every scenario in our system, we’ll draw a sequence dia-
gram that shows us which object is responsible for which function in our code. The sequence
diagram shows how runtime object instances communicate by passing messages. Each mes-
sage invokes a software function on the object that receives the message. This is why it’s an
ideal diagram for visualizing behavior allocation.

Figure 1-4 shows that the gap between use cases and code is getting smaller as we continue to
work backwards. Now, we need to get from use cases to sequence diagrams.

We’ll make our decisions about allocating behavior to our classes as we draw the sequence
diagrams. That’s going to put the operations on the software classes. When you use a visual
modeling tool such as Rational Rose or GDPro, as you draw the message arrows on the
sequence diagrams, you’re actually physically assigning operations to the classes on the class
diagrams. The tool enforces the fact that behavior allocation happens from the sequence dia-
gram. As you’re drawing the sequence diagram, the classes on the class diagram get popu-
lated with operations.

So, the trick is to get from use cases to sequence diagrams. This is a non-trivial problem in
most cases because the use cases present a requirements-level view of the system, and the
sequence diagram is a very detailed design view. This is where our approach is diffcrent from
the other approaches on the market today. Most approaches talk about use cases and sequence
diagrams but don’t address how to get across the gap between the fuzzy use cases and a code-
like level of detail on the sequence diagrams. Getting across this gap between what and how is
the central aspect of the ICONIX process.
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Figure 1-4: Sequence Diagrams Help Us Allocate Operations (Behavior) to Classes

What we’re going to do now is close the gap between the fuzzy, nebulous use case and the
very detailed and precise sequence diagram with another kind of diagram called a robustness
diagram. The robustness diagram sits in the gap between requirements and detailed design; it
will help make getting from the use cases to the sequence diagrams easier.

If you’ve been looking at UML literature, the robustness diagram was originally only par-
tially included in the UML. It originated in Ivar Jacobson’s work and got included in the
UML standard as an appendage. This has to do with the history and the sequence of how
Booch, Rumbaugh, and Jacobson got together and merged their methodologies, as opposed to
the relative importance of the diagram in modeling.

Across the top of a sequence diagram is a set of objects that are going to be participating in a
given scenario. One of the things we have to do before we can get to a sequence diagram is to
have a first guess as to which objects will be participating in that scenario. It also helps if we
have a guess as to what software functions we’ll be performing in the scenario. While we do
the sequence diagram, we’ll be thinking about mapping the set of functions that will accom-
plish the desired behavior onto that set of objects that participate in the scenario.

It helps a great deal to have a good idea about the objects that we’ll need and the functions
that those objects will need to perform. When you do it the second time, it’s a lot more accu-
rate than when you take a first guess at it. The process that we’re following, which is essen-
tially Ivar Jacobson’s process as described in his Objectory work, is a process that
incorporates a first guess, or preliminary design, the results of which appear on what we call a
robustness diagram. We refine that first guess into a detailed design on the sequence diagram.
So, we’ll do a sequence diagram for each scenario that we’re going to build.
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Figure 1-5: Robustness Diagrams Close the Gap Between Requirements and Detailed Design

Figure 1-5 shows that we’re adding a diagram to our subset of UML. The robustness diagram
was described in the original UML specs, but its definition was in an extra document called
Objectory Process-Specific Extensions. What we’ve found over the past ten years is that it’s
very difficult to get from use cases to sequence diagrams without this technique. Using the
robustness diagram helps avoid the common problem of project teams thrashing around with
use cases and not really getting anywhere towards their software design. If you incorporate
this step, it will make this process and your project much easier. We didn’t invent robustness
analysis, but we’re trying to make sure it doesn’t get forgotten. Robustness analysis has
proven to be an invaluable aid in getting across the gap between requirements and design.

Robustness analysis sits right in the gap between what the system has to do and how it’s actually
going to accomplish this task. While we’re crossing this gap, there are actually several different
activities that are going on concurrently. First, we’re going to be discovering objects that we for-
got when we took our first guess at what objects we had in the system. We can also add the
attributes onto our classes as we trace data flow on the robustness diagrams. Another important
thing we'll do is update and refine the text of the use case as we work through this diagram.

We still have a question mark, though. That question mark relates to the comment we just
made about discovering the objects that we forgot when we took our first guess. This implies
that we’re going to take a first guess at some point.

There’s a magic phrase that we use to help teach people how to write use cases successfully:
Describe system usage in the context of the object model. The first thing this means is that
we’re not talking, in this book, about writing fuzzy, abstract and vague, ambiguous use cases
that don’t have enough detail in them from which to produce a software design. We’re going
to teach you to write use cases that are very explicit, precise, and unambiguous. We have a
very specific goal in mind when discussing use cases: we want to drive the software design
from them. Many books on use cases take a different perspective, using use cases as more of



