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Preface

This book gives a traditional introduction to computer science using modern tools.
As computer scientists, we have the good fortune of being able to introduce stu-
dents to an activity that is accessible, satisfying, and deep rather than broad: namely,
the activity of programming. Like the majority of computer scientists, I believe that
programming is the central theme of computer science. Thus, this course teaches
students how to program.

While this book remains traditional in outlook, it uses modern techniques in three
ways.

First, the programming language is a subset of C++. Although C++ is far from
a perfect educational language, it makes pragmatic sense to use it. C++ is required
for advanced computer science courses. Convenient and inexpensive programming
environments are available on all major platforms. C++ is sufficiently expressive to
teach programming concepts. This book avoids pointers through the use of modern
features of the ANSI C++ standard—in particular, reference parameters, the stream
library, the string class, and the vector<T> template. Pointers are used only for
linked lists and polymorphism.

The second modern aspect is the early use of objects. Objects are introduced in
two stages. From Chapter 2 on, students learn to use objects—in particular strings,
streams, and graphical shapes. Students become comfortable with the concepts of
creating objects and calling member functions. Then the book follows a traditional
path, discussing branching and loops, functions, and procedures. Chapter 8 teaches
how to implement classes and member functions.

The third modem aspect is the use of graphics. Students enjoy programming
graphics. There are many programming examples in which the numbers and the
visual information reinforce each other. This book uses a very simple graphics li-
brary that is available on a number of popular platforms. Unlike traditional graphics
libraries, this library uses objects in a very straightforward and effective
way.

The choice of programming language has a very visible impact on any book on
programming. However, the purpose of the book is to teach computing concepts,
not C++, which is just a tool toward that end. In 1997 there will be a Java version
of this book that teaches the same concepts, in the same order, using Java instead of
C++.
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Sample Curricula

This book contains more material than could be covered in one semester, so you
will need to make a choice of chapters to cover. The core material of the book is:

Chapter 2. Fundamental Data Types
. Objects

Decisions

SR SN ]

Chapter

Chapter

o

Chapter 5. Iteration
Chapter 6 Functions

Sections 9.1-9.4 Arrays

The following chapters are optional:

Chapter 1. Introduction

Chapter 7. Testing and Debugging
Chapter 8. Classes

Chapter 10). Files

Chapter 11. Modules

Chapter 12, Algorithms

Chapter 13. Data Structures
Chapter 14. Inheritance

The following graph shows the dependencies between the chapters.

Dependencies
Between Sections

The material in Chapters 12 though 14 is meant as an introduction to these topics,
not a definitive treatment.

A good choice for a semester-long course is to teach Chapters 2 though 11. This
will comfortably lead students into a second-semester course on data structures. If
you are not concerned about separate compilation, you can omit Chapter 11 and
cover Chapter 12 instead.

If the second semester uses C instead of C++, you may want to omit Chapter 11
and instead cover Appendix 3 to get students up to speed in C. I
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[f the second semester covers object-oriented design in detail, you can omit Chap-
ter 8, Sections 9.5 though 9.7, and Chapters 13 and 14. Your students will then be
using classes, but they will not implement them.

If you choose to cover inheritance but skip Chapter 13, you will need to cover
Section 13.2 on pointers. That section is independent of the remainder of Chapter 13.

The book covers the following knowledge units from the ACM curriculum guide-
lines.

AL1L: Basic Data Structures (6 of 13 hours)

AL2: Abstract Data Types (2 of 2 hours)

AL3: Recursion (2 of 3 hours)

AL6: Sorting and Searching (2 of 6 hours)

PL3: Representation of Data Types (2 of 2 hours)

PL4: Sequence Control (2 of 4 hours)

PLS5: Data Control, Sharing and Type Checking (2 of 4 hours)
PL6: Run-Time Storage Management (2 of 4 hours)

PR: Introduction to a Programming Language (12 of 12 hours)
SE1: Fundamental Problem-Solving Concepts (16 of 16 hours)
SP1: Historical and Social Context of Computing (3 of 3 hours)

The Use of C-:

[t is impossible to teach all of C++ to beginning programmers in one semester. This
book purposefully omits a number of useful but technically complex C++ topics,
such as copy construction and destruction, run-time type identification, function
pointers, parameterized types, exception handling, name spaces, and operator over-
loading.

This book does not teach programming “close to the metal”. For example, strings
are treated as fundamental types. Characters are simply strings of length 1. This ap-
proach may offend those who feel that students should understand the C implemen-
tation of strings, but it has been a great hit with students, who no longer have to deal
with character array overruns and dangling character pointers. There is exactly one
place in the book where I missed the char type. (Challenge: Find it.)

Since the focus of the book is on computing concepts, I try not to dwell on syntac-
tical wrinkles of C++. Consider the #include directive. In my opinion, the distinc-
tion between <...> and "..." delimiters is just the kind of clutter that serves no
useful purpose in an introductory course. The directive #include "iostream.h"
will find the system header just fine (provided there is no file named iostream.h in
the current directory). If you think it is not a great burden to learn about the distinc-
tion between system headers and private headers, there is an Advanced Topic note
in the book to back you up.



viii

Preface

C++ has two styles of comments: the C-style /**/ and the C++-style //. The
// style is great if you want to dash off a one-line comment, but it is a true pain for
comments extending over multiple lines. I don’t want to use two comment styles in
the book. Furthermore, I would like to encourage students to write comments as long
as they need 1o be rather than cramming them into the remainer of the current line.
Therefore, 1 chose to use the /* */ comments. Naturally, everyone has a strong
personal preference in this regard. It is an exceedingly minor matter, and if your
preference doesn’t match mine, please feel free to use whatever style you like best.

Occasionally, a choice of programming style was prompted by anticipating
widespread use of the ANSI standard C++ libraries. For example, iterators are
pointerlike objects that describe locations in containers. For technical reasons, iter-
ators do not support the -> operator. Therefore, I chose to use the more mundane
(*p) .m for pointers as well. Again, if you don't agree, feel free to use the other
syntax.

About the Code Library

To use this book, you need a copy of the code library. You can obtain the library
via the World Wide Web (http://www.horstmann.com/ccc). Simply uncompress the
library and place all files into your working directory. Then include the header file
ccc.h (which stands for Computing Concepts with C++) in your programs. There is
no need to build a project or to link in a separate library.

This book uses the ANSI C++ Boolean type, string class, and vector template
throughout. Since not all compilers currently support these features, the code library
that accompanies this book contains an implementation that has been tested on most
major C++ compilers. The header file ccc.h includes the compiler version or the
book library version of the string and header file, as appropriate.

The ccc.h header defines a small number of the utility functions to make life sim-
pler for the students. For example, a function round (x) does the same thing as
(int) (x + 0.5). A function uppercase returns a string with all lowercase char-
acters turned into uppercase—a feature that is inexplicably missing in the standard
library. Look at Appendix 2, Section A2.15 for a listing of these functions. There are
also definitions for 7 and e.

The graphics library is purposefully kept simple. There are just four shapes: points,
lines, circles, and text. To display a shape, make an object and send it to the graph-
ics window: cwin << circle. Students can learn the entire library in an hour. The
library has been ported to several major platforms.

There are two simple classes, Time and EmpToyee, that are used for many pro-
gramming examples. They add some realism and reinforce the concept that most
real-life programs do not just manipulate numbers and strings. These two are auto-
matically included with the ccc.h header.
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How to Use This Book

The material in this book is divided into three parts: the essential, the useful, and
the optional. To cover the essential material, simply skip over all side notes. It is
perfectly reasonable to ignore all side notes completely during lectures and assign
them for home reading.

Three of the side note sets are useful for the students, namely the Common Errors,
Productivity Hints, and Quality Tips. Students quickly discover the Common Errors
and read them on their own. You may need to encourage them to read the Quality
Tips. The Productivity Hints may be challenging to some students, but those with
some computer experience tend to find them very helpful.

The Random Facts and Advanced Topics are optional. The Random Facts provide
historical and social information on computing, as required to fulfill the “historical
and social context” requirements of the ACM curriculum guidelines. Most students
will read the Random Facts on their own while pretending to follow the lecture. You
will need to suggest those Advanced Topics that you think are important. By the
way, not all of them are truly “advanced”. Occasionally, alternative syntax (such as
the // comment delimiter) is explained in an Advanced Topic.

Most examples are in the form of complete, ready-to-run programs. The programs
are available electronically, and you can give them to your students.

Appendix 1 contains a style guide for use with this book. I have found it highly
beneficial to require a consistent style for all assignments. I realize that my style may
be ditferent from yours. If you have strong feelings about a particular issue, or if
this style guide conflicts with local customs, feel free to modify it. The style guide is
available in electronic form for this purpose.

Appendix 2 contains a summary of all C++ constructs and library functions and
classes used in this book.

To make it possible to smuggle this book into a curriculum that is otherwise based
on C or low-level C++, Appendix 3 contains a crash course in C that shows how
the higher-level C++ features map to C.
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To understand the activity of programming

To learn about the architecture of computers

To learn about machine languages and higher-level programming languages
To become familiar with your compiler

To compile and run your first C++ program

To recognize syntax and logic errors



Chapter 1. Introduction

What Is a Computer?

You have probably used a computer for work or fun. Many people use computers for
everyday tasks such as balancing a checkbook or writing a term paper. Computers are
good for such tasks. They can handle repetitive chores, such as totaling up numbers
or placing words on a page, without getting bored or exhausted. More importantly,
the computer presents you the checkbook or the term paper on the screen and lets
you fix up mistakes easily. Computers make good game machines because they can
play sequences of sounds and pictures, involving the human user in the process.

Actually, what makes all this possible is not just the computer. The computer
must be programmed to perform these tasks. One program balances checkbooks; a
different program, probably designed and constructed by a different company, pro-
cesses words; and a third program plays a game. A computer itself is a machine that
stores data (numbers, words, pictures), interacts with devices (the monitor screen,
the sound system, the printer), and executes programs. Programs are sequences of
instructions and decisions that the computer carries out to achieve a task.

Today’s computer programs are so sophisticated that it is hard to believe that they
are all composed of extremely primitive operations. A typical operation may be one
of the following.

Put a red dot onto this screen position.

Send the letter A to the printer.

Get a number from this location in memory.
Add up these two numbers.

If this value is negative, continue the program at that instruction.

Only because a program contains a huge number of such operations, and because the
computer can execute them at great speed, does the computer user have the illusion
of smooth interaction.

The flexibility of a computer is quite an amazing phenomenon. The same machine
can balance your checkbook, print your term paper, and play a game. In contrast,
other machines carry out a much narrower range of tasks; a car drives, and a toaster
toasts. Computers can carry out a wide range of tasks because they execute different
programs, each of which directs the computer to work on a specific task.

What Is Programming?

A computer program tells a computer, in minute detail, the sequence of steps that
are needed to fulfill a task. The act of designing and implementing these programs
is called computer programming. In this course, you will learn how to program a
computer—that is, how to direct the computer to execute tasks.




