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Okie view of computer architecture soes it as the study of such abstract
characteristics of computers and their interrelationships'that have led to the
“evolution” and proliferation of computer species. The analogy between com-
puterambitectureandtheammiuﬂandeﬂuﬁonuysmdiesinbiob;yk.in

some sense, evident. Lia 30
Unlike organisms, however,’ , -are designed and built entities; they
are artifacts. Thus, from another i computer architecture is seen as a

design discipline concerned with the design, development, description, and
verification of computer architectures. Here the appropriate analogy is perhaps
with building architecture. Indeed, in the latter context we use the term “archi-
tecture” both in the declarative sense as defining some set of abstract properties,
plan, or theme that a building exhibits as well as in the procedural sense of a
design discipline concerned with the process of producing these abstract
properties.

The analogy between computer architecture and building architecture is really
striking in this respect: they are both concerned with abstract properties that
ultimately depend on appropriate technologies for their effective lmplementg-

tion; yet gach has its own autonomous vocabulary, heuristic rules, and scientific

principles—constituting a universe of discourse—that are distinct from the
vocabulary, rules and principles of its underlying technology; the efficacy of both
architectural disciplines and principles are ultimately tested in social (i.e.,
human) environments; and finally, they are both, again as disciplines, preoccu-
pied with the problem of organization.

However, this text and its companion volume are not about these analogies,
fascinating though they are. In these two volumes I have attempted to deal
simultaneously with the two faces of computer architecture —its compendium
of architectural principles and the issues related to architectural design. The first
is concepigd with parts or subsystems viewed in convenient isolation. The
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second with the design of the whole. The “synthesis” in the title refers, first, to
the unification of these two facets and, second, to my attempt to organize the
diversity of architectural principles within a single integrated framework.

The two texts are intended to form a coherent whole. However, they have
* been written and organized so that gach volume can be read, studied, and vied
independently of the other. The present volume, Foundattons is intended for
senior undergraduate students of computer science and engineering and consists
of a set of topics that can be covered in a one-semester senior undergraduate
course in computer architecture. In contrast, the companion volume, Advanced
Topics, is suitable as a graduate-lev-l text. There are, however, two aspects
common to the two books: shared heferences and an identical first chapter,
which establishes a common framework and terminology for both Foundations
and Advanced Topics..

Volume 1 is organized into two parts. Part I deals with issues common to all
computer architecture. In particular, Chapter 1 introduces the important idea of
architectural levels—a notion that pervades the entire book —and establishes
the connections between architecture on the one hand and design methodology,
compilers, microprogramming, software technology, and implementation tech-
nology on the other. Chapters 2 and 3 discuss, respectively and in more detail,
the issues of implementation technology and design methodology as they relate
to architecture.-

Part 11 discusses various facets of the architecture of uniprocessors. At its heart
is the register machine, which is discussed at different abstraction levels in
Chapters 4 and 5. Since the register machine is historically tied to the emergence
and development of microprogramming, a substantial part of Chapter 5 is
devoted to this topic.

Chapters 6 and 7 present two contrasting approaches to the development of -~
“language directed architectures’”’—alternatives to the register machine style.
The first is the (now almost “classical”) stack machine approach; the second is
the v.ry recently deveioped idea of reduced instruction sét computers, much in
vogue at this time.

Finally, Chapter 8, discusses various fundamental and important issues re-
lated to the memory aspects of architecture.

In concluding, I would like to note an important feature of the problem sets at
the end of each chapter: and that is (in keeping with the view of computer
architecture as a design discipline), the emphasis on design problems. Some of
these are suitable for solution as normal “assignments” whereas others are more
in the nature of “projects” that can be pursued in the course of an entire
semester.

Lafayette, Louisiana
July 31, 1987 Subrata Dasgupta
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CHAPTER 1

THE SCOPE OF COMPUTER
ARCHITECTURE

In this book the term computer architecture will be used in two complementary
ways. It will refer to certain logical and abstract properties of computers, the
nature of which will be described herein. The term will also be used to denote the
art, craft, and science-—or more generally, the discipline— involved in design-
ing these same logical and abstract properties. Thus, computer architecture (or
more simply, when there is no room for ambiguity, architecture) refers both to
certain characteristics of computers and to the design methods used in realizing
these characteristics.

1.1 EXO-ARCHITECTURE

Whiat are these logical and abstract properties that are of interest to the computer
architect? There are first the functional characteristics of computers: their exter-
nally observable behavior, properties, and capabilities that are of fundamental
interest to a certain group of users. These users include, in particular, system
programmers responsible for the construction of operating systems and com-
pilers for a gwen computer and the applications programmers mvolved in
writing programs in the computer’s assembly language.

The collection of externally observable behavior, properties, and capabilities
goes by several names in the architectural literature, including, simply, computer
architecture (Myers, 1982), the instruction set processor (ISP) level (Siewiorek,
Bell, and Newell, 1982), the conventional machine level (Tanenbaum, 1984), and
exo-architecture (Dasgupta, 1984). I will employ this last term in this book to
remind you that these properties reflect the external functional and logical
features of computérs. ,

The primary components of a computer’s exo-architecture are

The organization of programmable storage.

Data types and data structures, thelr encoding and representation.
Instruction formats.

The instruction (or operation code) set.

The modes of addressing and accessing data items and instructions.
Exception conditions.

AN R LN~



4 PART ONE INTRODUCTION AND BACKGROUND

A computer’s exo-architecture represents a particular abstraction level at
which we may choose to view it. An abstraction is a simplified or selective
description of a system that highlights some of the system properties while
suppressing others. In the case of complex systems, we may need to perform
different kinds of abstraction depending on the purpose at hand. Furthermore,
these different kinds of abstractions may be so selected as to form a hierarchic
relationship with one another. In that case, we talk of the existence of different
abstraction levels.

The abstraction level of a computer that we cail exo-architecture defines the
interface between the physical machine and any software that may be superim-
posed on it (Fig. 1.1). Indeed, the establishment of such a user interface is the
purpose of this abstraction level. The “‘users” of this interface are the operating
system and compiier writers and, generally, those who wish to program in
assembly language.

It is important to note that abstractions and abstraction levels are artifacts. We
invent them so that we have a means for organizing and understanding complex
phenomena, but there is nothing sacrosanct about them. Thus, two different
designers of an exo-architecture may choose and define two very distinct sets of
functional capabilities, depending on what they consider to be useful for the
user.”

““

Example 1.1

For most conventional single-processor systems the exo-architecture will consist
of the features cited earlier; namely, the instruction set, operand addressing
modes, the word length, the number of words (or bytes) of available main
memory, the number and types of high-speed programmable registers, and so
on. The user may never need to know such “internal” details as the precise
mechanisms by which instructions are interpreted by the hardware or whether,
for example, instructions are “pipelined.”

In contrast, the user of a vector processor may well have to know some details
of its internal processor organization in order to effectively exploit the potential
parallelism that such processors offer. The exo-architecture of these machines
may then be defined to reveal such details rather than to hide them as in
conventional processors. .

\__sem/

Exo-architecture

' Physical Machine ’

FIGURE 1.1 Exo-architecture: The interface between software and physical machine.



CHAPTER 1 THE SCOPE OF COMPUTER ARCHITECTURE &

. 1.2 ENDO-ARCHITECTURE

An exo-architecture is realized by mechanisms implemented in hardware and
microcode (or firmware). We can, in fact, describe these mechanisms and their
interactions at various levels— for example, the circuit, logic (gate), or register
transfer levels. However, important as these levels are, for many purposes they
are too detailed —they contain too much information. To understand how the
hardware/firmware complex realizes an exo-architecture may require us to ab-
stract from the details of logic or even register transfer levels. This abstraction of
the hardware/firmware details has been given several names in the literature,
including processor architecture (Myers, 1982), computer organization (Hayes,
1978), and endo-architecture (Dasgupta, 1984). I will use this last term in this
book to emphasize that these characteristics constitute a description of a com-
puter’s internal organization.

Basically, a computer’s endo-architecture consists of the following
descriptions.

1. The capabilities and performance characteristics of its principal functional
components.
2. The ways in which these components are interconnected.
3. The nature of information flow bet veen coaponents.
4.. The logic and means by which such .intormation flow is controlied.

It is important to realize that the purpose of this abstraction level is really to
aid understondability. This abstraction is necessary not only fo the “reader” of
the design hut also for the designer so th... he or she need not have to manage
and master too . iny “low-level” details.

The relationshup between exo-architecture, endo-architecture, and the next
* lower (e.g., segist-r-transfer) level representation of the circuits that interpret and
mmmwmmummwdmﬁgm 1.2.




é PART ONE INTRODUCTION AND BACKGROUND

1.3 MICRO-ARCHITECTURE

As described in the foregoing sections, a processor’s endo-architecture is an
abstracted view of its internal hardware organization. However, architects in
practice may exercise considerable freedom in deciding how detailed the endo-
architectural design and description should be. A very special situation arises in
the cases of microprogrammed and user microprogrammable computers be-
cause, for these machine classes, the architect specifies the endo-architecture at a
level of detail necessary for the microprogrammer to write and implement the -
microcode for such machines.

I will reserve the term micro-architecture to denote the internal architecture
— the logical structure and functional capabilities— of a computer as seen by
the microprogrammer.

Remarks
Several points about micro-architecture are worth noting.

1. The purpose of micro-architecture as a distinct abstraction level is to estab-
lish and define the interface between the hardware and the superimposed
firmware (microcode). Thus, micro-architecture is to the microprogrammer
what exo-architecture is to the (assembly language) programmer.

2. Extending this parallel, and given the recent trend toward the use of high-
level microprogramming languages (HLMLs) and their compilers, the
micro-architecture of a processor defines those aspects of the hardware
system required either by the microprogrammer or by the HLML compiler
writer.

3. Although a micro-architecture may be viewed as a special version of a
machine’s endo-architecture, it is important to keep in mind that the latter
may be defined independent of (a) whether microprogramming or hard-
wired logic is used to implement the processor or (b) the precise style, logic,
and organization of the control unit. In other words, a given computer may
be designed and described meaningfully in terms of its exo-architecture, its
micro-architecture on which the microprogram is run so as to realize the
exo-architecture, and an endo-architecture that is an abstraction of the
micro-architecture/microprogram complex. The relationship between these
levels is shown in Figure 1.3. ' '

4. The micro-architecture of a processor, depending on how detailed it is, may

or may not coincide with the register-transfer level description. At the latter

level, computer structures are described in terms of suc primitives as
terminals, registers, delays, counters, clocks, memories, and combinational
circuits. The primitives from which such a description is composed bear
obvious one-to-one correspondences with common medium-scale integra-
tion (MSI} logic circuits. Generally speaking, the register-transfer level de-
scription will contain more information than the microprogrammer needs
to know, hence the micro-architecture abstracts somewhat from this level

(Fig. 1.3).



