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Praise for Effective C#

“This book really demonstrates Bill’s strengths as a writer and programmer. In a
very short amount of time, he is able to present an issue, fix it, and conclude it;
each chapter is tight, succinct, and to the point.”

—TJosh Holmes, independent contractor

“The book provides a good introduction to the C# language elements from
a pragmatic point of view, identifying best practices along the way and following
a clear and logical progression from the basic syntax to creating components to
improving your code-writing skills. Since each topic is covered in short entries, it
is very easy to read and you’ll quickly realize the benefits of the book.”

—Tomas Restrepo, Microsoft MVP

“The book covers the basics well, especially with respect to the decisions needed
when deriving classes from System.Object. It is easy to read with examples that
are clear, concise, and solid. I think it will bring good value to most readers.”

—Rob Steele, Central Region Integration COE and Lead Architect, Microsoft

“Effective C# provides the C# developer with the tools they need to rapidly grow
their experience in Visual C# 2003 while also providing insight into the many
improvements to the language that will be hitting a desktop near you in the form
of Visual C# 2005.”

—Doug Holland, Precision Objects

“Part of the point of the .NET Framework—and the C# Language, in particu-
lar—is to let the developer focus on solving customer problems and delivering a
product, rather than spending hours (or even weeks) writing plumbing code.
Bill Wagner’s Effective C# not only shows you what’s going on behind the scenes,
but also shows you how to take advantage of particular C# code constructs.
Written in a dispassionate style that focuses on the facts—and just the facts—of
writing effective C# code, Wagner’s book drills down into practices that will let
you write C# applications and components that are easier to maintain as well as
faster to run. ’'m recommending Effective C# to all students of my “NET Boot-
Camp” and other C#-related courses.

—Richard Hale Shaw, www.RichardHaleShawGroup.com

“Effective C# is very well organized and easy to read with a good mix of code and
explanations that give the reader deep understanding of the topic. The author is
an authority on C# and the .NET runtime, but keeps the content accessible and
easy to read through a conversational tone while still imparting expert knowl-

edge to the reader”
—Brian Noyes, Principal Software Architect, IDesign, Inc.



Introduction

This book is designed to offer practical advice for the programmer on
how to improve productivity when using the C# language and the NET
libraries. In it, I have comprised 50 key items, or minitopics, related to the
most-frequently-asked questions that I (and other C# consultants) have
encountered while working with the C# community.

I started using C# after more than 10 years of C++ development, and it
seems that many C# developers are following suit. Throughout the book,
I discuss where following C++ practices may cause problems in using C#.
Other C# developers are coming to the language with a strong Java back-
ground; they may find some of these passages rather obvious. Because
some of the best practices change from Java to C#, I encourage Java
developers to pay special attention to the discussions on value types
(see Chapter 1, “C# Language Elements”). In addition, the NET Garbage
Collector behaves differently than the JVM Garbage Collector (see
Chapter 2, “NET Resource Management”).

The items in this book are the collection of recommendations that I most
often give developers. Although not all items are universal, most of the
items can be easily applied to everyday programming scenarios. These
include discussions on Properties (Item 1), Conditional Compilation
(Item 4), Immutable Types (Item 7), Equality (Item 9), ICloneable (Item
27), and the new Modifier (Item 29). It has been my experience that, in
most situations, decreasing development time and writing good code are
the primary goals of the programmer. Certain scientific and engineering
applications may place the highest premium on the overall performance
of the system. Still, for others, it’s all about the scalability. Depending on
your goals, you might find particular information more (or less) relevant
under certain circumstances. To address this, I have tried to explain the
goals in detail. My discussions on readonly and const (Item 2), Serializ-
able Types (Item 25), CLS Compliance (Item 31), Web Methods
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(Item 34), and DataSets (Item 41) assume certain design goals. Those
goals are spelled out in these items, so that you can decide what is most

applicable for you in your given situation.

Although each item in Effective C# stands alone, it is important to under-
stand that the items have been organized around major topics, such as C#
language syntax, resource management, and object and component
design. This is no accident. My goal is to maximize learning the material
covered in the book by leveraging and building each item on earlier items.
Don'’t let that keep you from using it as a reference, though. If you have
specific questions, this book functions well as the ideal “ask-me” tool.

Please keep in mind that this is not a tutorial or a guide to the language,
nor is it going to teach you C# syntax or structure. My goal is to provide
guidance on the best constructs to use in different situations.

Who Should Read this Book?

Effective C# is written for professional developers, those programmers
who use C# in their daily work lives. It assumes that you have some expe-
rience with object-oriented programming and at least one language in
the C family: C, C++, C#, or Java. Developers with a Visual Basic 6 back-
ground should be familiar with both the C# syntax and object-oriented
design before reading this book.

Additionally, you should have some experience with the major areas of
NET: Web Services, ADO.NET, Web forms, and Windows Forms. I refer-
ence these concepts throughout the book.

To fully take advantage of this book, you should understand the way
the .NET environment handles assemblies, the Microsoft Intermediate
Language (MSIL), and executable code. The C# compiler produces
assemblies that contain MSIL, which I often abbreviate as IL. When an
assembly is loaded, the Just In Time (JIT) Compiler converts that MSIL
into machine-executable code. The C# compiler does perform some opti-
mizations, but the JIT compiler is responsible for many more effective
optimizations, such as inlining. Throughout the book, I've explained
which process is involved in which optimizations. This two-step compila-
tion process has a significant effect on which constructs perform best in

- different situations.
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About the Content

Chapter 1, “C# Language Elements,” discusses the C# syntax elements and
the core methods of System.Object that are part of every type you
write. These are the topics that you must remember every day when you
write C# code: declarations, statements, algorithms, and the System.
Object interface. In addition, all the items that directly relate to the dis-
tinction between value types and reference types are in this chapter. Many
items have some differences, depending on whether you are using a refer-
ence type (class) or a value type (struct). I strongly encourage you to read
the discussions on value and reference types (Items 6 through 8) before
reading deeper into the book.

Chapter 2, “NET Resource Management,” covers resource management
with C# and .NET. You'll learn how to optimize your resource allocation
and usage patterns for the .NET managed execution environment. Yes,
the .NET Garbage Collector makes your life much simpler. Memory
management is the environment’s responsibility, not yours. But, your
actions can have a big impact on how well the Garbage Collector per-
forms for your application. And even if memory is not your problem,
nonmemory resources are still your responsibility; they can be handled
through IDisposable. You'll learn the best practices for resource man-

agement in .NET here.

Chapter 3, “Expressing Designs with C#,” covers object-oriented design
from a C# perspective. C# provides a rich palette of tools for your use.
Sometimes, the same problems can be solved in many ways: using inter-
faces, delegates, events, or attributes and reflection. Which one you pick
will have a huge impact on the future maintainability of your system.
Choosing the best representation of your design will help to make it
easier for the programmers using your types. The most natural represen-
tation will make your intent clearer. Your types will be easier to use and
harder to misuse. The items in Chapter 3 focus on the design decisions
you will make and when each C# idiom is most appropriate.

Chapter 4, “Creating Binary Components,” covers components and lan-
guage interoperability. You'll learn how to write components that can be
consumed by other .NET languages, without sacrificing your favorite C#
features. You'll also learn how to subdivide your classes into components
_in order to upgrade pieces of your application. You should be able to
release new versions of a component without redistributing the entire

application.
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Chapter 5, “Working with the Framework,” covers underutilized portions
of the NET Framework. I see a strong desire in many developers to create
their own software rather than use what’s already been built. Maybe it’s
the size of the .NET Framework that causes this; maybe it’s that the
framework is completely new. These items cover the parts of the frame-
work where I have seen developers reinvent the wheel rather than use
what they’ve been given. Save yourself the time by learning how to use the

framework more efficiently.

Chapter 6, “Miscellaneous,” finishes with items that did not fit in the
other categories and with a look forward. Look here for C# 2.0 informa-
tion, standards information, exception-safe code, security, and interop.

A Word About the Items

My vision for these items is to provide you with clear and succinct advice
for writing C# software. Some guidelines in the book are universal
because they affect the correctness of a program, such as initializing data
members properly (see Chapter 2). Others are not so obvious and have
generated much debate in the NET community, such as whether to use
ADO.NET DataSets. While I personally believe that using them is a great
timesaver (see Item 41), other professional programmers, whom I highly
respect, disagree. It really depends on what you’re building. My position
comes from a timesaving stance. For others who write a great deal of soft-
ware that transfer information between .NET- and Java-based systems,
DataSets are a bad idea. Throughout the book, I support and have given
justification for all the suggestions I make. If the justification does not
apply to your situation, neither does the advice. When the advice is
universal, I usually omit the obvious justification, which is this: Your
program won’t work otherwise.

Styles and Code Conventions

One difficulty in writing a book about a programming language is that
language designers give real English words a very specific new meaning.
This makes for passages that can be tough to understand: “Develop
interfaces with interfaces” is an example. Any time I use a specific lan-

. guage keyword, it is in the code style. When I discuss general topics with

specific C# concepts, the specific C# topic is capitalized, as in: “Create
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Interfaces to represent the interface supported by your classes.” It’s still
not perfect, but it should make many of these passages easier to read.

Many related C# terms are used in this book. When I refer to a member of
type, it refers to any definition that can be part of a type: methods, prop-
erties, fields, indexers, events, enums, or delegates. When only one
applies, I use a more specific term. A number of terms in this book might
or might not already be familiar to you. When these terms first appear in
the text, they are set in bold and defined.

The samples in this book are short, focused sections of code that are
meant to demonstrate the advice of that particular item. They are
designed to highlight the advantages of following the advice. They are not
complete samples to incorporate into your current programs. You cannot
just copy the listings and compile them. I've omitted many details from
each listing. In all cases, you should assume the presence of common

using clauses:

using System;

using System.IO;

using System.Collections;
using System.Data;

When I use less common namespaces, I make sure that you can see the
relevant namespace. Short samples use the fully qualified class names,
and long samples include the less common using statements.

I take similar liberties with code inside the samples. For example, when I
show this:

string sl = GetMessage( );

I might not show the body of the GetMessage () routine if it’s not rele-
vant to the discussion. Whenever I omit code, you can assume that the
missing method does something obvious and reasonable. My purpose in
this is to keep us focused on the particular topic. By omitting code that is
not part of that topic, we don’t become distracted. It also keeps each item
short enough that you should be able to finish an item in one sitting.

Regarding C# 2.0

" I say little about the upcoming C# 2.0 release; there are two reasons for
this. First and foremost, most of the advice in this book applies just as
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well for C# 2.0 as it does for the current version. Although C# 2.0 is a
significant upgrade, it is built on C# 1.0 and does not invalidate most of
today’s advice. Where the best practices will likely change, I've noted that
in the text.

The second reason is that it’s too early to write the most effective uses of
the new C# 2.0 features. This book is based on the experience I've had—
and the experience my colleagues have had—using C# 1.0. None of us has
enough experience with the new features in C# 2.0 to know the best ways
to incorporate them into our daily tasks. I'd rather not mislead you when
the simple fact is that the time to cover the new C# 2.0 features in an
Effective book has not yet arrived.

Making Suggestions, Providing Feedback, and Getting Book
Updates

This book is based on my experiences and many conversations with col-
leagues. If your experience is different, or if you have any questions or
comments, I want to hear about it. Please contact me via email: wwagner@
srtsolutions.com. I'll be posting those comments online as an exten-
sion to the book. See www. srtsolutions.com/EffectiveCSharp for the

current discussion.
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1 C# Language Elements

Why should you change what you are doing today if it works? The answer
is that you can be better. You change tools or languages because you can
be more productive. You don’t realize the expected gains if you don’t
change your habits. This is harder when the new language, C#, has so
much in common with a familiar language, such as C++ or Java. It’s easy
to fall back on old habits. Most of these old habits are fine. The C# lan-
guage designers want you to be able to leverage your knowledge in these
languages. However, they also added and changed some elements to pro-
vide better integration with the Common Language Runtime (CLR), and
provide better support for component-oriented development. This chap-
ter discusses those habits that you should change—and what you should

do instead.

Item 1: Always Use Properties Instead of Accessible Data
Members

The C# language promoted properties from an ad-hoc convention to a
first-class language feature. If you're still creating public variables in your
types, stop now. If you're still creating get and set methods by hand, stop
now. Properties let you expose data members as part of your public inter-
face and still provide the encapsulation you want in an object-oriented
environment. Properties are language elements that are accessed as
though they are data members, but they are implemented as methods.

Some members of a type really are best represented as data: the name ofa
customer, the x,y location of a point, or last year’s revenue. Properties
enable you to create an interface that acts like data access but still has all
the benefits of a function. Client code accesses properties as though they
are accessing public variables. But the actual implementation uses meth-
ods, in which you define the behavior of property accessors.



