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IN MEMORY OF MY FATHER, WATTS S. HUMPHREY (1896-1968)

He provided critical support at a difficult time in my life.



TSPi Glossary

Term Definition or Formula Reference

AFR Appraisal to failure ratio. 102
A/FR = (appraisal time)/(failure time)

Appraisal time Time spent appraising the product, either in 102
personal reviews or inspections.

Assemblies When a program has several parts, it is called an assembly. | 70

Balanced plans Team plans in which every engineer plans to 66
complete his or her personal tasks at the same time.
With a balanced pian, the schedule is minimized.

Baseline The collection of documents and other materials that 326
officially represent the product at any point in time.

Black-box testing Testing that is done without knowledge of the program’s 131
internal structure.

Build The build process assembies the system’s parts for 180
integration and system testing. One such assembly is
called a build.

Capture-recapture A method for estimating the size of a population. In TSPi, 345
this method is used to estimate the number of defects
remaining in a product after an inspection.

CCB See configuration control board. 324

Checklist A list of items to check in a review. In PSP and TSPi, 339
checkiists identify the most likely defects to iook for.

Configuration change | The official means for transmitting to the CCB a requested | 324

request (CCR) change to the product baseline.

Configuration An engineering committee that reviews and approves the 324

control board (CCB) product baseline and proposed changes to it.

Configuration item The approved list of items to be included in the product or 331

list system baseline. It typically includes the product name,
when baselined, the owner, and where stored.

Configuration The total set of activities used to manage the content of the | 321

management product (the baseline) from the beginning to the end of the
development process.

Configuration This plan includes, at a minimum, the configuration 323

management plan identification plan (configuration item list), the configuration
control procedures, and the CCB membership.

Configuration The CSR summarizes the status of the configuration 328
status report (CSR) management system at any point in
time.

Cyclic development A development process that builds products in steps, each | 6
of which produces a working subset of the final product.

Defect A requirements, design, or implementation element that, if | 100
not changed, could cause improper design, implementation,
test, use, or maintenance.

Defect prevention The process, method, tool, or other actions needed 146

to prevent specific defect types from recurring.




TSPi Glossary

Term Definition or Formula Reference

Defect profile A graph of the defect-removal history of a program by 100
phase. It is typically given in defects/KLOC.

Defect-prone modules | Those modules in a system that, based on their defect- 171
removal history, are judged likely to have defects remaining.

Defect ratio The ratio of the numbers of defects found in a review phase | 101
and a compile or test phase. Low ratios typically indicate
low-quality reviews.

Defects/KLOC The number of defects in a program, normalized by the 100
number of KLOC in the program.

Defects/KLOC = 1000*(defects found)/(LOC)

Development cycle That development activity that builds one product increment | 6, 9
in a cyclic development process.

Earned value (EV) The percent the estimated task hours are of the total project | 67
hours. EV is earned only when the task is fully completed.

Estimated defects Using the capture-recapture method, the estimated 345

remaining remaining defects are T = A*B/C, where A is the number of
major defects found by one engineer, B the number found
by another engineer, and C the number found by both.

Facilitator A person who helps teams hold efficient and effective team | 204, 212
meetings. The principal responsibilities are to keep the
meeting focused on the agenda and ensure that everyone
participates.

Failure time The time spent finding and fixing defects. In PSP and TSP, | 102
it is the total time an engineer spends compiling and unit-
testing a program.

Inspection A process in which several engineers review a product 335
produced by another engineer to help find defects.

Integration test The test that verifies that the system is properly built, that 181
all the parts are present, and that they function together.

Issue A known problem or concern that must be addressed. 53

KLOC Thousands of lines of code, or LOC. 85

LOC Lines of code, as defined in the team’s lines-of-code 144
standard.

Major defects These are the problems that, when fixed, would change the | 100
executable program.

Minor defects All defects that are not major. 100

Module Modules are typically composed of muitiple objects or 70
functions, and they are the smallest testable program
element.

Notebook See project notebook. 213

Part Any part of a system. It could be an object, module, 70
component, product, or subsystem. Parts may also be
assemblies of lower level parts.

PDF See percent defect-free. 98

(continued inside back cover)




TSPi Glossary

Term Definition or Formula Reference
Peer review See inspection. 335
Percent defect-free The percent of a system’s parts that have no defects in a
(PDF) specified defect-removal phase. 98
Phase A process typically has several steps or phases, each one | 10
generally described by scripts.
Phase yield The percentage of the defects in a product that are removed | 106
during a specified phase. Compile process yield refers to
the percentage of the defects injected before the end of
compile that are removed during compile. See also yie/d.
PIP The process improvement proposal, a TSPi form. 186
Planned value The percentage of the total job that is represented by a 67
single task.
Prediction interval The limits within which an estimate is likely to fail. Typical 350
prediction intervals include a percentage, say 95%, of the
items being estimated.
Process yield The percentage of the defects injected before a phase that | 106
are removed before that phase. Yield before compile refers
to the percentage of the defects injected before compile that
are removed before compile. See also yield.
Project notebook The official record of all the team’s estimates, work products, | 213, 214
reports, plans, and forms.
Quality plan The planned and actual quality performance of every part 97
and assembly in the system.
Rates, inspection One measure of the quality of a review or an inspection. 102
and review Typically, rates are measured in LOC or pages per hour.
Recorder The person who documents meeting results, principally the | 262
decisions and planned actions.
Regression test When programs are modified, functions that were 182
previously tested may no longer work. Regression testing
checks for such problems.
Reuse The use of unmodified previously developed program 54
elements in a new program. Typically, reused program
elements are taken from a reuse library that is designed
specifically for reuse.
Review In the PSP and TSPi, reviews are done by engineers to find { 131
defects in their personally produced products.
Risk A problem that may or may not occur. 53
Role A defined area of responsibility for a team member. 302
Script A listing of the actions required to accomplish a specific 10
process or portion of a process.
SCM See configuration management. 321
sbs See software design specification. 135




TSPi Glossary

Term Definition or Formula Reference

Size standard This specifies how size is to be measured for each product | 144
type. it typicaily includes the LOC counting method, the
page standard, and design size measures.

Software See configuration management. 321

configuration

management

Software design The program’s or system’s design, typically including the 135

specification (SDS) high-level design, the program architecture, interface
definitions, and other important specifications.

Software requirements | A description in the engineers’ words of the product they 11

specification (SRS) plan to develop, typically reviewed by the customers or
users to ensure agreement on the needs.

SRS See software requirements specification. 112

System test A test that stresses the system to determine whether or 181
not it functions properly in all important respects.

Task An element of work in the development plan. In TSP, the 68
work is typically broken into tasks that can be done in about
10 engineer hours or fewer.

Test plan The test plan defines the tests to be run, the expected test | 169
results, the materials needed for testing, and the plan for
producing these materials.

Unit test This white-box test verifies that the program structure is 381
correct and that operation is proper with all normal and
abnormal variable and parameter values.

White-box testing Testing that is done with knowledge of the program’s 131
internal logic and structure.

Yield The percentage of the defects in a program that are 106

removed from the program. See also phase yield and
process yield.




FACULTY FOREWORD

The increasing complexity of software development and the demand by industry
for better-qualified and better-prepared software engineers means software devel-
opment curricula must provide students with knowledge and experience related to
the practice of software engineering. The Embry-Riddle Aeronautical University
Industrial Advisory Board! has identified the following issues as critical for the
preparation of entry-level software engineers:

communication (both oral and written)

ability to work as part of a team

front-end part of software development (requirements and high-level design)

professional attitude toward work

knowledge and skills in using software processes

computing fundamentals

breadth of knowledge (ability to learn new technologies)

In my eight years of teaching an introductory software engineering course, I
have tried to provide to students an overview of the full “life-cycle” development
of software and to have them work as part of a team. I have tried real projects, toy
projects, small-team development, large-team development, extensive tool use, al-

most no tool use, emphasis on product issues, and emphasis on process issues.
Until recently, I have had only limited success. Most of the time, I have tried to do

IThe Advisory Board members come from several organizations, including Boeing, Harris,
Lockheed-Martin, Motorola, and the Software Engineering Institute.

vii



viii Faculty Foreword

too much, with the result that both the students and the teacher ended up frustrated
and disappointed.

This past year, I used a draft of Introduction to the Team Software Process™
(TSPi) and had the best success in my experience. Although the TSPi is no silver
bullet, it has had a dramatic effect in improving our delivery of software engi-
neering education. The TSPi shows both teachers and students what to do, how
to do it, and when to do it. This book includes all the required TSPi materials:
the scripts, forms, and instructions for almost all aspects of student-team soft-
ware development. It does an excellent job of explaining and motivating the TSPi
activities, and it provides a complete description of each team role. It offers common-
sense advice on how to handle team management problems, and it specifies quan-
titative techniques for planning, tracking, and assessing performance and quality.

Although the book includes an initial statement of requirements for two proj-
ects, the TSP is flexible enough to handle a variety of projects of modest size. The
TSPi could be adjusted for a maintenance project, used in a requirements/design
course, or adapted to just about any team software activity. For example, we are now
using the TSPi in our senior design course to develop a product for a real customer.
The TSPi incorporates an incremental development methodology that provides a
sound software development strategy and an excellent pedagogy. In the first incre-
ment (using a simple set of requirements), students learn the TSPi process and get
comfortable working with a team. In the subsequent one or two increments, the
tearns can use their previous experience to improve their performance.

Although there is much to be gained by using the TSPi in a software engineer-
ing project course, students must have prior experience with the Personal Software
Process (PSP)™, either through a previous course or by self-study. At Embry-Riddle,
we introduce our students to the PSP in their freshman programming courses; this
provides sufficient preparation for study and use of the TSPi. The TSPi course re-
quires a great deal of time on the part of both teacher and students. In several attitu-
dinal surveys (one at the end of each increment), students overwhelmingly endorsed
the TSPi. A common complaint concerned the collection and recording of data—
although most admitted they understood its importance.

In summary, if you have struggled with how to deliver a quality software en-
gineering project course, I strongly encourage you to look at the TSPi. It provides
the guidance, direction, and support for teaching students the practice of software
engineering and preparing them for the workplace.

Thomas B. Hilburn,
Embry-Riddle Aeronautical University



STUDENT FOREWORD

To help in preparing this student foreword, Professor Tom Hilburn selected three
students from his first TSPi course at Embry-Riddle. Two of these students had
worked as coops in industry, and all three were team leaders for their teams. Tom
asked these students what they would say to their classmates when asked about
this course; the following paragraphs are excerpts from what they wrote.

Why learn TSPi? Why use it when it takes more time to fill out all the forms
than to do the project itself? These questions have very good answers. When you
learn something new, you do not want to try something so big that you cannot han-
dle it. You need to start small to get the hang of what is going on. That is how you
learn TSPi. You start with a small project that could probably be done without the
process. Once you have mastered the TSPi, you realize that it is a necessity. Al-
though the TSPi is not needed for most school assignments, it will be needed for
larger industrial projects. This is where a process like TSPi will help everyone un-
derstand how to do the project. So remember that you are just learning the process,
and the benefits of this knowledge will not show up until you are faced with a pro-
ject that cannot be cranked out at a terminal.

Most computer science students learn how to develop programs individually.
In their team projects, they would love to have a structured process to help them
in their next team experience. Team interaction is a whole new aspect of the soft-
ware process. Many issues, such as communication, trust, motivation, problem-
solving, commitment, dedication to quality, balancing workloads, allocating roles,
feelings of camaraderie, authority issues, and learning about your teammates and
how they work, are new issues that are factored into this team process. The TSPi
provides advice for handling many of these common issues. Students need to
adapt the process to their particular team situation and to learn how to handle other

issues that are not addressed. ix



