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This text offers special coverage of the fundamentals of multicore DSP
for implementation on the TMS320C66x SoC

This content provides readers with an understanding of the TMS320C66x SoC as well as
its constraints. It offers critical analysis of each element, which not only broadens their
knowledge of the subject, but aids the reader in gaining a better understanding of how
these elements work so well together.

Written by Texas Instruments’ First DSP Educator Award winner, Naim Dahnoun, the text
teaches readers how to use the development tools, take advantage of the maximum
performance and functionality of this processor and have an understanding of the rich
content which spans from architecture, development tools and programming models, such
as OpenCL and OpenMP, to debugging tools. The text also covers various multicore
audio and image applications in detail and is supplemented with:

* Arich set of tested laboratory exercises and solutions

* Audio and Image processing applications source code for the Code Composer
Studio (integrated development environment from Texas Instruments)

* Multiple tables and illustrations

With its rich content of twenty chapters, Multicore DSP: From Algorithms to Real-time
Implementation on the TMS320C66x SoC is a rare and much-needed source of information
for undergraduates and postgraduates in the field that allows them to make real-time
applications work in a relatively short period of time. This content is also incredibly
beneficial to hardware and software engineers involved in programming real-time
embedded systems.

Naim Dahnoun is Reader in Teaching and Learning in Signal Processing in the Faculty
of Engineering at the University of Bristol, UK.
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Preface

Today’s many applications, such as medical, high-end imaging, high-performance computing
and core networking, are facing increasing challenges in terms of data traffic, processing power
and device-to-device communication. These put a high demand on the processor(s) and asso-
ciated software and lead to processor manufacturers sustaining Moore’s law by introducing
multicore processors. Texas Instruments, with its leading-edge technology, introduced the mul-
ticore System-on-Chip (SoC) architecture family of processors to address these issues. As will be
shown in this book, Texas Instruments introduced innovations at many levels, such as: powerful
CPUs that support both fixed- and floating-point arithmetic (instruction by instruction) that can
achieve more than 40G multiplications/core, a Navigator that enables direct communication
between cores and memory access that removes data movement bottlenecks, a Hyperlink inter-
face and advanced development tools.

The challenge is not only how many cores you can put on a piece of silicon, the processing
power of each core and how fast they can communicate, but also in the programming model
and ease of use. Unfortunately, programming models are not developed sufficiently to handle
several cores. The improvement in performance gained by the use of a multicore processor
depends very much on the application and software used. C and C++, which are commonly used
in embedded systems, do not support partitioning and, therefore, porting sequential code to
multicore is not trivial. In this book, it will be shown this complexity is alleviated by using:
OpenMP, which is an Application Programming Interface (API) that supports multiplatform
shared multiprocessing programming in C, C++ and Fortran; Open Computing Language
(OpenCL); or the Inter-Processor Communication (IPC).

This book will help to innovate by making the reader understand the KeyStone SoC architec-
tures, the development tools including debugging and various programming models with tested
examples, and also help to broaden the knowledge by critically analysing each element (see
Table of Contents) and understanding how these elements are working together. With the sheer
number of practical examples and references provided, the reader will be able to quickly develop
applications, take advantage of maximum performance and functionality of the processors, be
able to easily use the tools to develop and debug applications and find the relevant references to
pertinent material. Real-time multicore audio and video applications are provided. Applications
will be based on TI's Multicore Software Development Kit (MCSDK), hand-optimised code,
OpenMP, OpenCL and IPC.

Due to the sheer amount of documentation available, some information is either referred to or
reproduced to avoid discontinuity and misinterpretation.

This book is divided into 20 chapters. Chapters 1 to 15 deal with the hardware and software
issues, and Chapters 16 to 20 deal with applications. Most of the concepts are backed up with
laboratory experiments and demos that have been thoroughly tested.
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Chapter 1 Introduction: This introductory chapter provides the reader with general knowledge
on multicore processors and their applications; gives a brief comparison between digital signal
processor (DSP) SoCs, field-programmable gate arrays (FPGAs), graphic processors and CPUs;
illustrates the challenges associated with multicore; and provides an up-to-date TMS320 road-
map showing the evolution of TI's DSP chips in terms of processing power.

Chapter 2 The TMS320C66x architecture overview: This chapter comprehensively describes
the TMS320C66x architecture. This includes a detailed description of the DSP CorePacs and an
overview of the peripherals, and it introduces some useful instructions and an overview of the
memory organisation.

Chapter 3 Software development tools and the TMS320C6678 EVM: This chapter describes
the software development tools that are required for testing the applications used in this book.
It provides a step-by-step guide to the installation and use of the Code Composer Studio (CCS).

Chapter 4 Numerical issues: This chapter explains how fixed and floating points are repre-
sented and how to handle binary arithmetic. It provides examples showing how to display var-
ious data formats using the CCS.

Chapter 5 Software optimisation: This chapter discusses the different levels of optimisation
for multicore and shows how code can be optimised for a DSP core. This chapter also shows
how to use intrinsics and interface C language with intrinsics and assembly code. Multiple exam-
ples showing how to optimise code by hand and using the tools are provided.

Chapter 6 The TMS320C66x interrupts: This chapter shows how the interrupt controller
events and the Chip-level Interrupt Controller work and how to program them to respond
to events. The examples given use the general-purpose input—output (GPIO) pins to provide
the interrupts.

Chapter 7 Real-time operating system: TI-RTOS: This chapter is divided into three main sec-
tions: (1) a real-time scheduler that is composed of the hardware and software interrupts, the
task, the idle, clock and timer functions, synchronisation and events; (2) dynamic memory man-
agement; and (3) laboratory experiments.

Chapter 8 Enhanced Direct Memory Access (EDMA3) Controller: This chapter describes in
detail the operation of the EDMA and provides examples with simple transfer, chaining transfer
and linked transfer.

Chapter 9 Inter-Processor Communication (IPC): This chapter explains the need for IPC and
describes the notify module, the messageQ, the ListMP module, the Multi-processor Memory
Allocation, the transport mechanism and laboratory examples.

Chapter 10 Single and multicore debugging: This chapter introduces the need for debugging
and describes the debug architecture that includes trace, Advanced Event Triggering and the
Unified Breakpoint Manager. This chapter also describes the Unified Instrumentation Architec-
ture, debugging with the System Analyzer tools, instrumentation with TI-RTOS and CCS and
laboratory experiments.

Chapter 11 Bootloader for Keystone I and Keystone II: This chapter introduces the boot
process for both the KeyStone I and KeyStone II, and provides laboratory experiments for both
devices.

Chapter 12 Introduction to OpenMP: This chapter introduces the concept behind OpenMP
and divides the content into three main sections: (1) work sharing, (2) data sharing and (3)
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synchronisation. Various examples with both KeyStone I and II are provided. For the KeyStone
11, an example is implemented with OpenMP with the accelerator model.

Chapter 13 Introduction to OpenCL for the KeyStone II: In this chapter, another program-
ming model called Open Computing Language (OpenCL) is introduced. This chapter will
emphasise the OpenCL for the KeyStone rather than other devices. This chapter will show that
OpenCL is easy to use since the programmer does not need to deal with details of communi-
cation between DSP cores or between the ARM and the DSP, which may be a daunting task.

Chapter 14 Multicore Navigator: This chapter shows how the Multicore Navigator can pro-
vide a high-speed packed data transfer to enhance CorePac to accelerator/peripheral data move-
ments, core-to-core data movements, inter-core communication and synchronisation without
loading the CorePacs. Examples are also provided.

Chapter 15 FIR filter implementation: The purpose of this chapter is twofold. Primarily, it
shows how to design an FIR filter and implement it on the TMS320C66x processor; and, sec-
ondly, it shows how to optimise the code as discussed in Chapter 3. This chapter discusses the
interface between C and assembly, how to use intrinsics, and how to put into practice material
that has been covered in the previous chapters.

Chapter 16 IIR filter implementation: This chapter introduces the IIR filters and describes
two popular design methods: the bilinear and the impulse invariant methods. Step by step, this
chapter shows the procedures necessary to implement typical IIR filters specified by their trans-
fer functions. Finally, this chapter provides complete implementation of an IIR filter in
C language, assembly and linear assembly, and shows how to interface C with linear assembly.

Chapter 17 Adaptive filter implementation: This chapter starts by introducing the need for an
adaptive filter in communications. It then shows how to calculate the filter coefficients using the
mean squared error (MSE) criterion, exposes the least mean squares (LMS) algorithm and,
finally, shows how the LMS algorithm is implemented in both C and assembly.

Chapter 18 FFT implementation: This chapter shows a derivation of an FFT algorithm and
shows its implementation in C language. To improve the performance, the ping-pong EDMA
has been used.

Chapter 19 Hough transform: This chapter shows the basic mathematics behind the Hough
transform for detecting straight lines and how to implement it. This chapter also shows how to
increase the performance by looking at the algorithm and minimising the number of operations
required, and how to use the graphical display using the Code Composer Studio.

Chapter 20 Stereo vision implementation: This chapter shows the principle behind the stereo
vision system and highlights different levels of optimisations for achieving real-time perfor-
mance. Some techniques for reducing the processing time for calculating the disparity values
for automotive applications are also introduced.
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Foreword

Having spent my professional career introducing the digital signal processing (DSP) technology
and associated products to the industry, and now as a Professor in the practice at Rice University,
I continue looking for the next use or user of DSP. One of the high points of my career has
been working with professors and authors who are preparing the next generation of talented
engineers.

I have known Naim for about 20 years, before he wrote his first and popular book entitled
‘Digital Signal Processing Implementation: Using the TMS320C6000™™ Platform’, which
I reviewed. Since then, DSP processors have evolved into advanced heterogeneous multicore
processors that are hard to program. To extract maximum performance, programmers need
to master not only the applications that must be implemented but also the processor’s hardware
and supporting software. For instance, many programming models such as Message Passing
Interface (MPI), Open Multi-Processing (OpenMP), Open Computing Language (OpenCL)
and Inter-Processor Communication (IPC) have been introduced to ease development, in addi-
tion to the operating systems. Each of these programming languages is implemented differently
by different device manufacturers, and each of these programming languages is covered in sep-
arate books. To make the best use of these programming models, one needs to compare and
contrast them for a specific application. This book covers most of these programming models
and gives the reader a good starting point.

This book is rich in its well-structured content and is worthy of deep and reflective reading.
It starts by highlighting solutions of some problems on multicore processors, and then
focusses on multicore DSPs. To gain maximum performance, this book provides details at
the assembly and the linear assembly levels, and then shows how this could be achieved by using
the appropriate compiler switches to save development time, increase portability and reduce
maintenance. The book then tackles IPC, OpenMP, OpenCL and the Navigator to ease pro-
gramming the Multicore DSP, and it provides a rich set of practical examples for both the
KeyStone I and the KeyStone II platforms.

Debugging is as important as programming itself, especially in large and complex applications.
With this in mind, silicon manufacturers have heavily invested in both hardware and software
debugging, and in this book, Naim recognises the need to simplify its use.

In addition to hardware and development software, this book also shows how to implement
main signal-processing algorithms such as FIR, IIR, adaptive filters, Hough transform, FFTs and
disparity calculation for stereo vision applications.

There is no doubt that this book, with its comprehensive content, will provide the reader
with knowledge and inspiration that will allow him or her to experiment and maybe push
the boundaries even further.

Gene Frantz
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