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Keyword Search over Semantic Internet of
Things Using MapReduce

Huang Hai , Chen Zong-hai
(Department of Automation, University of Science and Technology of China,Hefei, Anhui, 230026)

Abstract: The Internet of Things (IoT) has recently received considerable interest from both academia
and industry that are working on technologies to develop the future Internet. Semantic technologies
based on machine-interpretable representation formalism (such as RDF) have shown promise for
describing objects, sharing and integrating information. The addition of semantics has also helped create
machine-interpretable and self-descriptive data in the IoT domain. However, the increasing scale of
RDF data brings challenges to search over Internet of things, making this problem even more time
consuming to solve. Existing solutions, developed to run on a single machine, only work well on small
graphs. In this paper, we target on answering keyword queries over semantic internet of things on
multiple computing nodes. The scalability issue was solved by employing MapReduce jobs to compute
answers through iteratively joining the building blocks generated by each computing node. The

experimental results on synthetic and real-world datasets verify the efficacy of our methods.
Key words: Semantic Web of Things; RDF;Cloud Computing; MapReduce

1 Introduction

It is estimated that there will be around 25 billion
devices connected to the Internet by 2015 and 50 billion
by 2020. Such a huge number of highly distributed and
heterogeneous devices will need to be interconnected and
communicate in different scenarios autonomously. This
implies that providing interoperability among the things
on the 0T is one of the most fundamental requirements
to support object addressing, tracking. and discovery as
well as information representation, storage, and
exchange. Using semantic annotations in the IoT domain
provides machine-readable and machine-interpretable
metadata to describe the IoT resources and data. The
semantic Web technologies include well-defined
standards and description frameworks (e. g. RDF,
OWL, SPARQL) and a variety of open-source and
commercial tools for creating, managing, querying, and
accessing semantic data.

In this paper, we focus on implementing efficient
keyword query processing over semantic web of things

which can be regarded as a large RDF data graph.

Huang Hai (1980—), male, Anhui Hefei, associate researcher, Ph. D.
Research interest: semantic internet of things; Chen Zong-hai(1963—),
male, Anhui Tongcheng, professor, doctoral supervisor. Research
interest: robotics, intelligent system, new energy technology.

Keyword query enables inexperienced users to easily
search the data graph with no specific knowledge of
complex structured query languages (such as SPARQL).

Searching or analysing a graph even with millions of
nodes would be time-consuming at best and totally
impossible at worst, especially when the graph cannot be
stored in memory on a single computer. Thus, we hope
to solve this problem using parallel data processing
techniques on a cluster of computing nodes. We believe
that the most crucial problem for real-world keyword
query systems is to return users answers as quickly as they
can (say in a few seconds), even these answers are not
the complete or best. We believe that the most crucial
problem for real-world keyword query systems is to
return users answers as quickly as they can (say in a few
seconds) , even these answers are not complete or best.
Intuitively, keyword query over a large RDF graph can
be solved in a Divide-and-Conquer strategy.

However, given a RDF data partitioned and
distributed across computing nodes, the communication
cost is unavoidable during keyword search. Since each
computing node holds only a partial graph, information
has to be exchanged among computing nodes to find the
global optimal answers. The potential multiple rounds of
communication over the network would lead to high
query latencies. Thus, there is a trade-off between the
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quality of query results and the response time. Our target
is to maximize the quality of local query answers, and
minimize the response time in both local search and
global boosting process.
To achieve the above mentioned goal, we use
MapReduce jobs to iteratively joining the building blocks
generated by each computing node. The intermediate
results exchanged on the network are minimized to
reduce the communication overhead. The iterations stop
when no new building block appears.
Our proposed method has the following novelties
and advantages:
® We parallelize the process of keyword search
over large RDF graphs on a cluster of
computing nodes. MapReduce is introduced to
compute the global optimal results based on
building blocks of subgraphs for the first time.

® The evaluation on both synthetic and real-world
datasets shows the efficacy of our method,
which can return results in a short time.

2 Problem Definition

Definition 1  Given a set of RDF triples D, an RDF
graph G,(V, E) is a directed graph where V is the set of
nodes (RDF subjects (s) or objects (o) in D) labelled
with s or o, and E is the set of edges in Gp labelled with
predicates.

There are many definitions for keyword query
answers that are returned to users such as Steiner tree,
distinct rooted tree, r-radius subgraph™!. In this paper,
we define keyword query answers as distinct rooted trees.

Definition 2  (Keyword Query Answers) Given an
RDF data graph G and a keyword query Q(k,, ks kss*=,
k,) where each k ;is a keywérd , S, is the set of nodes in G
that contains keyword k;. An answer {r, (ni, nj,--,
n)Yof Q is a tree with a root r such that for each n;eS;,
there exists a directed path from r to n;.

Definition 3  Given a keyword query Q on graph G ,
the score of an answer T{r, (n,,n,,*=+,n,;)) is defined as
follows .

Score(T) = Y dist(r,n,) ¢}

i=1
where dist (r, n;) is the shortest distance from r to
keyword node n;in G.

Note that the score definition above adopts “match-
distributive semantics”. In this semantics, all root-match
paths contribute independently to the final score, even if
these paths may share some common edges.

Similar to [2], given a keyword query Q on RDF
graph G, we are concerned with finding the top-k best

answers, which have distinct roots.

Definition 4  Given an RDF data graph G and a
keyword query Q(k,, ky, ks, =+, k) where each kis a
keyword , the best score of answer T with root r is the
maximum score over all answers rooted at r. And we
represent this best answer with root r as T (r, Cky,
kyseey k).

PROBLEM DEFINITION  Given an RDF graph G
and a keyword query Q. we are interested in finding the
top-k distinct rooted trees in score increasing order .

3 Partition of RDF Data Graph

Firstly, we manage the large RDF graph by
partitioning it into subgraphs and store them on multiple
nodes. Obviously, the quality of partition is crucial to both
the efficiency and answer quality of keyword search.

A simple way to partition a large RDF graph into
subgraphs is by a hash partitioning algorithm. The nodes
containing the same keyword are grouped into one
subgraph and stored on the same machine. However, a
keyword query normally contains multiple keywords. If
nodes including different keywords locate on different
machines, the communication overhead to find the
common root node connecting keyword nodes would be
very huge. Thus, this partition method is unwise and we
need a better one that can minimize the potential
partition-induced communication.

As we know, the process of keyword search is to find
tree structures with roots connecting keyword nodes.

Considering that answer trees normally consist of
nodes with small distances to each other, we should
partition nodes with high connectivities into one
subgraph to increase the ability of single computing
nodes for answering keyword queries independently.
Meanwhile, to reduce the communication cost during
keyword search, the number of edges crossing subgraphs
should be minimized.

Last but not least, the size of partitioned subgraphs
should be balanced as comparable workloads are required
to be distributed on the computing nodes by MapReduce.

Graph partition problem has been well-studied and
some partition tools have also been developed. In this
work, we use the METIS' partition tool, it fulfils our
aforementioned requirements.

METIS aims to minimize the edge crossings (or the total
weight of them) and keep the close nodes in the same
subgraph, while balancing the partition size. We first use
METIS to divide nodes of a RDF graph into disjoint

1 http://glaros. dtc. umn. edu/gkhome/views/metis/ .
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partitions. Then we add all outgoing edges to each partition.
If node v; falls in partition G, all outgoing edges v;, v, of
v; in the original RDF graph are added in partition G;.

Once the RDF graph partitioned into subgraphs, each
subgraph consists of all nodes in a partition as well as all
portals incident to the partition. For a subgraph, a portal
node can be either in-portal node or out-portal node or
both. For an in-portal node, it has at least one incoming
edge from another block and at least one outgoing edge
in this block. For an out-portal node it has at least one
outgoing edge to another block and at least one incoming
edge from this block. For example, in Figure 1, node
e,, e, are portal nodes. For partition S,, e; is an out-
portal node and e, is an in-portal node.

Partition S,

- ~
-

Partition S,

’ ~ - ~

Figure 1 Portal nodes of subgraphs

4 Search Algorithms

In the section, we present our method of computing
global top-k answers using MapReduce jobs. We first
give some introduction about MapReduce framework.

MapReduce™® is a programming model for
processing large data sets, which cannot be handled on a
single machine. Data are partitioned over multiple
computing nodes by storing in a distributed file system,
e. g., HDFS in Hadoop® that is the most popular
implementation of MapReduce. Data processing is
conducted through Map and Reduce functions on
computing nodes.

The Map and Reduce functions of MapReduce are both
defined with respect to data structured in (key, value) pairs.

The Map function takes inputs and produces a set of
intermediate key/value pairs. Through shuffling, all pairs
with the same key from all Map functions are grouped
together, and then passed to the Reduce function.

The Reduce function accepts an intermediate key and a
set of values for that key, and then merges together these

2 Apache Hadoop http://hadoop. apache. org.

values to form a possibly smaller set of values. The data
flow of the MapReduce framework is shown in Figure 2.

input

HDFS
replication

Figure 2 MapReduce Data Flow

4.1 Generating Building Blocks

The core problem of the¢ second search phase is how
to obtain the potential answers that span in different
computingnodes under MapReduce framework.

As data graph is distributed across multiple nodes,
MapReduce-based methods are not able to maintain global
structures during computation. Computing nodes executing
Map and Reduce jobs cannot communicate to have
awareness of global status. Thus, given an RDF graph
represented as a file of adjacent node lists stored on HDFS,
passing information is only possible from a node to its
adjacent nodes. Local information has to be passed multiple
iterations to finally reach global answers.

A simple way to compute keyword queries is using
edges as basic building blocks. For each iteration, if the
two building blocks have the same node (two edges
joined by one node), Reduce function joins them and
emits a new building block (which could be a path or a
tree structure ). All keyword query answers can be
obtained by iteratively using Reduce function on all
building blocks until no more blocks can be joined.

However, this approach will lead to some serious
First,
generated in each iteration could be very huge especially

problems. the amount of intermediate data
for dense graphs. In fact, most of intermediate data has
no contribution to generate the potential keyword query
answers. Second, executing MapReduce jobs iteratively is not
very efficient. If we build answer trees from edges, the
possible number of iteration steps could be large, which will
lead to low efficiency. Thus, we hope to find a way which
could decrease the amount of intermediate data generated and
the number of iteration steps. Meanwhile we also hope to
maximally employ the index we build for the first search
phase.

To avoid redundant computation and too much
generation of intermediate data, our strategy is to divide
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the keyword query Q into some sub queries by grouping
keywords to multiple disjoint sets, under the assumption
that the keywords from the same set locate on one
computing node. For example, given a sub query
Q:({kys ky}y {ks}) of QCkys kys k3), the answers of
Q; span on two computing nodes such that k,, k, are on
the same computing node, and k; is on another one.

For a keyword query Q with m keywords, the
number N of sub queries can be computed as:

N=CL+CLs Chd+ L (2)
For example, the query with 3 keywords would have
4 sub queries.
For each sub query, we can dynamically generate a
set of tree structures and paths instead of edges in each
partition as basic building blocks, which have high
granularities and are very useful for consisting the
potential answer trees. We also define the join nodes for
each building block to build new blocks. And by the
index we build for the first search phase, these blocks
can be computed efficiently. Three basic building blocks
in each partition are defined as follows:
® TYPE [ This type of building block is a rooted
tree with a root node r connecting a set of
keywords (k,,++, k,) and a set of out-portal
nodes E, to which r is reachable. We denote it by
a 6-tuple CE,, r, (ky,*, k,)» Sa, score,
©) such that the join nodes of this building block
is the nodes in E,; and S, score, p indicates
the partition id, score value and the path
information of this block , respectively .

® TYPE Il This type of building block is a rooted
tree with an in-portal node e; as a root node
connecting a set of keyword nodes (k,,+, k,).
We denote it by a 6-tuple{e;, e;s (kys*s k,)
S s score, P)such that the join node is e;.

® TYPE Il This type of building block is a shortest
path from an in-portal node e; to an out-portal node
e, denoted by{e;, e;, eys Sus Score, P).

For example, in Figure 3, there exists a TYPE [
building block: ({e,}, a, (k;), S, 2, @)in partition S;.

Partition S, Partition S, Partition S, Partition S,

e -< _ -

~

W s s 98 ~ - Nl i i

Figure 3 Answers span on multiple partition

TYPE [ and [ building blocks can be every efficiently

online computed through our single-machine search

algorithm and index. The number of these building blocks
depends on the concrete keywords, but is normally limited to
a small value. Thus, data copying across network during
communication would not cost much.

TYPE [Il building blocks are much more than TYPE
I and TYPE [l building blocks, but can be
precomputed offline since they are independent of
keywords. Storing them in HDFS will highly facilitate
the block joining process as no communication overhead
will occur.

Note that the root nodes in building blocks of TYPE
| are potential answers. Thus, we only consider joins
between building blocks of TYPE | and TYPE 1[I,
TYPE [l building blocks. To join two building blocks,
we define the join rules as follows:

Given two building blocksbk, (TYPE D), bk,(TYPE [l
or TYPE [[[) with different partition IDs, keys(bk,), keys
(bk,) denote the keyword set of bk, and bk,. The join
nodes set of bk, is E, and the join node of bk, is e. If keys
(bk,) (N keys(bk,=p and e €E,, then we have:

® TYPE [ « TYPEIl: <(E,, rs (kys**s kn),

Siuar> scorey, P1) o ey (kpirss kjds Sizs
scorey, P3) =(E,—\{e}, ry(ky,==*s k;j)ys Siurs
score, + score,, P .

® TYPE I  TYPE [I: <E,, rs Ckis***s kun)>

Su1s score,, P1) © (e, e, e's Suss Score,,
Py = {E,—{e} U {e'}s ry (kysesy kun)s
Sins Score, + scorey, P13).

Obviously, if a new generated building block
contains all keywords in query @, it should be a
potential answer for query Q.

For each sub query we iteratively use MapReduce
function to compute potential keyword query answers.
The Map function takes each building block and emits an
intermediate key/value pair. The key is the join node of
each building block and value is the whole building
block. For TYPE [ building blocks, since they have
multiple join nodes we select each join node as key and
emit multiple key/value pairs. The second task of map
function is to delete all building blocks with score values
exceeding a threshold 7.

The pruning with threshold y is very helpful as it
limits the amount of data transferred across the network
and therefore can speed up the moving towards final
global answers. The threshold y can be set to a user
specified value or set to a suggested value generated from
the first search phase.

The Reduce function executes the job of joining two
building blocks to generate a new one. Reduce function
also checks if there exists any redundant building block,
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which will not be emitted.
The whole process is outlined in Algorithm 1 and
Algorithm 2.

Algorithm 1 Map Function

Input: Building block bk, threshold v;
1. if bk.score <<=y then
2. if bk is TYPE [[ or TYPE [[[ then

3: Node = bk .JoinNode;

4. EMIT(Node , bk)

5: else

6: for all portal nodes e € bk. Eo do
7: bk .Eo = bk.Eo—e

8: EMIT(e, bk)

9: end for

10: end if

11: end if

Algorithm 2 Reduce Function

Input:node, building blocks [ bk1, bk2, ==+, bkn];
1. for all bki do
2:  Node= bk.JoinNode;
3 EMIT(Node, bk)
4. end for
5. for all bk, bj do
6 if bk, bj are from different partitions AND bk #

bj then
7: bkj = bk « bj;
8: node = bkj.JoinNode;
9: EMIT(Node, bkj)
10. end if
11: end for

4.2 Iteration Termination Condition

To achieve the global query answers, we have to
iterate the MapReduce function. A problem would
arise: when do we stop the iteration? Intuitively, the
maximal number of iteration can be set as the number of
partitions, since at each iteration we join building blocks
from different partitions. However, this termination
condition may allow unnecessary joining iterations and
therefore delay the report of query answers, when the
number of partition is big.

To terminate iterations at the right time, we
introduce the concept of “valid join” as follows:

Definition 5 Given a building block b generated
from block b; and block b, , if the score of b is less than
threshold y and if by is never generated before, we say
that b; > b, is a valid join .

Obviously, if there is no “valid join”, we can stop
the iteration. One example of iterative joining process is
shown in Figure 4.

{el},a,{k3),S51,2 TYPE | : {el},a,{k3},S1,2 : {el},a,{k3},51,2
[el),el,(kl,kl),SM‘l {el},el,{k1,k2},82,4 1 {el},el,{k1,k2},S2,4
{e2},r,{k1,k2},52,3 YPE I : Answer.a {k1,k2.k3},6 : Answeratkhk2k36-

{e2},e2,e3,53,2 T 1 1 {e2},r,{k1,k2},52,3 I Answer.a (k1,k2,k3},6
{e3},e3.{k3},54,2 | (€2},62,23,83,2 | (e2),r,(k1,k2}),52,3
{e3),r,{k1,k2},82,5, : {e2},e2,¢3,83,2
1 {e3},e3,{k3},54,2 | te3hrsthbk2h52:5

| (e3},r,(k1,k2),82.,5
Answer.r {k1,k2,k3},7

Figure 4 Iteration steps of joining building blocks

5 Experiments

In this section we describe the performance
evaluation of the proposed methods.

5.1 Experimental Methodology

We ran experiments on 3 Dell T7500 workstations
connected with a 1 GB network switch. Each Dell
workstation has 6 Intel Xeon processor X5650 2.67 GHz
with 12 cores, 24 GB of RAM, and a 1.4 TB hard disk.
We virtualized 18 virtual machines. Each virtual
machine is assigned 2 cores and 4 GB of RAM. We
installed the Ubuntu 11. 04, 64-bit, server edition
operating system, Java 1. 6 with a 64-bit server JVM,
and Hadoop 0.20.1. We used an extra node to manage
the Hadoop jobs and the Hadoop distributed file system.
In order to maximize the parallelism and minimize the
running time, we made the following changes to the
default Hadoop configuration: we set the block size of
the distributed file system to 128 MB, allocated 3 GB of
virtual memory to each map/reduce task, set the
replication factor to 1, and disabled the speculative task
execution feature.

Data sets
are used in our experiments. In this paper, we present

Both synthetic and real-world datasets

results on two datasets:

(1) LUBM’ is developed by Lehigh University. It
consists of a university domain ontology (containing 43
classes and 32 properties). We generated around 40 M
distinct triples to form a synthetic LUBM data set.

(2) YAGO* extracted from
Wikipedia and integrated with the WordNet thesaurus
and contains about 20 M triples. Compared with the
former dataset, this real-world data set is relatively

consists of facts

heterogeneous. More details of the two datasets are

3 http://swat. cse. lehigh. edu/projects/lubm/.
4 http://www. mpi-inf. mpg. de/yago-naga/yago/downloads\ yago.
html.
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shown in Table 1. Table 2  Statistics of query datasets
Table 1 Statistics of datasets # Q2 Qs Qs
# LUBM YAGO # keywords 2 3 >=4
: avg. # k d nod:
# Edges 42,211,071 18,343,536 avg (L;Yl‘;";f) nodes 3312 4467 5313
# Nodes 20,186,615 14,230,223
# Properties 43 93 avg. # keyword nodes re78 1567 3215
(YAGO)
# Keywords 4,233,534 8,278,931
, Figure 5 shows the running time when boostin
Query Loads Query processing speed depends on gl & &

not only the keyword search system, but also the content
of query words.

A keyword system produces answers quickly for
some queries, but for other queries it may take longer
time or even fail to produce any answer after exhausting
memory. Thus for fair comparison, we generated three
kinds of query sets in our experiments: Q,, Qs, Q.
Each query set has 30 keyword queries. Each query in
query set Q,, Q;, Q, is composed of 2, 3, and more
than 4 randomly selected keywords, respectively.
Examples of keywords used to generate query sets are
shown in Figure 5. Table 2 shows some statistic
information about query sets used in the experiments.

global query answers. The execution time is dominated
by the Map/Reduce iterations actually. For LUBM
dataset, the execution time reported is less than 20
seconds, because the data graph of LUBM is relatively
simple and the distances between nodes are small so that
the number of Map/Reduce iterations are limited. On
the contrary, the data graph of Yago is more complex
and some shortest paths are longer than 20 steps.

Thus, more number of iterations are required to
execute queries on it. Short queries, like the ones in Q,
including less number of keywords than Q; and Q,, can
be processed quickly in less than 20 seconds. More
number of computing nodes can speed up the process
even more.

501 Otop-10 50~ op- 50+ @ to
S 301 X < 304
5 | £
& 201 (= £ 201
101 B £ 104
o] 2 yi- B R
6 12 18 6 12 18 6 12 18
Computing nodes Computing nodes Computing nodes
(a) Q,on LUBM (b) Q, on LUBM (c) Q, on LUBM
= 701 Etop10
i, @]
g ] oA
e 8 =
6 12 18 6 12 18 6 12 18
Computing nodes Computing nodes Computing nodes
(d) Q,on Yago (e) Q,0on Yago (f) Qs on Yago

Figure 5 The search performance

6 Related Work

There are some related work on keyword search
over RDF data graph. ® proposed the method that aims
at mapping the keyword query into one or more
structured query. They assume that the user keyword-
query is an implicit representation of a structured triple-

pattern query. They try to infer such structured query
using the RDF graph and retrieve the top-k most
relevant structured queries. They then provide the user
with the retrieved queries and let her choose the most
appropriate structured query to be evaluated. Different
with them, we compute the answers through traversing
the RDF data graph instead of generating candidate



ROV ABRRKBERLER - F 17 %

SPARQL queries. In fact, our problem is more related
to keyword search over general graphs. In [7], the
authors are concerned with the ranking function for
RDF keyword search, and they use statistic language
models to rank the results of keyword search. In our
work, we focus on obtaining keyword query answers
efficiently.

Among other approaches of keyword search over

S[l, 2, 8-10] s

graph focusing on computing rooted trees as
keyword search answers. BANKS™' uses a backward
search algorithm searching backwards from the nodes
that contain keywords. BANKS-[["" is proposed to
overcome the drawbacks of BANKS. The main idea of
BANKS- [ is to start forward searches from potential
roots. BLINKS™ is proposed as a bi-level index to speed
up BANKS- [, as no index (except the keyword-node
index) is used in BANKS-[[. The single-level index
precomputes and indexes all the distances from the nodes
to keywords, but this will incur very large index size. In
this paper, we solve this problem by using bloom filter
techniques and design our index which is able to fit a
large number of keyword-node pairs in main memory.
Keyword search on relational databases™ "% is
related to keyword search on graph. Conceptually, a
database can be viewed as a labeled graph where tuples
in different tables are treated as nodes connected via
foreign-key relationships. Note that a graph constructed
in this way usually has a regular structure because schema
Unlike

approaches, keyword search on relational databases

restricts node connections. graph-search
heavily relies on the database schema and query
processing techniques in RDBMS.

Keyword search over XML data is also relevant to
but different

XKSearch™ returns a set of nodes that contain the

from keyword search on graph.
query keywords either in their labels or in the labels of
their descendant nodes and have no descendant node that
also contains all keywords. Similarly, XRank"® returns
the set of elements that contain at least one occurrence
of all of the query keywords, after excluding the
occurrences of the keywords in sub elements that already
contain all of the query keywords. However, all these
techniques assume a tree-structure and thus cannot be
directly applied to graph-structured data such as RDF
graphs.

7 Conclusion

In this paper, we presented our method for
efficient keyword search over internet of things which

can be represented as large RDF data graphs on multiple
computing nodes. It obtains global top-k results through
iteratively joining the building blocks generated by each
node under MapReduce framework. The experimental
results verify the efficiency. In the future work, we will
consider more efficient and better partition methods for
large RDF graphs.
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