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Foreword

This is a remarkable book, but it wasn’t until I had nearly finished reading it that I realized
just how remarkable it is. This could well be the first book ever written for people who are
already familiar with C++—all of C++. From language features to components of the
standard library to programming techniques, this book skips from topic to topic, always
keeping you slightly off balance, always making sure you’re paying attention. Just like
real C++ programs. Class design bumps into the behavior of virtual functions, iterator
conventions run up against name lookup rules, assignment operators sideswipe exception
safety, compilation dependencies cross paths with exported templates. Just like they do in
real programs. The result is a dizzying maelstrom of language features, library compo-
nents, and programming techniques at once both chaotic and magnificent. Just like real
programs.

I pronounce GotW such that it thymes with “Gotcha,” and perhaps that’s fitting. As I
compared my solutions to the book’s quizzes against Sutter’s answers, I fell into the traps
he (and C++) laid before me more often than I’d like to admit. I could almost see Herb
smiling and softly saying “Gotcha!” for each error I made. Some may argue that this
proves I don’t know much about C++. Others may claim it demonstrates that C++ is too
complex for anyone to master. I believe it shows that when you’re working in C++, you
have to think carefully about what you're doing. C++ is a powerful language designed to
help solve demanding problems, and it’s important that you hone your knowledge of the
language, its library, and its programming idioms as finely as you can. The breadth of top-
ics in this book will help you do that. So will its unique quiz-based format.

Veteran readers of the C++ newsgroups know how difficult it is to be proclaimed a
Guru of the Week. Veteran participants know it even better. On the Internet, of course, there
can be only one guru each week, but, backed by the information in this book, you can rea-
sonably hope to produce guru-quality code every time you program.

Scott Meyers
June 1999



Preface

Exceptional C++ shows by example how to go about solid software engineering. Along
with a lot of other material, this book includes expanded versions of the first 30 issues of
the popular Internet C++ feature Guru of the Week (or, in its short form, GotW), a series of
self-contained C++ engineering problems and solutions that illustrate specific design and
coding techniques.

This book isn’t a random grab-bag of code puzzles; it’s primarily a guide to sound real-
world enterprise software design in C++. It uses a problem/solution format because that’s
the most effective way I know to involve you, gentle reader, in the ideas behind the prob-
lems and the reasons behind the guidelines. Although the Items cover a variety of topics,
you’ll notice recurring themes that focus on enterprise development issues, particularly
exception safety, sound class and module design, appropriate optimization, and writing
portable standards-conforming code.

I hope you find this material useful in your daily work. But I also hope you find at least
a few nifty thoughts and elegant techniques, and that from time to time, as you’re reading
through these pages, you'll suddenly have an “Aha! Gnarly!” moment. After all, who says
software engineering has to be dull?

How to Read This Book

I expect that you already know the basics of C++. If you don’t, start with a good C++
introduction and overview (good choices are a classic tome like Bjarne Stroustrup’s The
C++ Programming Language, Third Edition' or Stan Lippman and Josée Lajoie’s C++
Primer, Third Edition®), and then be sure to pick up a style guide like Scott Meyers’ classic
Effective C++ books (I find the browser-based CD version convenient and useful).’

1. Stroustrup B. The C++ Programming Language, Third Edition (Addison Wesley Longman,
1997).

2. Lippman S. and Lajoie J. C++ Primer, Third Edition (Addison Wesley Longman, 1998).

3. Meyers S. Effective C++ CD: 85 Specific Ways to Improve Your Programs and Designs (Addison
Wesley Longman, 1999). An online demo is available at http://www.meyerscd.awl.com.



Xi

Each item in this book is presented as a puzzle or problem, with an introductory header
that looks like this:

Item ##: THe Toric ofF THis PuzzLe DirricuLty: X

The topic tag and difficulty rating (typically anything from 3 to 9%, based on a scale of
10) gives you a hint of what you’re in for. Note that the difficulty rating is my own subjec-
tive guess at how difficult I expect most people will find each problem, so you may well
find that a given 7 problem is easier for you than another 5 problem. Still, it’s better to be
prepared for the worst when you see a 9/, monster coming down the pike.

You don’t have to read the sections and problems in order, but in several places there
are “miniseries” of related problems that you’ll see designated as “Part 1,” “Part 2,” and so
on—some all the way up to “Part 10.” Those miniseries are best read as a group.

This book includes many guidelines, in which the following words usually carry a spe-
cific meaning:

= always = This is absolutely necessary. Never fail to do this.

= prefer = This is usually the right way. Do it another way only when a situation specifi-
cally warrants it.

= consider = This may or may not apply, but it’s something to think about.

= avoid = This is usually not the best way, and might even be dangerous. Look for alter-
natives, and do it this way only when a situation specifically warrants it.

= never = This is extremely bad. Don’t even think about it. Career limiting move.

Finally, a word about URLs: On the Web, stuff moves. In particular, stuff I have no
control over moves. That makes it a real pain to publish random Web URLS in a print book
lest they become out of date before the book makes it to the printer’s, never mind after it’s
been sitting on your desk for five years. When I reference other people’s articles or Web
sites in this book, I do it via a URL on my own Web site, www.gotw.ca, which I can con-
trol and which contains just a straight redirect to the real Web page. If you find that a link
printed in this book no longer works, send me e-mail and tell me; I’1l update that redirector
to point to the new page’s location (if I can find the page again) or to say that the page no
longer exists (if I can’t). Either way, this book’s URLs will stay up to date despite the rig-
ors of print media in an Internet world. Whew.

3. Meyers S. Effective C++ CD: 85 Specific Ways to Improve Your Programs and Designs (Addison
Wesley Longman, 1999). An online demo is available at http://www.meyerscd.awl.com.



How We Got Here: GotW and PeerDirect

The C++ Guru of the Week series has come a long way. GotW was originally created late in
1996 to provide interesting challenges and ongoing education for our own development
team here at PeerDirect. I wrote it to provide an entertaining learning tool, including rants
on things like the proper use of inheritance and exception safety. As time went on, I also
used it as a means to provide our team with visibility to the changes being made at the C++
standards meetings. Since then, GotW has been made available to the general C++ public as
a regular feature of the Internet newsgroup comp.lang.c++.moderated, where you can find
each new issue’s questions and answers (and a lot of interesting discussion).

Using C++ well is important at PeerDirect for many of the same reasons it’s important
in your company, if perhaps to achieve different goals. We happen to build systems soft-
ware—for distributed databases and database replication—in which enterprise issues such
as reliability, safety, portability, efficiency, and many others are make-or-break concerns.
The software we write needs to be able to be ported across various compilers and operating
systems; it needs to be safe and robust in the presence of database transaction deadlocks
and communications interruptions and programming exceptions; and it’s used by custom-
ers to manage tiny databases sitting inside smart cards and pop machines or on PalmOS
and WinCE devices, through to departmental Windows NT and Linux and Solaris servers,
through to massively parallel Oracle back-ends for Web servers and data warehouses—with
the same software, the same reliability, the same code. Now that’s a portability and reliabil-
ity challenge, as we creep up on half a million tight, noncomment lines of code.

To those of you who have been reading Guru of the Week on the Internet for the past
few years, I have a couple of things to say:

» Thank you for your interest, support, e-mails, kudos, corrections, comments, criti-
cisms, questions—and especially for your requests for the GotW series to be assembled
in book form. Here it is; I hope you enjoy it.

= This book contains a lot more than you ever saw on the Internet.

Exceptional C++ is not just a cut-and-paste of stale GorW issues that are already float-
ing out there somewhere in cyberspace. All the problems and solutions have been consid-
erably revised and reworked—for example, Items 8 through 17 on exception safety
originally appeared as a single GorW puzzle and have now become an in-depth, 10-part
miniseries. Each problem and solution has been examined to bring it up to date with the
then-changing, and now official, C++ standard.

So, if you've been a regular reader of GorW before, there’s a lot that’s new here for
you. To all faithful readers, thanks again, and I hope this material will help you continue to
hone and expand your software engineering and C++ programming skills.

Acknowledgments
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Generic Programming and the
C++ Standard Library

To begin, let’s consider a few selected topics in the area of generic programming. These
puzzles focus on the effective use of templates, iterators, and algorithms, and how to use
and extend standard library facilities. These ideas then lead nicely into the following sec-
tion, which analyzes exception safety in the context of writing exception-safe templates.

Item 1: ITERATORS Dirricurty: 7

Every programmer who uses the standard library has to be aware of these common and not-so-
common iterator mistakes. How many of them can you find?

The following program has at least four iterator-related problems. How many can you find?

int main()
{
vector<Date> e;
copy( istream_iterator<Date>( cin ),
- istream_iterator<Date>(),
back_inserter( e ) );
vector<Date>::iterator first =
find( e.begin(), e.end(), "01/01/95" );
vector<Date>::iterator last =
find( e.begin(), e.end(), "12/31/95" );
*last = "12/30/95";
copy( first,
last,
ostream_iterator<Date>( cout, "\n" ) );
e.insert( --e.end(), TodaysDate() );
copy( first,
last,
ostream_iterator<Date>( cout, "\n" ) );



Generic Programming and the C++ Standard Library

int main(Q)
{
vector<Date> e;
copy( istream_iterator<Date>( cin ),
istream_iterator<Date>(),
back_inserter( e ) );

This is fine so far. The Date class writer provided an extractor function with the signa-
ture operator>>( istream&, Date& ), which is what istream_iterator<Date> uses to
read the Dates from the cin stream. The copy() algorithm just stuffs the Dates into the
vector.

vector<Date>::1iterator first =

find( e.begin(), e.end(), "01/01/95" );
vector<Date>::iterator last =

find( e.begin(), e.end(), "12/31/95" );
*last = "12/30/95";

Error: This may be illegal, because Tast may be e.end() and therefore not a derefer-
enceable iterator.

The find() algorithm returns its second argument (the end iterator of the range) if the
value is not found. In this case, if “12/31/95” is not in e, then 1ast is equal to e.end(),
which points to one-past-the-end of the container and is not a valid iterator.

copy( first,
last,
ostream_iterator<Date>( cout, "\n" ) );

Error: This may be illegal because [first,last) may not be a valid range; indeed,
first may actually be after 1ast.

For example, if “01/01/95” is not found in e but “12/31/95” is, then the iterator last
will point to something earlier in the collection (the Date object equal to “12/31/95”) than
does the iterator first (one past the end). However, copy () requires that fi rst must point
to an earlier place in the same collection as 1ast—that is, [first,1ast) must be a valid
range.

Unless you’re using a checked version of the standard library that can detect some of
these problems for you, the likely symptom if this happens will be a difficult-to-diagnose
core dump during or sometime after the copy ().

e.insert( --e.end(), TodaysDate() );

First error: The expression “--e.end()” is likely to be illegal.
The reason is simple, if a little obscure: On popular implementations of the standard
library, vector<Date>: :iterator is often simply a Date*, and the C++ language doesn’t



