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Foreword
by Peter Freeman

" " he recent and rapid advances in hardware and communications have led to
ran explosion of concurrent, real-time, and distributed applications. This, in
turn, is changing forever the nature of the demands on practical software devel-
opment. The widespread advent of object-oriented approaches and now the use
of UML are changing practice, but as usual, at a pace that lags behind the needs.

One reason for this lag has been the absence of good, authoritative, practical
guides to the object-oriented analysis and design of concurrent applications, espe-
cially those that are distributed and/or real-time. This book goes a long way
toward fulfilling that need.

I cannot think of a better person to write a definitive text on this topic than Has-
san Gomaa. For more than 20 years, Hassan has contributed to a deeper under-
standing of concurrent, distributed, and real-time applications through his work in
industry as a designer, his research into new real-time design methods, and his
teaching as a university professor. This book shows the results of his experience.

It is superbly organized and illustrated, as only an experienced teacher could
have done. It shows the depth of understanding of the technology that comes
from long and deep research focused on the subject matter. It has the illustrations
and practical knowledge that come from long and direct contact with practical
software design.

I hope that you enjoy this book as much as I did, and that you will be able to
use it for many years to come.

Peter A. Freeman

John P Imlay, Jr., Dean and Professor
Georgia Institute of Technology

May 2000
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Foreword
by Bran Selic

Errors using inadequate data are much less than those using no data at all.
—Charles Babbage

recent search of a popular bookseller’s Web site revealed a total of 1,188
A titles (and growing daily) that are classified as dealing with “software engi-
neering.” Despite this apparent glut, there is precious little engineering in most of
them and, correspondingly, little or no engineering in much of the software being
developed these days. This book aims to change that.

Traditional engineering disciplines invariably involved the use of science and
mathematics to ensure that a design would meet its objectives at an acceptable
cost. Thus, one could proceed with high confidence to construct a bridge based on
predictions made from a mathematical model of the design. In the case of soft-
ware, however, design is primarily an informal process too often devoid of formal
predictive models or techniques. From this perspective, it is highly instructive to
contrast how software and hardware have evolved over the last several decades.
Whereas hardware has become smaller, faster, cheaper, and more reliable, soft-
ware has become larger, slower, more expensive, and less reliable over the same
period. Significantly, modern hardware design relies heavily on constructing pre-
dictive models.

The absence of engineering fundamentals from software practice can be
attributed in part to the fickle, almost chaotic, nature of software, which makes it
notoriously difficult to model mathematically. Despite this inherent difficulty,
however, a number of very useful analytical techniques have been developed. In
particular, such techniques have evolved in the embedded real-time domain,
where it is often critical to predict the temporal properties of software with a high
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degree of certainty because human lives may depend on it. Yet, regardless of their
proven effectiveness, these methods are not used very often. In fact, many real-
time developers are not even aware of their existence.

The issue here is one of culture, or, more appropriately, the lack of one. Writ-
ing software is primarily an intellectual exercise, unhampered by physical limita-
tions such as the need to cut and shape material or to expend large amounts of
energy. Seduced by this apparent lack of resistance and the common perception
that when all is said and done, only the code matters, far too many practitioners
still equate software design with the process of writing software. Strangely
enough, the same individuals have no trouble understanding the difference
between designing a jumbo jet and assembling it.

Another incidental hurdle to the introduction of these techniques into soft-
ware practice is that for historical reasons, some of them are defined in the context
of the traditional procedural programming model. Although the techniques are
not fundamentally dependent on that model, there remains the problem of map-
ping them to the newer object-oriented programming model for those who want
to exploit the many advantages of that paradigm.

Hassan Gomaa’s book is the first one I have seen that addresses these issues in a
systematic and comprehensive manner. Much more than a mere compilation of
unconnected “patterns” and point techniques, it explains clearly and in detail a way
of reconciling specific traditional engineering techniques with the industry-stan-
dard Unified Modeling Language. Furthermore, it shows how such techniques fit
into a fully defined development process, one that is specifically oriented toward
developing concurrent, distributed, real-time systems. (Experienced software
developers recognize fundamentally hard problems behind each of these terms
individually—systems that combine all three typically belong to the category of the
most challenging engineering problems.)

Based on the well-known dictum that we learn best by doing, fully worked-
out, non-trivial examples take up a major portion of this book. The reader will
benefit greatly from working through one or more of these examples to gain an
intuitive feel for the approach, and, on a higher plane, for what software engineer-
ing should ultimately look like.

Bran Selic
May 2000



Preface

The UML Notation and Software Design Methods

This book describes the object-oriented analysis and design of concurrent applica-
tions, in particular distributed and real-time applications. Object-oriented concepts
are crucial in software analysis and design because they address fundamental issues
of adaptation and evolution. With the proliferation of notations and methods for the
object-oriented analysis and design of software systems, the Unified Modeling Lan-
guage (UML) has emerged to provide a standardized notation for describing object-
oriented models. However, for the UML notation to be effectively applied, it needs to
be used in conjunction with an object-oriented analysis and design method.

Most books on object-oriented analysis and design only address the design of
sequential systems or omit the important design issues that need to be addressed
when designing distributed and real-time applications. Blending object-oriented
concepts with the concepts of concurrent processing is essential to the successful
designing of these applications. Because the UML is now the standardized notation
for describing object-oriented models, this book uses the UML notation throughout.

The COMET Concurrent Object
Modeling and Architectural Design Method
COMET is a Concurrent Object Modeling and Architectural Design Method for

the development of concurrent applications—in particular, distributed and real-
time applications. The COMET Object-Oriented Software Life Cycle is a highly
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iterative software life cycle, based around the use case concept. The Requirements
Modeling phase views the system as a black box. A use case model is developed,
which defines the functional requirements of the system in terms of actors and
use cases.

In the Analysis Modeling phase, static and dynamic models of the system are
developed. The static model defines the structural relationships among problem
domain classes. Object structuring criteria are used to determine the objects to be
considered for the analysis model. A dynamic model is then developed, in which
the use cases from the requirements model are refined to show the objects that
participate in each use case and their interactions with each other. In the dynamic
model, state-dependent objects are defined by using statecharts.

In the Design Modeling phase, the software architecture of the system is
designed, in which the analysis model is mapped to an operational environment.
The analysis model, with its emphasis on the problem domain, is mapped to the
design model, with its emphasis on the solution domain. Subsystem structuring
criteria are provided to structure the system into subsystems. For distributed
applications, the emphasis is on the division of responsibility between clients and
servers, including issues concerning the centralization versus distribution of data
and control. In addition, the design of message communication interfaces is con-
sidered, including synchronous, asynchronous, brokered, and group communica-
tion. Each subsystem is then designed. For the design of concurrent applications,
including real-time applications, the emphasis is on object-oriented and concur-
rent tasking concepts. Task communication and synchronization interfaces are
designed. The performance of the real-time design is analyzed by using the Soft-
ware Engineering Institute’s rate monotonic analysis approach.

What This Book Provides

Several textbooks on the market describe object-oriented concepts and methods,
intended for all kinds of applications. However, distributed and real-time applica-
tions have special needs, which are treated only superficially in most of these
books. This book provides a comprehensive treatment of the application of funda-
mental object-oriented concepts to the analysis and design of distributed (includ-
ing client/server) and real-time applications. In addition to the object-oriented
concepts of information hiding, classes, and inheritance, this book also describes
the concepts of finite state machines, concurrent tasks, distributed object technol-
ogy, and real-time scheduling. It then describes in considerable detail the COMET
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method, which is a UML based object-oriented analysis and design method for
concurrent, distributed and real-time applications. To show how COMET is
applied in practice, this book also describes several comprehensive case studies,
presented by application area: real-time software design, client/server software
design, and distributed application design.
The following are distinguishing features of this book:
¢ Emphasis on structuring criteria to assist the designer at various stages of the
analysis and design process: subsystems, objects, and concurrent tasks
* Emphasis on dynamic modeling, in the form of both object interaction
modeling and finite state machine modeling, describing in detail how object
collaborations and statecharts work together
* Emphasis on concurrency, describing the characteristics of active and passive
objects
* Emphasis on distributed application design and the ways in which distrib-
uted components can communicate with each other

* Emphasis on performance analysis of real-time designs, using real-time
scheduling

¢ Comprehensive case studies of various applications to illustrate in detail the
application of concepts and methods

AR

Organization of Book

The book is divided into three parts. Part [ of the book provides a broad overview
by describing concepts, technology, life cycles and methods for designing concur-
rent, distributed, and real-time applications. Chapter 1 starts with a brief descrip-
tion of the difference between a method and a notation, followed by a discussion of
the characteristics of real-time and distributed applications. Chapter 2 presents a
brief overview of the aspects of the UML notation used by the COMET method.
Next, there is a description of the important design concepts (Chapter 3) and neces-
sary technology support (Chapter 4) for concurrent and distributed systems. This is
followed in Chapter 5 by a brief survey of software life cycles and design methods.

Part II of the book describes the COMET method (Concurrent Object Model-
ing and architectural design mEThod). In Chapter 6, there is an overview of the
object-oriented software life cycle used by COMET. Chapter 7 describes the
requirements modeling phase of COMET, in particular, use case modeling, and

XiX
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Chapters 8 through 11 describe the analysis modeling phases of COMET. Chap-
ters 12-16 describe the design modeling phase of COMET. Chapter 17 describes
the performance analysis of real-time designs using real-time scheduling—in par-
ticular, rate monotonic analysis.

Finally, in Part 1II, the COMET method is illustrated through five detailed
case studies of concurrent application design: two real-time design case studies,
one client/server case study, and two distributed application case studies. The
real-time Elevator Control System case study is described in Chapter 18, with
both non-distributed and distributed solutions presented. The client/server
Banking System case study is described in Chapter 19. The real-time Cruise
Control System case study is described in Chapter 20. The distributed Factory
Automation case study is described in Chapter 21, and the distributed Electronic
Commerce case study is described in Chapter 22.

WL ML N

Ways to ‘Read This Book

This book may be read in various ways. Reading it in the order it is presented,
Chapters 1-5 provide introductory concepts and technology, Chapter 6 provides
an overview of COMET, Chapters 7-17 provide an in-depth treatment of design-
ing applications with COMET, and Chapters 18-22 provide detailed case studies.

Part I is introductory and may be skipped by experienced readers, who will
want to proceed directly to the description of COMET in Part II. Readers familiar
with the UML may skip Chapter 2. Readers familiar with software design con-
cepts may skip Chapter 3. Readers familiar with concurrent and distributed sys-
tem technology may skip Chapter 4. Readers familiar with software life cycles
and methods may skip the survey in Chapter 5. Readers particularly interested in
COMET may proceed directly to Parts Il and III. Readers particularly interested in
distributed application design should read Chapters 4, 12, and 13, the additional
information on concurrent subsystem design in Chapters 14-16, as well as the dis-
tributed application case studies in Chapters 18, 19, 21, and 22. Readers particu-
larly interested in real-time design and scheduling should read Chapters 4, 14-17,
and the hard real-time design case studies in Chapters 18 and 20.

Experienced designers may also use this book as a reference, referring to vari-
ous chapters as their projects reach that stage of the analysis or design process.
Each chapter is relatively self-contained. For example, at different times, you
might refer to Chapter 7 for a concise description of use cases, Chapter 10 when
designing statecharts, Chapter 11 for developing the dynamic model, Chapter 13
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for distributed component design, Chapter 14 when designing concurrent tasks,
or Chapter 17 for real-time scheduling. You can also understand how to use the
COMET method by reading the case studies, because each case study explains the
decisions made at each step of the design process.
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