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Foreword

In any serious engineering discipline, it would be unthinkable to construct a
large system without a precise notion of what is to be built. Equally, any
professional engineer must record not only his or her proposed solution to
an engineering challenge, but also reasons why the solution is believed to
be correct. Software engineering faces the challenge of creating very large
systems and must therefore solve both of these challenges. Combined with
established good practice such as inspections, formal methods can make a
significant impact on software dependability.

The fact that descriptions and correctness arguments were required was ob-
vious to pioneers of computing as early as von Neumann and Turing, who both
wrote about ways of reasoning about programs. Since their early attempts, the
need has been to find tractable ways of coping with systems of ever increasing
size. The landmark contributions of Bob Floyd and Peter Naur culminated
in Tony Hoare’s wonderfully clear exposition of “axioms” for reasoning about
programming constructs. This in turn led to development methods like VDM,
Z, and B. Such methods work well for systems which are sequential and self-
contained, but extensions were required to deal with other real world problems
such as concurrency and “open” systems where obtaining specifications (and
recognising that the requirements will evolve over the lifetime of the system)
is as challenging as developing the “closed” components which result.

'This book brings together ideas from VDM and from object-oriented think-
ing to propose an approach to the development of realistic software systems.
“SOFL” builds on some of the most pervasive ideas to come from theoretical
computing science and amalgamates them into an approach which the author
has used on a variety of practical applications. Such books are to be whole-
heartedly welcomed because they are written with an acute understanding of
the issues for designers of useful software.

The success and pervasiveness of object-oriented methods suggest that it
is unnecessary to say more about their marriage with formal methods since
it might appear to be an obvious step. I should however like to add some
arguments in favour of this specific combination. It is frequently argued that
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today’s computer applications are inherently complex. I think only part of
this complexity is inevitable in today’s systems. Of course, the code for an
online airline seat reservation system of 2003 is bound to be larger than the
code for a simple batch payroll system of the 1960s. But it is also clear that
much of today’s software is very poorly structured: its architecture is often
opaque and users find it almost impossible to form a mental model of how
it works. With a WYSIWYG word processor, this can result in frustration
and expensive loss of productivity for professional users; for safety-critical
applications, poorly understood systems present the real danger of an operator
making life threatening mistakes. The ultimate contribution of formal methods
will be to help clean up the architecture of systems, and the marriage with
object-oriented ideas is important in this regard.

Another key contribution of object-oriented implementations is that they
offer a way of controlling interference in concurrent computing. Interference
is the key characteristic of concurrent programs (whether the parallel pro-
grams share states or interact only by communication primitives). Reasoning
about interference can be delicate and complex; good engineers will reduce
the areas where such complexity is required to a minimum. Object-oriented
implementations put the control of interference where it belongs: that is, with
the designer.

The combination of formalism and object-oriented design has the potential
to yield clean and accurate implementations. The reader is encouraged to
understand and use SOFL.

Cliff B. Jones
University of Newcastle upon Tyne



Preface

This book aims to give a systematic introduction to SOFL (Structured
Object-Oriented Formal Language) as one of the Formal Engineering Meth-
ods for industrial software development. Formal engineering methods are a
further development of formal methods toward industrial application. They
support the integration of formal methods into the software development pro-
cess, the construction of formal specifications in a user-friendly manner, and
rigorous but practical verification of software systems. SOFL achieves all of
these features by integrating data flow diagrams, Petri nets, VDM, and the
object-oriented approach in a coherent manner for specifications construction,
and by integrating formal verification with fault tree analysis and testing for
reviewing and testing specifications. It also provides a way to transform for-
mal specifications into Java programs. SOFL has been taught for many years
at universities, and has also been applied to systems modelling and design
both in industry and academia.

Formal methods have made significant contributions to the establishment
of theoretical foundations and rigorous approaches for software development
over the last 30 years. They emphasize the use of mathematical notation in
writing system specifications, both functional and non-functional, and the em-
ployment of formal proofs based on logical calculus for verifying designs and
programs. However, despite a few exceptions, most formal methods have met
challenges lobbying for acceptance by industrial users. A lack of appropriate
education may be seen as one of the major reasons for this unfortunate sit-
uation, but, apart from this, a bigger problem is that formal methods have
not successfully addressed many important engineering issues related to their
application in industrial environments. For example, how can formal specifica-
tions, especially for large-scale systems, be written so that they can be easily
read, understood, modified, verified, validated, and transformed into designs
and programs? How can the use of formal, semi-formal, and informal methods
be balanced in a coherent manner to achieve the best quality assurance under
practical schedule and cost constraints? How can formal proof and testing,
static analysis, and prototyping techniques be combined to achieve rigorous
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and effective approaches to the verification and validation of formal specifi-
cations, designs, and programs? How can the refinement from unexecutable
formal specifications into executable programs be effectively supported? How
can the evolution of specifications at various levels be assisted and controlled
consistently and efficiently? How can software development processes be for-
mally managed so that they can be well predicated before they are carried
out, and well controlled during their implementations? And how can effec-
tive software tools supporting the use of formal methods be built so that the
productivity and reliability of systems can be enhanced?

Since the research to provide possible solutions to these questions addresses
a different aspect of the problem; I call this area Formal Engineering Methods.
In other words, formal methods emphasize the utilization of mathematical no-
tation and calculus in software development, without considering the human
factor (e.g., capability, skills, educational background) and other uncertainties
(e.g., accuracy and completeness of requirements, changes in both specifica-
tions and programs, the scale and complexity of systems), whereas formal en-
gineering methods advocate the incorporation of mathematical notation into
the software engineering process to substantially improve the rigor, compre-
hensibility, and effectiveness of commonly used methods for the development
of real systems in the industrial setting.

After introducing the general ideas of formal engineering methods, this
book provides a tutorial on the recently developed formal engineering method
SOFL. The material originally evolved from my research publications over last
15 years, from courses, and from seminars offered at universities and compa-
nies in Japan, UK, USA, and Australia. It is intended to be the basis for
courses on formal engineering methods, but it also contains the latest new
research results in the field. By reading through this book, the reader will
find that SOFL has provided many useful ideas and techniques as solutions
to many of the questions raised above. It not only makes formal methods
accessible to engineers, but also makes the use of formal methods enjoyable
and effective. In order to help readers study SOFL easily, I have tried to
make the descriptions as precise and comprehensible as possible. 1 have also
tried to avoid unnecessary formal semantics of SOFL constructs, to the ex-
tent that this does not affect our understanding them. Numerous examples
are given throughout the book to help the explanation of the SOFL specifi-
cation language and method, and many exercises are prepared for readers to
improve their understanding of the material they have studied and to check
their progress.

The objective of this book is to bring readers to the point where they can
use SOFL to construct specifications by evolving informal specifications to
semi-formal ones, and then to formal ones. It is also intended to help readers
to master rigorous and practical techniques for verifying and validating speci-
fications, to learn the process of developing software systems using SOFL, and
to get new ideas for building intelligent software engineering environments.
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Audience

This book is written for people who want to improve their knowledge and
skills in developing complex software systems. Readers who are interested
in formal methods, but frustrated by using them in practice, will benefit
greatly from this book. Although I have made efforts to make the book as
self-contained as possible, and have provided many exercises for individual
study, the reader will need some experience in programming and basic knowl-
edge of discrete mathematics to appreciate and digest some of the abstract
material.

Using This Book

This book can be used at the second year undergraduate or above level
as a computer science textbook for courses on logic and formal specification,
advanced software engineering, and software specification, verification, and
validation, respectively. According to my experience at Hosei University and
other institutions, in the course on logic and formal specification that takes
about 24 hours, the fundamental knowledge on first order logic and skills for
writing comprehensible formal specifications for large-scale software systems
can be introduced based on the contents of chapters 1 to 12.

The course on advanced software engineering usually takes 26 hours, incor-
porating rigorous software development techniques using a formal specification
language, including skills for writing modular, hierarchical, and comprehensi-
ble formal specifications, evolving informal specifications to semi-formal and
then to formal ones, transforming structured abstract design into an object-
oriented detailed design, and transforming detailed design into object-oriented
programs in Java. The contents of this course can contain chapters 1, 4 to 16,
19, and 20.

In the course on software specification, verification, and validation, which
is suitable for graduate students and needs about 24 hours, the techniques for
writing formal specifications and for their verification and validation can be
introduced based on the contents of chapters 4 to 18.

The book can also be used as a reference book to support the study of
other related courses or individual study of formal engineering methods for
software development. To make the book easier to use, I have organized the
materials into nine parts:

Introduction. Chapter 1 explains the motivation of formal engineering
methods and describes what they are. After discussing the problems in soft-
ware engineering and difficulties in using formal methods, I describe the gen-
eral ideas and features of formal engineering methods and their relation with
SOFL.

Logic. Chapters 2 and 3 introduce mathematical logic that is adopted by
SOFL. Both propositional logic and predicate logic are explained, and their
application to the writing of and reasoning about SOFL specifications are
discussed.

Specification. Chapters 4 to 6 cover the most important components of
SOFL specifications: module, hierarchy of modules, and explicit specifications.
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We explain the techniques of combining graphical notation and formal tex-
tual notation in writing comprehensible but formal specifications with these
components.

Data types. Chapters 7 to 12 describe all the built-in data types in SOFL,
which include basic types, set types, sequence and string types, composite
and product types, map types, and union types. Each type is introduced by
explaining its constructors and operators, and their use in specifications.

Classes. Chapter 13 is concerned with the concept of class: a user-defined
data type. We discuss the structure of classes by explaining their similarity
with and differences from modules, and the way to use classes in module
specifications.

Software process. Chapters 14 and 15 present a software development
process using SOFL from informal specifications to programs, and in partic-
ular elaborate several techniques for constructing formal specifications in an
evolutionary manner.

Case study. Chapter 16 describes a case study of specifying an ATM
(Automated Teller Machine) using the SOFL specification language. This case
study is designed to show the entire process of developing a detailed design
specification from an informal user requirements specification, and gives the
reader an opportunity to review and digest the contents studied before this
chapter.

Verification and validation. Chapters 17 and 18 introduce two tech-
niques for verification and validation of specifications: rigorous reviews and
specification testing. We explain how formal proof and the practical techniques
like reviews and testing are integrated to provide rigorous but practical meth-
ods for verification and validation of specifications.

Transformation and software tools. Chapter 19 explains the principle
and technique for the transformation of design specifications into Java pro-
grams, including data transformation and functional transformation; the last
chapter, 20, discusses the potential features of an intelligent software engineer-
ing environment supporting formal engineering methods, in particular SOFL,
and its importance in enhancing the productivity and reliability of software
products.

All readers are recommended to read Chapter 1, but those who are ex-
perienced in programming and have sufficient knowledge about mathematical
logic can skip Chapters 2 and 3. Chapters 4 to 6 present the fundamental
principles and techniques for constructing specifications, and therefore are
suitable for all readers. Chapters 7 to 12, concerned with abstract data types,
need attention from the beginners, but can be quickly browsed by those who
are familiar with VDM (Vienna Development Method), with caution because
of the differences in syntax. Chapters 13 to 20 contain specific materials on
SOFL and are recommended for study by all readers.
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