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Preface

This book provides an introduction to the science of computing. It surveys the breadth of the
subject while including enough depth to convey an honest appreciation for the topics involved.

Audience
I wrote this text for both computer science majors and students from other disciplines. As for
computer science majors, most begin their studies with the illusion that computer science is
programming and Web browsing since that is essentially all they have seen. Yet computer sci-
ence is much more than this. In turn, beginning computer science students need exposure to
the breadth of the subject in which they are planning to major. Providing this exposure is the
purpose of this book. It gives students an overview of computer science—a foundation from
which they can appreciate the relevance and interrelationships of future courses in the field.
This same background is what students from other disciplines need if they are to relate
to the technical society in which they live. A computer science course for nonmajors should
provide a fundamental understanding of the entire field rather than merely an introduction
to popular software packages. This survey approach is the model used for introductory courses
in the natural sciences, and it is the model I had in mind as I wrote this text. Accessibility for
nonmajors was one of my major goals. The result is that previous editions of this book have
been used successfully in courses for students over a wide range of disciplines. This edition
is designed to continue that tradition.

Organization

This text follows a bottom-up approach that progresses from the concrete to the abstract—an
order that results in a sound pedagogical presentation in which each topic leads to the next.
It begins with the fundamentals of computer architecture (Part 1), progresses to software and
the software development process (Part 2), explores issues of data organization and data stor-
age (Part 3), and closes by considering current and future applications of computer technol-
ogy (Part 4).

While writing the text, [ actually thought in terms of developing a plot. Consequently, I
am not surprised that many students have reported reading the text in much the same way
that they normally read novels. On the other hand, the text is divided into largely independ-
ent chapters and sections that can be read as isolated units (see Figure 0.7 in Chapter 0) or
rearranged to form alternative sequences of study. Indeed, the book is often used as a text for
courses that cover the material in different orders. The most common of these alternatives
begins with material from Chapters 4 and 5 (Algorithms and Programming Languages) and
returns to the earlier chapters as desired. In contrast, I know of one case that starts with the
material on computability from Chapter 11. (In still other instances the text has been used in
“senior capstone” courses where it serves as a backbone from which students branch into proj-
ects in different areas.) I suggest the following sequence for those who simply want a con-
densed version of the novel:
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Section Topic
1.1-1.4 Basics of data encoding and storage
2.1-2.3 Machine architecture and machine language
3.1-3.3,35,3.7 Operating systems and networking
4.1-4.4 Algorithms and algorithm design
5.1-5.4 Programming languages
6.1-6.2 The field of software engineering
7.1-7.2 Elementary data structures
8.1-8.2 Elementary file structures
9.1-9.2,9.6 Introduction to database technology
10.1-10.3 The field of artificial intelligence
11.1-11.2 Computability

In addition to the overall plot, there are several themes woven throughout the text. One
is that computer science is dynamic. The text repeatedly presents topics in a historical per-
spective, discusses the state of the art, and indicates directions of current research. Another
theme is the role of abstraction and the way in which abstract tools are used to control! com-

plexity.

Web Sites

This text is supported by a Web site at http://www.aw.com/brookshear. This is the text’s
official site maintained by Addison-Wesley. There you will find materials for both students
and teachers such as supporting software (for example, simulators for the machine used as an
example in Chapter 2 and described in Appendix C), laboratory manuals, links to additional
topics of interest, an instructor’s guide, and PowerPoint slides. You may also wish to check
out my personal Web site at http://mscs.mu.edu/~glennb. It is not very formal (and it is
subject to my whims), but I tend to keep some information there that you may find helpful.

To Students

I was introduced to the field of computing during my tour in the US Navy back in the late
1960s and early 1970s. (Yes, that makes me old—but it will happen to you also. Furthermore,
being old makes me wise so you should listen to what I say.) I spent most of these Navy days
maintaining the system software at the Navy’s computer installation in London, England.
After my tour was completed, 1 returned to school and finished my Ph.D. in 1975. I've been
teaching computer science and mathematics ever since.

A lot has changed in computer science over the years, but a lot has remained the same.
In particular, computer science was, and still is, fascinating. There are a lot of awesome things
going on out there. The development of the Internet, progress in artificial intelligence, and the
ability to collect and disseminate information in unheard of proportions are only some of the
things that will affect your life. You live in an exciting, changing world, and you have the
opportunity to be a part of the action. Take it!

I'm a bt of a nonconformist (some of my friends would say more than a bit) so when I set
out to write this text I didn’t always follow the advice I received. In particular, many argued
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that certain material is too advanced for beginning students. But, I believe that if a topic is rel-
evant, then it is relevant even if the academic community considers it an “advanced topic.” You
deserve a text that presents a complete picture of computer science—not a watered-down ver-
sion containing artificially simplified presentations of only those topics that have been deemed
acceptable for introductory students.

Thus, I have not avoided topics. Instead I've sought better explanations. I have tried to pro-
vide enough depth to give you an honest picture of what computer science is all about. (There's
a difference between the fact that launching the space shuttle makes a lot of noise and the real-
ization that it rattles every bone in your body.) As in the case of spices in a recipe, you may
choose to omit some of the topics in the following pages, but they are there for you to taste if
you wish—and I encourage you to do so.

Finally I should point out that in any course dealing with technology, the details you learn
today may not be the details you will need to know tomorrow. The field is dynamic—that's part
of the excitement. This book will give you a current picture of the subject as well as a histor-
ical perspective. With this background you will be prepared to grow along with technology. I
encourage you to start the growing process now by exploring beyond this text. Learn to learn.

Thank you for the trust you have placed in me by choosing to read my book. As an author
I have an obligation to produce a manuscript that is worth your time. I hope you find that I
have lived up to this obligation.

To Instructors

There is more material in this text than can normally be covered in a single semester so do
not hesitate to skip topics that do not fit your course objectives or to rearrange the order as you
see fit. I wrote the book to be used as a course resource—not as a course definition. You will
find that, although the text follows a plot, the topics are covered in an independent manner
that allows you to pick and choose as you desire (see Figure 0.7 for a pictorial summary of the
entire text).

On the opening page of each chapter I have used asterisks to indicate those sections that
I suggest as optional —they delve more deeply into material or branch in directions you may
not wish to pursue. But these are merely suggestions. In particular, you will find that the con-
densed version of the text outlined earlier in this preface omits more than merely the “optional”
sections. To clarify, consider Chapter 7, Data Structures. Depending on your course objec-
tives, you may handle this chapter in any of the following ways—all of which I, myself, have
done at one time or another. First, in a “computer literacy” course, you may choose to skip the
entire chapter. If you merely want to introduce the subject of data structures, you would prob-
ably cover only Sections 7.1 and 7.2 (as suggested in the condensed version). If, in addition,
you want to present the basic structures themselves, you will need to cover Sections 7.1 through
7.6. Finally, if you want to extend the study to include customized data types or pointers in
machine language, you will want to include the “optional” Sections 7.7 and/or 7.8.

I also suggest that you consider covering some topics as reading assignments or encour-
age students to read the material not included in your course. I think we underrate students
if we assume that we have to explain everything in class. We should be helping them learn to
learn on their own.

I have already explained that the text follows a bottom-up, concrete-to-abstract organiza-
tion, but I want to expand on this a bit. As academics we too often assume that students will
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appreciate our perspective of a subject—often one that we have developed over years of work-
ing in a field. As teachers we do better by presenting material from the student’s perspective.
This is why the text starts with data representation/storage, machine architecture, and machine
language. These are topics to which students readily relate—they can see the computer's com-
ponents, they can hold them, and most students will have bought and used them. By starting
the course with these topics, [ see the students discovering answers to many of the “why”
questions they have been carrying for years and learning to view the course as practical rather .
than theoretical. From this beginning it is natural to move on to the more abstract issues of
algorithm discovery, design, representation, and complexity that those of us in the field see
as the main topics in the course.

We are all aware that students learn a lot more than we teach them directly, and the les-
sons they learn indirectly are often better absorbed than those that are studied explicitly. This
is significant when it comes to “teaching” problem solving. Students do not learn to solve prob-
lems by studying problem-solving methodologies as an isolated subject. They learn to solve
problems by solving problems. So I have included numerous problems throughout the text.
encourage you to use them and to expand on them.

Another topic that I place in this same category is that of professionalism, ethics, and
social responsibility. I do not believe that this material should be presented as an isolated sub-
Jject. Instead, it should surface when it is relevant, which is the approach I have taken in this
text. You will find that Sections 0.5, 3.7, 6.1, 6.8, 9.6, 10.1, and 10.7 present such topics as secu-
rity, privacy, liability, and social awareness in the context of networking, database systems,
software engineering, and artificial intelligence. You will also find that each chapter includes
a collection of questions called Social Issues that challenge students to think about the rela-
tionship between the material in the text and the society in which they live.

Pedagogical Features

This text is the product of many years of teaching. As a result, it is rich in pedagogical aids.
Paramount is the abundance of problems to enhance the student’s participation—over 1,000
in this seventh edition (1,010 to be precise). These are classified as Questions/Exercises, Chap-
ter Review Problems, and Social Issues. The Questions/Exercises appear at the end of each sec-
tion. They review the material just discussed, extend the previous discussion, or hint at related
topics to be covered later. These questions are answered in Appendix F.

The Chapter Review Problems appear at the end of each chapter (except for the introduc-
tory chapter). They are designed to serve as “homework” problems in that they cover the
material from the entire chapter and are not answered in the text.

Also at the end of each chapter are the questions in the Social Issues category. They are
designed for thought and discussion. Many of them can be used to launch research assign-
ments culminating in short written or oral reports.

Each chapter also ends with a list called Additional Reading that contains references to
other materials relating to the subject of the chapter. The Web sites, identified earlier in this
preface, are also good places to look for related material.
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Seventh Edition

Although this seventh edition maintains the same chapter-by-chapter structure as previous edi-
tions of this text, topics have been added, some have been deleted, and much of the remain-
ing material has been rewritten to provide an up-to-date and relevant picture of the science
of computing.

The most significant distinctions between the sixth and seventh editions are pedagogical
in nature. Much of the material has been reorganized and rewritten to improve clarity and sim-
plify explanations. For example, Sections 2.1 and 2.2 (Computer Architecture and Machine
Language) have been reorganized, the formal introduction to algorithms in Section 4.1 has
been softened, the introduction to data structures (Section 7.1) has been reorganized, Section
7.7 (Customized Data Types) has been streamlined, the material on sequential and text files
has been combined into a single section (8.2), the material on computability (Sections 11.1-11.3)
has been rewritten. Moreover, numerous figures have been added and the artwork has been
improved extensively.

There are of course numerous additions of topics as well. These include techniques of
encoding sound (Chapter 1), expanded coverage of networking (Chapter 3), open-source devel-
opment (Chapter 6), additional material on copyrights and patents (Chapter 6), XML (Chap-
ter 8), and associative memory (Section 10.4). Moreover, numerous sidebars that expand the
material in the text have been added throughout.

You will also find that this seventh edition has a new design and art program that gives
the book a more “open” appearance than its predecessors. The goal is to make the material in
the text more accessible and less daunting to beginning students. I hope you like it.
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. 0.1 The Study of Algorithms
In tro d u C tl O n 0.2 The Origins of Computing
Machines
0.3 The Science of Algorithms
0.4 The Role of Abstraction
0.5 Social Repercussions
Computer science is the discipline that seeks to build
a scientific foundation for such topics as computer
design, computer programming, information pro-
cessing, algorithmic solutions of problems, and the
algorithmic process itself. It provides the underpin-
nings for today's computer applications as well as the
foundations for tomorrow’s applications. This
breadth means that we cannot become knowledge-
able in computer science by studying only a few top-
ics as isolated subjects or by merely learning how to
use the computing tools of today. Rather, to under-
stand the science of computing, we must grasp the
scope and dynamics of a wide range of topics.
This book is designed to provide such a back-
ground. It presents an integrated introduction to the
subjects that constitute a typical university computer
science curriculum. The book can therefore serve as
a foundation for beginning computer science stu-
dents or as a source for other students seeking an
introduction to the science behind today’s computer-
oriented society.




CHAPTER ZERO INTRODUCTION

0.1 The Study of Algorithms

We begin with the most fundamental concept of computer science—that of an algo-
rithm. Informally, an algorithm is a set of steps that defines how a task is performed.!
For example, there are algorithms for constructing model airplanes (expressed in the
form of instruction sheets), for operating washing machines (usually displayed on
the inside of the washer’s lid), for playing music (expressed in the form of sheet
music), and for performing magic tricks (Figure 0.1).

Before a machine can perform a task, an algorithm for performing that task must
be discovered and represented in a form that is compatible with the machine. A
machine-compatible representation of an algorithm is called a program. Programs,
and the algorithms they represent, are collectively referred to as software, in contrast
to the machinery itself, which is known as hardware.

The study of algorithms began as a subject in mathematics. Indeed, the search for
algorithms was a significant activity of mathematicians long before the development
of today's computers. The major goal was to find a single set of directions that
described how all problems of a particular type could be solved. One of the best known
examples of this early research is the long division algorithm for finding the quotient
of two multiple-digit numbers. Another example is the Euclidean algorithm, discov-
ered by the ancient Greek mathematician Euclid, for finding the greatest common divi-
sor of two positive integers (Figure 0.2).

Once an algorithm for performing a task has been found, the performance of that
task no longer requires an understanding of the principles on which the algorithm is
based. Instead, the performance of the task is reduced to the process of merely fol-
lowing directions. (We can follow the long division algorithm to find a quotient or the
Euclidean algorithm to find a greatest common divisor without understanding why the
algorithm works.) In a sense, the intelligence required to solve the problem at hand
is encoded in the algorithm.

It is through this ability to capture and convey intelligence by means of algo-
rithms that we are able to build machines that display intelligent behavior. Conse-
quently, the level of intelligence displayed by machines is limited by the intelligence
that can be conveyed through algorithms. Only if we find an algorithm that directs the
performance of a task can we construct a machine to perform that task. In turn, if no
algorithm exists for solving a problem, then the solution of that problem lies beyond
the capabilities of machines.

The development of algorithms is therefore a major goal within the field of com-
puting, and consequently a significant part of computer science is concerned with
issues relating to that task. In turn, we can gain an understanding of the breadth of com-
puter science by considering some of these issues. One deals with the question of how
algorithms are discovered in the first place—a question that is closely related to that
of problem solving in general. To discover an algorithm for solving a problem is essen-
tially to discover a solution for the problem. It follows that studies in this branch of

'More precisely, an algorithm is an ordered set of unambiguous, executable steps that define a terminating
activity. These details are discussed in Chapter 4.

JR——




computer science draw heavily
from such areas as the psychology
of human problem solving and
theories of education. We consider
some of these ideas in Chapter 4.

Once an algorithm for solving
a problem has been discovered, the
next step is to represent the algo-
rithm so it can be communicated
to a machine or to other humans.
This means that we must trans-
form the conceptual algorithm into
a clear set of instructions and rep-
resent these instructions in an
unambiguous manner. Studies
emerging from these concerns
draw from our knowledge of lan-
guage and grammar and have led
to an abundance of algorithm rep-
resentation schemes, known as
programming languages, which
are based on a variety of approaches
to the programming process, known
as programming paradigms. We
consider some of these languages
and the paradigms on which they
are based in Chapter 5.

As computer technology has
been applied to more and more
complex problems, computer sci-
entists have found that the design
of large software systems involves
more than the development of the
individual algorithms for perform-
ing the required activities. It entails
designing the interaction among
these components as well. To deal
with such complexities, computer
scientists have turned to the well-
established field of engineering in
hopes of finding tools for handling
such problems. The result is the
branch of computer science known
as software engineering, which
today draws from such diverse

0.1

Figure 0.1

THE STUDY OF ALGORITHMS

An algorithm for a magic trick

Effect: The performer places some cards from a normal
deck of playing cards face down on a table and mixes
tham thoroughly while spreading them out on the table.
Then, as the audience requests either red or black cards,
the performer turns over cards of the requested color.

Secret and Patter:

Step 1.

Step 2.

Step 3.

Step 4.

Step 5.

Step 6.

From a normal deck of cards, select ten red cards
and ten black cards. Deat these cards face up
in two piles on the tabte according to color.

Announce that you have selected some red cards
and some black cards.

Pick up the red cards. Under the pretense of aligning
them into a small deck, hotd them face down in your
left hand and, with the thumb and first finger of your
right hand, putl back on each end of the deck so that
each card is given a slightly backward curve. Then
place the deck of red cards face down on the table
as you say, “Here are the red cards in this stack.”

Pick up the black cards. In a manner similar to that
in step 3, give these cards a slight forward curve.
Then return these cards to the tabie in a face-down
deck as you say, “And here are the black cards in
this stack.”

Immediately after returning the black cards to the
table, use both hands to mix the red and black
cards (still face down) as you spread them out
on the tabletop. Explain that you are thoroughy
mixing the cards.

As long as there are face-down cards on the table,
repeatedly execute the following steps:

6.1. Ask the audience to request either a red or a
black card.

8.2. If the color requested is red and there is a

face-down card with a concave appearance,

turn over such a card while saying,

“Here is a red card.”

6.3. If the color requested is biack and there is a

face-down card with a convex appearance,

turn over such a card while saying,

“Here is a black card.”

6.4. Otherwise, state that there are no more cards

of the requested color and turn over the

remaining cards to prove your claim.



