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- Preface

Welcome to the Fifth Edition of Java Software Solutions, Foundations of Program
Design. We are pleased that this book has served the needs of so many students
and faculty over the years. This edition is designed to further enhance the peda-
gogy of introductory computing, particularly with enhanced support for the
instructor.

The overall vision of the book has not changed significantly from that of pre-
vious editions. Feedback from both instructors and students has made it clear that
we are hitting the mark in that regard. The emphasis remains on presenting
underlying core concepts. The Graphics Track sections in each chapter still seg-
regate the coverage of graphics and graphical user interfaces, giving extreme flex-
ibility in how that material gets covered. The casual writing style and entertaining
examples still rule the day.

One of the significant enhancements in this edition is an improved set of end-
of-chapter materials. Additional problem sets have been added to the Self-Review
Questions, Exercises, and Programming Projects in each chapter. Furthermore,
they have been carefully organized to present a nice flow given the topics they
address and their level of challenge.

Some key additions and improvements to the text itself have also been made,
including a new introductory section in Chapter 4. These additions were designed
to strengthen the existing flow of discussion, rather than modifying it. In addi-
tion, we’ve made a complete pass through the text, making numerous minor
adjustments to eliminate ambiguities and bolster understanding.

One other key change was made for this edition: we chose to remove the API
reference material in Appendix M from the printed text. It is stil} available online
as a supplement for those who’d like to use it. However, the main reason for
removing it was to guide students instead to the official APl documentation avail-
able from the java.sun.com Web site. That resource is much more complete than
the abbreviated version we were able to include in the text. Furthermore, it rep-
resents the proper, state-of-the-practice technique for looking up API details that
professional programmers use every day. We should encourage our students to
become familiar with and actively use that official resource.



Cornerstones of the Text

This text is based on the following basic ideas that we believe make for a sound
introductory text:

> True object-orientation. A text that really teaches a solid object-oriented
approach must use what we call object-speak. That is, all processing
should be discussed in object-oriented terms. That does not mean, how-
ever, that the first program a student sees must discuss the writing of mul-
tiple classes and methods. A student should learn to use objects before
learning to write them. This text uses a natural progression that culmi-
nates in the ability to design real object-oriented solutions.

> Sound programming practices. Students should not be taught how to pro-
gram; they should be taught how to write good software. There’s a differ-
ence. Writing software is not a set of cookbook actions, and a good
program is more than a collection of statements. This text integrates prac-
tices that serve as the foundation of good programming skills. These prac-
tices are used in all examples and are reinforced in the discussions.
Students learn how to solve problems as well as how to implement solu-
tions. We introduce and integrate basic software engineering techniques
throughout the text. '

> Examples. Students learn by example. This text is filled with fully imple-
mented examples that demonstrate specific concepts. We have intertwined
small, readily understandable examples with larger, more realistic ones.
There is a balance between graphics and nongraphics programs.

> Graphics and GUIs. Graphics can be a great motivator for students, and
their use can serve as excellent examples of object-orientation. As such,
we use them throughout the text in a well-defined set of sections that we
call the Graphics Track. This coverage includes the use of event processing
and GUIs. Students learn to build GUIs in the appropriate way by using a
natural progression of topics. The Graphics Track can be avoided entirely
for those who do not choose to use graphics.

Chapter Breakdown

Chapter 1 (Introduction) introduces computer systems in general, including basic
architecture and hardware, networking, programming, and language translation.
Java is introduced in this chapter, and the basics of general program development,
as well as object-oriented programming, are discussed. This chapter contains
broad introductory material that can be covered while students become familiar
with their development environment.



Chapter 2 (Data and Expressions) explores some of the basic types of data
used in a Java program and the use of expressions to perform calculations. It dis-
cusses the conversion of data from one type to another, and how to read input
interactively from the user with the help of the standard Scanner class.

Chapter 3 (Using Classes and Objects) explores the use of predefined classes
and the objects that can be created from them. Classes and objects are used to
manipulate character strings, produce random numbers, perform complex calcu-
lations, and format output. Enumerated types are also discussed.

Chapter 4 (Writing Classes) explores the basic issues related to writing classes
and methods. Topics include instance data, visibility, scope, method parameters,
and return types. Encapsulation and constructors are covered as well. Some of the
more involved topics are deferred to or revisited in Chapter 6.

Chapter 5 (Conditionals and Loops) covers the use of boolean expressions to
make decisions. All related statements for conditionals and loops are discussed,
including the enhanced version of the for loop. The scanner class is revisited for
iterative input parsing and reading text files.

Chapter 6 (Object-Oriented Design) reinforces and extends the coverage of
issues related to the design of classes. Techniques for identifying the classes and
objects needed for a problem and the relationships among them are discussed.
This chapter also covers static class members, interfaces, and the design of
enumerated type classes. Method design issues and method overloading are also
discussed.

Chapter 7 (Arrays) contains extensive coverage of arrays and array processing.
Topics include command-line arguments, variable length parameter lists, and
multidimensional arrays. The ArrayList class and its use as a generic type is
explored as well.

Chapter 8 (Inheritance) covers class derivations and associated concepts such
as class hierarchies, overriding, and visibility. Strong emphasis is put on the
proper use of inheritance and its role in software design.

Chapter 9 (Polymorphism) explores the concept of binding and how it relates
to polymorphism. Then we examine how polymorphic references can be accom-
plished using either inheritance or interfaces. Sorting is used as an example of
polymorphism. Design issues related to polymorphism are examined as well.

Chapter 10 (Exceptions) explores the class hierarchy from the Java standard
library used to define exceptions, as well as the ability to define our own excep-
tion objects. We also discuss the use of exceptions when dealing with input and
output, and examine an example that writes a text file.



Chapter 11 (Recursion) covers the concept, implementation, and proper use of
recursion. Several examples from various domains are used to demonstrate how
recursive techniques make certain types of processing elegant.

Chapter 12 (Data Structures) introduces the idea of a collection and its under-
lying data structure. Abstraction is revisited in this context and the classic data
structures are explored. Generic types are introduced as well. This chapter serves
as an introduction to a CS2 course.

Supplements

Student CD
This CD includes:

> Source code for all the programs in the text.
> Various Java development environments.

If a CD did not come with your book or you can’t locate your CD, you can access
most of these items at www.aw.com/cssupport

Other CDs Upon Request

Professors using this book in a course may want to order it with one of many
other available Java development environments. Contact your campus Addison-
Wesley representative for a list of current IDEs and their specific ISBNs to order.

MyCodeMate—Your Own T.A. Just a Click Away

Addison-Wesley’s MyCodeMate is a book-specific Web resource that provides
tutorial help and evaluation of student programs. Example programs throughout
the book and selected Programming Projects from every chapter have been inte-
grated into MyCodeMate. Using this tool, a student is able to write and compile
programs from any computer with Internet access, and receive guidance and feed-
back on how to proceed and on how to address compiler error messages.
Instructors can track each student’s progress on Programming Projects from the
text or can develop projects of their own. A complementary subscription of
MyCodeMate is offered when the access code is ordered in a package with a new
copy of this text. Subscriptions can also be purchased online. For more infor-
mation visit www.mycodemate.com, or contact your campus Addison-Wesley
representative.



Instructor Resources

The following supplements are available to qualified instructors only. Visit the
Addison-Wesley Instructor Resource Center (www.aw.com/irc) or send an e-mail
to computing@aw.com for information on how to access them:

> Presentation Slides—in PowerPoint.

> Solutions—includes solutions to exercises and programming projects.

> Test Bank with powerful test generator software—includes a wealth of
free response, multiple-choice, and true/false type questions.

> Lab Manual—lab exercises are designed to accompany the topic progres-
sion in the text. A printed version of this manual is also available.
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Feature Walkthrough

A variable can store only one value of its declared type. A new
value overwrites the old one. In this case, when the value 10 is

Key Concepts. Throughour the ot sgren e o i . 4ot

ey ooy ever, as follows:

text, the Key Concept boxes high-
light fundamental ideas and impor-
tant guidelines. These concepts are

After ininalizanon: sides 7

After first assignment:  sides 10

When a reference 1s made to a variable, such as when 1t is printed, the value of

. the variable is not changed. This is the nature of computer memory: Accessing
summarized at the end of each {reidiig) data leaves che values i imemoky intact, bic wiiting data replaces the
old data with the new.
chapter.
— —
— -

Usting 10.3

S A R SR s e s T

// Propagation.java Author: Lewis/Loftus |

17

// Demonstrates exception propagation.

£1 DAmnitrsCes excepiion BIOBAGALION. evesssresssusvessavess

{ i SSSERN v i
// Invokes the levell method to begin the exception demonstration. L. .
SEkete pabTe v A (ST sReT T Listings. All programming exam-
Y avosptionsacpe deisis new, KxCHEEGRSCOERLYS ples are presented in clearly labeled
system.out .println(*Progran beginning."); listings, followed by the program
demo.levell();
System.out.println("Program ending."); Output, a Sample run, or screen
}
’ shot display as appropriate. The
code is colored to visually distin-
b 4
Program beginning. :
favel 1 beaimnioa. guish comments and reserved
Level 3 beginning.
words.

The exception message is: / by zero

The call stack trace:

java.lang.ArithmeticException: / by zero
at ExceptionScope.level3(ExceptionScope.java:54)
at ExceptionScope.level2(ExceptionScope.javatdl)
at ExceptionScope.levell(ExceptionScope.javai18)
at ion.main( on.javarl7)

Level 1 ending.
Program ending.

T

v J9



70 CHAPTER 2 Datc and Expressions

Syntax Diagrams. At appropriate
points in the text, syntactic ele-
ments of the Java language are dis-
cussed in special highlighted sec-
tions with diagrams that clearly
identify the valid forms for a state-
ment or construct. Syntax dia-

Graphics Track. All processing
that involves graphics and graphi-
cal user interfaces is discussed in
one or two sections at the end of
each chapter that we collectively
refer to as the Graphics Track.
This material can be skipped with-
out loss of continuity, or focused
on specifically as desired. The
material in any Graphics Track
section relates to the main topics
of the chapter in which it is found.
Graphics Track sections are indi-
cated by a patterned border on the
edge of the page.

s grams for the entire Java language
are presented in Appendix L.

IEX THE COMPONENT CLASS HIERARCHY

All of the Java classes that define GUI components are part
of a class hierarchy, shown in part in Figure 8.7. Almost all
Swing GUI components are derived from the Jcomponent
class, which defines how all components work in general.
Jcomponent is derived from the Container class, which in
turn is derived from the component class. |

e RCY CONCCDL
The classes that represent java GUI
components are organized into a class.

; hierarchy.

You'll recall that there are two primary GUI APIs used in Java: the Abstract
Windowing Toolkit (AWT) and the Swing classes. The AWT is the original set of
graphics classes in Java. Swing classes were introduced larer, adding components |
that provided much more functionality than their AWT counterparts. We use
Swing components in our examples in this book. In the component class hierar-
chy, some Swing classes are ultimarely derived from AWT classes.

Both container and component are original AWT classes. The Component
class contains much of the general functionality that applies to all GUI compo-
nents, such as basic painting and event handling. So although we may prefer to
use some of the specific Swing components, they are based on core AWT concepts
and respond to the same events as AWT components. Because they are derived
from Container, many Swing components can serve as containers, though in
most circumstances those abilities are curtailed. For example, we've scen that a
JLabel object can contain an image, but it cannot be used as a generic container
to which any component can be added.

Many features that apply to all Swing components are defined in the
Jcomponent class and are inherited into its descendants. For example, we have
the ability to put a border on any Swing component (as we saw in Chapter 6).
This ability is defined once in the Jcomponent class and is inherited by any class
that is derived, directly or indirectly, from it.

- 13 -




634 CHAPTER 12 Collections

v

implementing a collection.

v

An object, with its well-defined interface, is a perfect mechanism for

The size of a dynamic data structure grows and shrinks as needed.

ged by storing and

> Ad ically linked list is
objects.
> Insert and delete operations can be i

obiect references.

v

defined.

v

manner.

v

mannet.

v

v

edges.

v

various ways.

v

Self-Review Questions and
Answers. These short-answer ques-
tions review the fundamental ideas
and terms established in the chap-
ter. They are designed to allow stu-
dents to assess their own basic
grasp of the material. The answers
to these questions can be found at
the end of the problem sets.

14 -

P

A queue is a lincar data structure that manages data in a first-in, first-out
A stack is a linear data structure that manages data in a last-in, first-out

A tree is a non-linear data structure that organizes data into a hierarchy.

A graph is a non-lincar data structure that conneces nodes using generic

The classes of the Java Collections API are implemented as generic types.

I — ™\

Self-Review Questions

SR 12.1 'What is a collection?

SR 122 Why are objects particularly well suited for implementing
abstract data types?

SR 12.3 Whart is a dynamic data structure?

SR 12.4  Describe the steps, depicted in Figure 12.2, to insert a node

Many variations on the implementation of dynamically linked lists can be

The Java Collections API defines several collection classes implemented in

into a list. What special cases exist?

{
Summary of Key Concepts. The Key
Concepts presented throughout a
chapter are summarized at the end of
the chapter.

Answers to Self-Review Questions

SR 12.1

SR 12.2

A collection is an object whose purpose is to store and organize
primitive data or other objects. Some collections represent clas-
sic data structures that are helpful in particular probiem solv-
ing situations.

An abstract data type (ADT) is a collection of data and the
operations that can be performed on that data. An object is
essentially the same thing in that we encapsulate related vari-

e — I




Exercises. These intermediate
problems require computations,
the analysis or writing of code
fragments, and probing questions
about the chapter content. While
the exercises may deal with code,
they generally do not require any
online activity.

= S

Programming Projects

PP12.1  Consistent with the example from Chapter 7, design and imple-
ment an application that maintains a collection of compact
discs using a linked list. In the main method of the driver class,
add various CDs to the collection and print the list when
complete.

PP 12.2 Modify the MagazineRack program presented in this chapter
by adding delete and insert operations into the MagazineList
class. Have the Magazine class implement the Comparable
interface, and base the processing of the insert method on
calls to the compareTo method in the Magazine class that
determines whether one Magazine title comes before another
lexicographically. In the driver, exercise various insertion and
deletion operations. Print the list of magazines when complete.

PP 12.3  Design and implement a version of selection sort (from Chapter
9) that operates on a linked list of nodes that each contain an
integer.

PP 12.4  Design and implement a version of insertion sort (from
Chapter 9) that operates on a linked list of nodes that each
contain an integer.

PP 12.5  Design and implement an application that simulates the cus-
tomers waiting in line at a bank. Use a queue data structure to

Addison-Wesley’s MyCodeMate.
Working online, students can view,
compile, run, and edit select program-
ming problems and all code listings
from the textbook. Look for this
MyCodeMate icon to see which
Programming Projects are available
with your included online subscription

Exercises

EX 12.1  Suppose current is a reference to a Node object and that it
currently refers to a specific node in a linked list. Show, in
pseudocode, the steps that would delete the node following
current from the list. Carefully consider the cases in which
current is referring to the first and last nodes in the list.

EX 12.2 Modify your answer to Exercise 12.1 assuming that the list
was set up as a doubly linked list, with both next and prev

references.

EX 12.3  Supposc current and newNode are references to Node objects.
Assume current currently refers to a specific node in a linked
list and newNode refers to an unattached Node object. Show, in
pseudocode, the steps that would insert newNode behind
current in the list. Carefully consider the cases in which
current is referring to the first and last nodes in the list.

EX 124 Modify your answer to Exercise 12.3 assuming that the list
was set up as a doubly linked list, with both next and prev

references.

2 myCodefllale

= 4 myCodeflate

o 5T T TR e S T P

Programming Projects. These prob-
lems require the design and imple-
mentation of Java programs. They
vary widely in level of difficulty.

Design and implement a set of classes that define various types
of reading marerial: books, novels, magazines, technical jour-
nals, textbooks, and so on. Include data values that describe var-
ious arttributes of the material, such as the number of pages and
the names of the primary characters. Include methods that are
named appropriately for each class and that print an appropriate
message. Create a main driver class to instantiate and exercise
several of the classes.

Design and implement a set of classes that keeps track of various
sports statistics. Have each low-level class represent a specific
sport. Tailor the services of the classes to the sport in question,
and move common artributes to the higher-level classes as
appropriate. Create a main driver class to instantiate and exer-
cise several of the classes.

to MyCodeMate. o S N

- 15
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