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INTRODUCTION

WRITING SOFTWARE IS EASY— at least if it’s greenfield software. When it comes to modifying
code written by other developers or code you wrote six months ago, it can be a bit of a bore at best
and a nightmare at worst. The software works, but you aren’t sure exactly how. It contains all the
right frameworks and patterns, and has been created using an agile approach, but introducing new
features into the codebase is harder than it should be. Even business experts aren’t helpful because
the code bears no resemblance to the language they use. Working on such systems becomes a chore,
leaving developers frustrated and devoid of any coding pleasure.

Domain-Driven Design (DDD) is a process that aligns your code with the reality of your problem
domain. As your product evolves, adding new features becomes as easy as it was in the good

old days of greenfield development. Although DDD understands the need for software patterns,
principles, methodologies, and frameworks, it values developers and domain experts working
together to understand domain concepts, policies, and logic equally. With a greater knowledge of
the problem domain and a synergy with the business, developers are more likely to build software
that is more readable and easier to adapt for future enhancement.

Following the DDD philosophy will give developers the knowledge and skills they need to tackle
large or complex business systems effectively. Future enhancement requests won’t be met with an air
of dread, and developers will no longer have stigma attached to the legacy application. In fact, the

term legacy will be recategorized in a developer’s mind as meaning this: a system that continues to
give value for the business.

OVERVIEW OF THE BOOK AND TECHNOLOGY

This book provides a thorough understanding of how you can apply the patterns and practices of
DDD on your own projects, but before delving into the details, it’s good to take a bird’s-eye view of
the philosophy so you can get a sense of what DDD is really all about.

The Problem Space

Before you can develop a solution, you must understand the problem. DDD emphasizes the need to
focus on the business problem domain: its terminology, the core reasons behind why the software
is being developed, and what success means to the business. The need for the development team to
value domain knowledge just as much as technical expertise is vital to gain a deeper insight into the
problem domain and to decompose large domains into smaller subdomains.

Figure I-1 shows a high-level overview of the problem space of DDD that will be introduced in the
first part of this book,
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FIGURE I-1: A blueprint of the problem space of DDD.

The Solution Space

When you have a sound understanding of the problem domain, strategic patterns of DDD can
help you implement a technical solution in synergy with the problem space. Patterns enable core
parts of your system that are crucial to the success of the product to be protected from the generic

areas. Isolating integral components allows them to be modified without having a rippling effect
throughout the system.

Core parts of your product that are sufficiently complex or will frequently change should be
based on a model. The tactical patterns of DDD along with Model-Driven Design will help you
create a useful model of your domain in code. A model is the home to all of the domain logic
that enables your application to fulfill business use cases. A model is kept separate from technical
complexities to enable business rules and policies to evolve. A model that is in synergy with the

problem domain will enable your software to be adaptable and understood by other developers
and business experts.

Figure [-2 shows a high-level overview of the solution space of DDD that is introduced in the first
part of this book.

XXXVi
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HOW THIS BOOK IS ORGANIZED

This book is divided into four parts. Part I focuses on the philosophy, principles, and practices of
DDD. Part II details the strategic patterns of integrating bounded contexts. Part 111 covers tactical

patterns for creating effective domain models. Part IV delves into design patterns you can apply to
utilize the domain model and build effective applications.

Part I: The Principles and Practices of
Domain-Driven Design

Part I introduces you to the principles and practices of DDD.

Chapter 1: What Is Domain-Driven Design?

DDD is a philosophy to help with the challenges of building software for complex domains.
This chapter introduces the philosophy and explains why language, collaboration, and context

are the most important facets of DDD and why it is much more than a collection of coding
patterns.

XXXVii
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Chapter 2: Distilling the Problem Domain

Making sense of a complex problem domain is essential to creating maintainable software.
Knowledge crunching with domain experts is key to unlocking that knowledge. Chapter 2 details
techniques to enable development teams to collaborate, experiment, and learn with domain experts
to create an effective domain model.

Chapter 3: Focusing on the Core Domain

Chapter 3 explains how to distill large problem domains and identify the most important part of
a problem: the core domain. It then explains why you should focus time and energy in the core
domain and isolate it from the less important supporting and generic domains.

Chapter 4: Model-Driven Design

Business colleagues understand an analysis model based on the problem area you are working
within. Development teams have their own code version of this model. In order for business and
technical teams to collaborate a single model is needed. A ubiquitous language and a shared
understanding of the problem space is what binds the analysis model to the code model. The idea
of a shared language is core to DDD and underpins the philosophy. A language describing the
terms and concepts of the domain, which is created by both the development team and the business
experts, is vital to aid communication on complex systems.

Chapter 5: Domain Model Implementation Patterns

Chapter 5 expands on the role of the domain model within your application and the responsibilities
it takes on. The chapter also presents the various patterns that can be used to implement a domain
model and what situations they are most appropriate for.

Chapter 6: Maintaining the Integrity of Domain Models
with Bounded Contexts

In large solutions more than a single model may exist. It is important to protect the integrity of each
model to remove the chance of ambiguity in the language and concepts being reused inappropriately
by different teams. The strategic pattern known as bounded context is designed to isolate and
protect a model in a context while ensuring it can collaborate with other models.

Chapter 7: Context Mapping

Using a context map to understand the relationships between different models in an application
and how they integrate is vital for strategic design. It is not only the technical integrations that
context maps cover but also the political relationships between teams. Context maps provide a
view of the landscape that can help teams understand their model in the context of the entire
landscape.

XXXViii
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Chapter 8: Application Architecture

An application needs to be able to utilize the domain model to satisfy business use cases. Chapter 8
introduces architectural patterns to structure your applications to retain the integrity of your
domain model.

Chapter 9: Common Problems for Teams Starting Out with
Domain-Driven Design
Chapter 9 describes the common issues teams face when applying DDD and why it’s important to

know when not to use it. The chapter also focuses on why applying DDD to simple problems can
lead to overdesigned systems and needless complexity.

Chapter 10: Applying the Principles, Practices, and
Patterns of DDD

Chapter 10 covers techniques to sell DDD and to start applying the principles and practices to your
projects. It explains how exploration and experimentation are more useful to build great software
than trying to create the perfect domain model.

Part Il: Strategic Patterns: Communicating between
Bounded Contexts
Part 11 shows you how to integrate bounded contexts, and offers details on the options open

for architecting bounded contexts. Code examples are presented that detail how to integrate

with legacy applications. Also included are techniques for communicating across bounded
contexts.

Chapter 11: Introduction to Bounded Context Integration

Modern software applications are distributed systems that have scalability and reliability

requirements. This chapter blends distributed systems theory with DDD so that you can have the
best of both worlds.

Chapter 12: Integrating via Messaging

A sample application is built showing how to apply distributed systems principles synergistically
with DDD using a message bus for asynchronous messaging.

Chapter 13: Integrating via HTTP with RPC and REST

Another sample application is built showing an alternative approach to building asynchronous

distributed systems. This approach uses standard protocols like Hypertext Transport Protocol
(HTTP), REST, and Atom instead of a message bus.

XXXIX
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Part lll: Tactical Patterns: Creating Effective Domain Models

Part I11 covers the design patterns you can use to build a domain model in code, along with patterns

to persist your model and patterns to manage the lifecycles of the domain objects that form your
model.

Chapter 14: Introducing the Domain Modeling Building Blocks

This chapter is an introduction to all the tactical patterns at your disposal that allow you to build
an effective domain model. The chapter highlights some best practice guidelines that produce more
manageable and expressive models in code.

Chapter 15: Value Objects

This is an introduction to the DDD modeling construct that represents identityless domain concepts
like money.

Chapter 16: Entities
Entities are domain concepts that have an identity, such as customers, transactions, and hotels. This

chapter covers a variety of examples and complementary implementation patterns.

Chapter 17: Domain Services

Some domain concepts are stateless operations that do not belong to a value object or an entity.
They are known as domain services.

Chapter 18: Domain Events

In many domains, focusing on events reveals greater insight than focusing on just entities. This

chapter introduces the domain event design pattern that allows you to express events more clearly in
your domain model.

Chapter 19: Aggregates

Aggregates are clusters of domain objects that represent domain concepts. Aggregates are a

consistency boundary defined around invariants. They are the most powerful of the tactical
patterns.

Chapter 20: Factories

Factories are a lifecycle pattern that separate use from construction for complex domain objects.

Chapter 21: Repositories

Repositories mediate between the domain model and the underlying data model. They ensure that
the domain model is kept separate from any infrastructure concerns.

xl
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Chapter 22: Event Sourcing

Like domain events in Chapter 18, event sourcing is a useful technique for emphasizing, in code,
events that occur in the problem domain. Event sourcing goes beyond domain events by storing the
state of the domain model as events. This chapter provides a number of examples, including ones
that use a purpose-built event store.

Part IV: Design Patterns for Effective Applications

Part [V showcases the design patterns for architecting applications that utilize and protect the
integrity of your domain model.

Chapter 23: Architecting Application User Interfaces

For systems composed of many bounded contexts, the user interface often requires the composition
of data from a number of them, especially when your bounded contexts form a distributed system.

Chapter 24: CQRS: An Architecture of a Bounded Context

CQRS is a design pattern that creates two models where there once was one. Instead of a single
model to handle the two different contexts of reads and writes, two explicit models are created to
handle commands or serve queries for reports.

Chapter 25: Commands: Application Service Patterns for
Processing Business Use Cases

Learn the difference between application and domain logic to keep your model focused and your
system maintainable.

Chapter 26: Queries: Domain Reporting

Business people need information to make informed business and product-development decisions.

A range of techniques for building reports that empower the business is demonstrated in this
chapter.

WHO SHOULD READ THIS BOOK

This book introduces the main themes behind DDD—its practices, patterns, and principles along
with personal experiences and interpretation of the philosophy. It is intended to be used as a
learning aid for those interested in or starting out with the philosophy. It is not a replacement for
Domain-Driven Design: Tackling Complexity in the Heart of Software by Eric Evans (Addison-
Wesley Professional, 2003). Instead, it takes the concepts introduced by Evans and distills them into
simple straightforward prose, with practical examples so that any developer can get up to speed
with the philosophy before going on to study the subject in more depth.

xli



INTRODUCTION

This book is based on the author’s personal experiences with the subject matter. You may not
always agree with it if you are a seasoned DDD practitioner, but you should still get something out
of it.

SOURCE CODE

As you work through the examples in this book, you may choose either to type in all the code
manually, or to use the source code files that accompany the book. All the source code used in this
book is available for download at www.wrox. com. Specifically for this book, the code download is
on the Download Code tab at: www.wrox.com/go/domaindrivendesign. Although code examples
are presented in C# .NET. The concepts and practices can be applied to any programming language.

You can also search for the book at www.wrox.com by ISBN (the ISBN for this book is 978-1-1187-
1470-6) to find the code. And a complete list of code downloads for all current Wrox books is
available at www.wrox.com/dynamic/books/download.aspx.

ERRATA

We make every effort to ensure that there are no errors in the text or in the code. However, no one
is perfect, and mistakes do occur. If you find an error in one of our books, like a spelling mistake
or faulty piece of code, we would be very grateful for your feedback. By sending in errata, you may

save another reader hours of frustration, and at the same time, you will be helping us provide even
higher quality information.

To find the errata page for this book, go to www.wrox.com/go/domaindrivendesign.

And click the Errata link. On this page you can view all errata that has been submitted for this book
and posted by Wrox editors.

If you don’t spot “your” error on the Book Errata page, go to www.wrox.com/contact/
techsupport .shtml and complete the form there to send us the error you have found. We’ll check

the information and, if appropriate, post a message to the book’s errata page and fix the problem in
subsequent editions of the book.

P2P.WROX.COM

xlii

For author and peer discussion, join the P2P forums at http://p2p.wrox.com. The forums are
a web-based system for you to post messages relating to Wrox books and related technologies
and interact with other readers and technology users. The forums offer a subscription feature
to e-mail you topics of interest of your choosing when new posts are made to the forums. Wrox
authors, editors, other industry experts, and your fellow readers are present on these forums.
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At http://p2p.wrox.com, you will find a number of different forums that will help you, not only as
you read this book, but also as you develop your own applications. To join the forums, just follow
these steps:

1. Gotohttp://p2p.wrox.comand click the Register link.
2. Read the terms of use and click Agree.

3.  Complete the required information to join, as well as any optional information you wish to
provide, and click Submit.

4. You will receive an e-mail with information describing how to verify your account and
complete the joining process.

NOTE You can read messages in the forums without joining P2P, but in order to
post your own messages, you must join.

Once you join, you can post new messages and respond to messages other users post. You can read
messages at any time on the web. If you would like to have new messages from a particular forum
e-mailed to you, click the Subscribe to this Forum icon by the forum name in the forum listing.

For more information about how to use the Wrox P2P, be sure to read the P2P FAQs for answers to

questions about how the forum software works, as well as many common questions specific to P2P
and Wrox books. To read the FAQs, click the FAQ link on any P2P page.

SUMMARY

The aim of this book is to present the philosophy of DDD in a down-to-earth and practical manner
for experienced developers building applications for complex domains. A focus is placed on the
principles and practices of decomposing a complex problem space as well as the implementation
patterns and best practices for shaping a maintainable solution space. You will learn how to build
effective domain models by using tactical patterns and how to retain their integrity by applying the
strategic patterns of DDD.

By the end of this book, you will have a thorough understanding of DDD. You will be able to
communicate its value and when to use it. You will understand that even though the tactical
patterns of DDD are useful, it is the principles, practices, and strategic patterns that will help you
architect applications for maintenance and scale. With the information gained within this book, you

will be in a better place to manage the construction and maintenance of complex software for large
and complex problem domains.
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