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Prologue: Philosophy
of the Imperfect Practitioner

This book is about good practice as much as it is about C++ language techniques. It is not just
about what is effective or technically correct in a specific situation, but what is safer or more
practical in the long run. The message of the book is fourfold:

Tenet #1—C++ is great, but not perfect.

Tenet #2—Wear a hairshirt.

Tenet #3—Make the compiler your batman.

Tenet #4—Never give up: there’s always a solution.

Together, these make up what I like to call the Philosophy of the Imperfect Practitioner.

C++ Is Not Perfect

I was taught very early, by a mother embarrassed by the overweening confidence of her
youngest offspring, that if you’re going to trumpet the good things to people, you’d also better
be prepared to acknowledge the bad. Thanks, mum!

C++ is superb. It supports high-level concepts, including interface-based design, generics,
polymorphism, self-describing software components, and meta-programming. It also does more
than most languages in supporting fine-grained control of computers, by providing low-level
features, including bitwise operations, pointers, and unions. By virtue of this huge spread of ca-
pabilities, coupled with its retaining a fundamental support of high efficiency, it can be justly
described as the preeminent general purpose language of our time.'! Nevertheless it is not per-
fect—far from it—hence the title of this book.

For very good reasons—some historical, some valid today—C++ is both a compromise
[Stro1994] and a heterogeneous collection of unrelated, and sometimes incompatible, concepts.
Hence it has a number of flaws. Some of these are minor; some of them are not so minor. Many
come about as a result of its lineage. Others stem from the fact that it focuses—thankfully—on
efficiency as a high priority. A few are likely fundamental restrictions to which any language
would be subject. The most interesting set of problems comes about as a function of how com-
plex and diverse a language it is becoming, things that no one could have anticipated.

This book meets this complex picture head on, with the attitude that the complexity can be
tamed, and control wrested back to where it belongs, in the hands of the informed and experi-
enced computing professional. The goal is to reduce the consternation and indecision that is ex-
perienced daily by software developers when using C++.

'Note that I’'m not asserting that C++ is the best language in all specific problem domains. I wouldn’t advise you to
choose it over Prolog for writing Expert Systems, or over Python or Ruby for system scripts, or over Java for enterprise
e-Commerce systems.
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8 rologue: Philosophy of the Imperfect Practitioner

Imperfect C++ addresses problems that software developers encounter not as a result of in-
experience or ignorance, but rather problems encountered by all members of the profession,
from beginners through to even the most talented and experienced. These problems result partly
from imperfections inherent in the language itself, and partly from common misapplications of
the concepts that the language supports. They cause trouble for us all.

Imperfect C++ is not just a treatise on what is wrong with the language, along with a list of
“do-nots”; there are plenty of excellent books available that take that approach. This book is
about providing solutions to (most of) the flaws identified, and in so doing making the language
even less “imperfect” than it is. It focuses on empowering developers: giving them important in-
formation regarding potential problem areas in the tools of their trade, and providing them with
advice coupled with practical techniques and software technologies to enable them to avoid or
manage these problems.

Hairshirt Programming

Many of the textbooks we read, even very good ones, tell you about the ways in which C++ can help
you out if you use its features to their full extent, but all too often go on to say “this doesn’t really
matter” or “that would be taking [rigor] a bit far.” More than one former colleague has engaged me
in lively debate in a similar vein; the usual arguments amount to “I’m an experienced programmer,
and I don’t make the mistakes that XYZ would prevent me from doing, so why bother?”

Phooey!

This is flawed in so many ways. I'm an experienced programmer, and I do at least one stu-
pid thing every day; if I didn’t have disciplined habits, it would be ten. The attitude assumes
that the code’s never going to be seen by an inexperienced programmer. Further, it implies that
the code’s author(s) will never learn, nor change opinions, idioms, and methodologies. Finally,
what’s an “experienced programmer” anyway??

These people don’t like references, constant members, access control, explicit, con-
crete classes, encapsulation, invariants, and they don’t code with portability or maintenance in
mind. But they just love overloading, overriding, implicit conversions, C-style casts, using int
for everything, globals, mixing typedefs, dynamic_cas t, RTTI, proprietary compiler exten-
sions, friends, being inconsistent in coding styles, making things seem harder than they are.

Bear with me while I digress into some historical allegory. After being made Archbishop of
Canterbury in 1162 by Henry II, Thomas A Beckett underwent a transformation in character, re-
forming from his materialistic ways and developing both a genuine concern for the poor and a
profound sense of remorse for his former excesses. As his body was being prepared for burial,
Beckett was found to be wearing a coarse, flea-infested hairshirt. It was subsequently learned
that he had been scourged daily by his monks. Ouch!

Now, personally I think that’s taking repentance and soul purging a tad far. Nevertheless,
having in my earlier days made cavalier use of the power of C++ to create all manner of fell
perversions (see Appendix B), these days I try to take a more temperate approach, and thus wear
a bit of a hairshirt when programming.?

t’s hard to tell these days, when every vitae you see contains self-assessment matrices that are marked 10/10 for each
metric.
’If the hairshirt analogy is too extreme for your tastes, you might like to think about yoga instead: tough, but worth the
effort.
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Of course, I don’t mean I kneel on a gravel floor, or that I’ve punched nails through the back
of my Herman-Miller, or have stopped blasting cooking dance music while I code. No, I mean I
make my software treat me as harshly as I can whenever I try to abuse it. I like const—a lot of
it—and use it whenever I can. I make things private. I prefer references. I enforce invariants. I
return resources from where I got them, even if I know the shortcut is safe; “Well, it worked fine
on the previous version of the operating system. It’s not my fault you upgraded!” I’ve enhanced
C++’s type checking for conceptual typedefs. I use nine compilers, through a tool (see Appendix
C) that makes it straightforward to do so. [ use a more potent NULL.

This is not done for a nomination for the “programmer of the year” award. It’s simply a
consequence of my being lazy, as all good engineers are wont to be. Being lazy means you
don’t want to find bugs at run time. Being lazy means you don’t want to ever make the same
mistake twice. Being lazy means making your compiler(s) work as hard as possible, so that you
don’t have to.

Making the Compiler Your Batman

A batman (as opposed to Batman) is a term derived from the days of the British Empire, and
means an orderly or personal servant. If you treat it well, you can make the compiler your right-
hand man, helper, conscience, your batman. (Or your superhero, if you prefer.)

The coarser your programming hairshirt, the better able your compiler is to serve you.
However, there are times when the compiler, acting out of duty to the language, will stymie
your intent, stubbornly refusing to do something you know to be sensible (or desirable, at least).

Imperfect C++ is also about allowing you to have the final choice by providing you with
techniques and technologies to wrest control back from the compiler: getting what you want,
not what you’re given. This is not done blithely, or as a petulant thumbing of the nose from man
to machine, but in recognition of the fact that it is the software developers who are the main
players in the development process; languages, compilers, and libraries are merely tools that
allow them to do their job.

Never Say Die

Despite most of my education being in the sciences, I'm actually much more of an engineer. |
loved those early sci-fi books where the heroic engineers would “Jury-rig” their way out of
sticky situations. That’s the approach taken in this book. There’s theory, and we go with that
first. But as often as not, when working on the borders of the language, most of the current com-
pilers have problems with theory, so we have to code to their reality. As Yogi Berra said, “In
theory, there’s no difference between theory and practice. In practice, there is.”

Such an approach can bring powerful results. Engineering effort, rather than academic in-
duction, coupled with a stubborn refusal to live with the imperfections of C++, has led me
(eventually) to a number of discoveries:

* The principles of explicit generalization via Shims (Chapter 20) and the resultant phenome-
non of Type Tunneling (Chapter 34)

* An expansion of C++’s type system (Chapter 18), providing discrimination between, and
overloading with, conceptually separate types sharing common implementation base types
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A compiler-independent mechanism providing binary compatibility between dynamically
loaded C++ objects (Chapter 8)

+ An incorporation of the principles of C’s powerful NULL within the rules of C++ (Chapter 15)

* A maximally “safe” and portable operator bool () (Chapter 24)

* A fine-grained breakdown of the concept of encapsulation, leading to an expanded tool kit
for the efficient representation and manipulation of basic data structures (Chapters 2 and 3)

« A flexible tool for efficiently allocating dynamically sized memory blocks (Chapter 32)

* A mechanism for fast, nonintrusive string concatenation (Chapter 25)

* An appreciation for how to write code to work with different error-handling models (Chap-
ter 19)

* A straightforward mechanism for controlling the ordering of singleton objects (Chapter 11)

* A time-and-space efficient implementation of properties for C++ (Chapter 35)

Imperfect C++ does not attempt to be the complete answer to using the C++ language.
Rather it takes the developer down the path of pushing beyond the constraints that exist to find-
ing solutions to imperfections, encouraging a new way of thinking outside of the square.

I’m not perfect; none of us are. I do bad things, and I have a heretical streak. I have a poor
habit of writing protected when I should write private. I prefer to use printf () when
perhaps I should be favoring the IOStreams. I like arrays and pointers, and I’'m a big fan of
C-compatible APIs. Nor do I adhere religiously to the hairshirt programming philosophy. But I
believe that having such a philosophy, and sticking to it wherever possible, is the surest and
quickest way to achieve your aims.

The Spirit of Imperfect C++

As well as the tenets of Philosophy of the Imperfect Practitioner, this book reflects in general
my own guiding principles in writing C++. These generally, though not completely, reflect the
twin credos of the “Spirit of C” [Como-SOC]:

* Trust the programmer: Imperfect C++ does not shy away from ugly decisions.

* Don’t prevent the programmer from what needs to be done: Imperfect C++ will actually
help you achieve what you want to do.

* Keep solutions small and simple: most of the code shown is just that, and is highly indepen-
dent and portable.

* Make it fast, even if it is not guaranteed to be portable: efficiency is given a high impor-
tance, although we do, on occasion, sacrifice portability to achieve it.

and the “Spirit of C++” [Como-SOP]:

* C++ is a dialect of C with modern software enhancements: We rely on interoperability
with C in several important cases.

* Although a larger language than C, you don’t pay for what you don’t use (so size and
space penalties are kept to a minimum, and those that do exist must be put in perspective
since what needs to be compared is equivalent programs, not feature X vs feature Y).1



Prologue: Philosophy of the Imperfect Practitioner 11

* Catch as many errors at compile time as possible: Imperfect C++ uses static assertions and
constraints wherever appropriate.

* Avoid the preprocessor when possible (inline, const, templates, etc. are the way to go in
most cases): we look at a variety of techniques for using the language, rather than the pre-
processor, to achieve our aims.

Beyond these tenets, Imperfect C++ will demonstrate an approach that, wherever possible:

* Writes code that is independent of compilers (extensions and idiosyncrasies), operating-
systems, error-handling models, threading-models, and character-encodings

* Uses Design-by-Contract (see section 1.3) wherever compile-time error-detection is not
possible

Coding Style

In order to keep the book to a manageable length, I’ve had to skip much of my normal strict—
some might say pedantic—coding style in the examples given. Chapter 17 describes the general
principles I tend to use in laying out class definitions. Other coding practices, such as bracing
and spacing styles, are of less significance; if you’re interested, you will be easily able to pick
them up from much of the material included on the CD.

Terminology

Since computers speak the exact language of machine code, and human beings speak the vari-
ous inexact languages of mankind, I’d like to define a few terms here that will be used through-
out the remainder of the book:

Client code. This is code that uses other code, usually, but not limited to, the situation of
application code using library code.

Compilation unit. The combination of all source from a source file and its entire dependent
include files.

Compile environment. The combination of compiler, libraries, and operating system against
which a given code set is compiled. Thanks to Kernighan and Pike [Kern1999] for this one.

Functor. This is a widely used term for Function Object or Functional, but it’s not in the
standard. [ actually prefer Function Object, but I’ve been persuaded* that Functor is better be-
cause it’s one short word, is more distinctive, and, most significantly, is more searchable, espe-
cially when searching online.

Generality. I’ve never properly understood the word genericity, at least in so far as a pro-
gramming context, albeit that I sometimes bandy about the term with alacrity. I guess it means
being able to write template code that will work with a variety of types, where those types are
related by how they are used rather than how they are defined, and I restrict its use to that con-
text. Generality [Kern1999] seems both to mean it better, and to apply the concept in a much
broader sense: I'm just as interested in my code working with other headers and other libraries
than merely with other (template parameterizing) types.

“Blame several of my reviewers for this.
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In addition to these conceptual terms, I'm also including some specific language-related
terms. 1 don’t know about you, but I find the nomenclatural clutter in C++ more than a little
confusing, so I'm going to take a small time out to drop in some definitions. The following are
derived from the standard, but presented in a simpler manner for all our understanding, not least
my own. Several of these definitions overlap, since they address different concepts, but all form
part of the vocabulary of the accomplished C++ practitioner, imperfect or not.

Fundamental Types and Compound Types

The fundamental types (C++-98: 3.9.1) are the integral types (char, short, int, long
(long long / _ _int64), the (signed and) unsigned versions thereof,’ and bool), the
floating-point types (float, double, and 1ong double) and the void type.

Compound types (C++-98: 3.9.2) are pretty much everything else: arrays, functions, point-
ers (of any kind, including pointers to nonstatic members), references, classes, unions, and enu-
merations.

I tend not to use the term compound types, since I think the term implies things that are
made up of other things, which can’t really be said for references and pointers.

Object Types

Object types (C++-98: 3.9; 9) include any type that is “not a function type, not a reference
type, and not a void type.” This is another term I avoid, since it does not mean “instances of
class types” which one might think. I use instances to refer to such things throughout the book.

Scalar Types and Class Types

Scalar types include the (C++-98: 3.9; 10) “arithmetic types, enumeration types [and]
pointer types.” Class types (C++-98: 9) are those things declared with one of the three class-
keys: class, struct orunion.

A structure is a class type defined with the class-key struct; its members and base
classes are public by default. A union is a class type defined with the class-key union; its
members are public by default. A class is a class type defined with the class-key class; its
members and base classes are private by default.

Aggregates

The standard (C++-98: 8.5.1; 1) describes an aggregate as “an array or a class with no user-
defined constructors, no private or protected non-static data members, no base classes, and no
virtual functions.” As an array or a class type, it means that there is a bringing together of sev-
eral things into one, hence aggregate.

’Note that char comes in three flavors: char, unsigned char, and signed char. We see how this can be problematic in
Chapter 13.



