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G LI vlquﬁ\jgi;zJTd 5;21‘;5,&_-,‘
The Holy Qur<an (732)

Les bons éleves font la gloire du mattre.?
Joseph Liouville {1846)

Je prie les lecteurs de n’ajouter point du tout de foi
a tout ce qu’ils trouveront ici écrit, mais seulement de I"examiner
et n’en recevoir que ce que la force et I'évidence de la raison
les pourra contraindre de croire.?
René Descartes (1647)

The subject is full of pitfalls. I have pointed out
some mistakes made by others, but have no doubt
that I have made new ones. [t may be expected that any errors
will be discovered and eliminated in due course.
Francis Sowerby Macaulay (1916)

Wherfore I trust thei that be learned, and happen to reade
this worke, wil beare the moare with me, if thei finde any thyng,
that thei doe mislike: Wherein if thei will use this curtesie,
either by writynge to admonishe me thereof, either
theim selfes to sette forthe a moare perfecter woorke,

I will thynke them praise worthie.

Robert Recorde (1557)

“There is a theory which states that if ever anyone discovers exactly
what the Universe is for and why it is here, it will instantly disappear
and be replaced by something even more bizarre and inexplicable.
There is another theory which states that this has already happened.
Douglas Adams (1980)

! There is nothing hidden in heaven or on earth that is not in a clear book.

2 Good students are the teacher’s glory.
3 1 ask the readers to put no faith at all in anything they find written here, but just to examine it and to accept

only whatever the strength and evidence of reason may oblige them to believe.
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Introduction

In science and engineering, a successful attack on a problem will usually lead to
some equations that have to be solved. There are many types of such equations:
differential equations, linear or polynomial equations or inequalities, recurrences,
equations in groups, tensor equations, etc. In principle, there are two ways of
solving such equations: approximately or exactly. Numerical analysis is a well-
developed field that provides highly successful mathematical methods and com-
puter software to compute approximate solutions.

Computer algebra is a more recent area of computer science, where mathemat-
ical tools and computer software are developed for the exact solution of equations.

Why use approximate solutions at all if we can have exact solutions? The an-
swer is that in many cases an exact solution is not possible. This may have various
reasons: for certain (simple) ordinary differential equations, one can prove that no
closed form solution (of a specified type) is possible. More important are ques-
tions of efficiency: any system of linear equations, say with rational coefficients,
can be solved exactly, but for the huge linear systems that arise in meteorology,
nuclear physics, geology or other areas of science, only approximate solutions
can be computed efficiently. The exact methods, run on a supercomputer, would
not yield answers within a few days or weeks (which is not really acceptable for
weather prediction).

However, within its range of exact solvability, computer algebra usually pro-
vides more interesting answers than traditional numerical methods. Given a dif-
ferential equation or a system of linear equations with a parameter ¢, the scientist
gets much more information out of a closed form solution in terms of ¢ than from
several solutions for specific values of ¢.

Many of today’s students may not know that the slide rule was an indispens-
able tool of engineers and scientists until the 1960s. Electronic pocket calculators
made them obsolete within a short time. In the coming years, computer algebra
systems will similarly replace calculators for many purposes. Although still bulky
and expensive (hand-held computer algebra calculators are yet a novelty), these
systems can easily perform exact (or arbitrary precision) arithmetic with numbers,
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matrices, polynomials, etc. They will become an indispensable tool for the scient-
ist and engineer, from students to the work place. These systems are now becoming
integrated with other software, like numerical packages, CAD/CAM, and graphics.

The goal of this text is to give an introduction to the basic methods and tech-
niques of computer algebra. Our focus is threefold:

o complete presentation of the mathematical underpinnings,
o asymptotic analysis of our algorithms, sometimes “Oh-free”,

o development of asymptotically fast methods.

It is customary to give bounds on running times of algorithms (if any are given
at all) in a “big-Oh” form (explained in Section 25.7), say as O(nlogn) for the
FFT. We often prove “Oh-free” bounds in the sense that we identify the numer-
ical coefficient of the leading term, as %nlogzn in the example; we may then add
O(smaller terms). But we have not played out the game of minimizing these coef-
ficients; the reader is encouraged to find smaller constants herself.

Many of these fast methods have been known for a quarter of a century, but
their impact on computer algebra systems has been slight, partly due to an “unfor-
tunate myth” (Bailey, Lee & Simon 1990) about their practical (ir)relevance. But
their usefulness has been forcefully demonstrated in the last few years; we can now
solve problems—for example, the factorization of polynomials—of a size that was
unassailable a few years ago. We expect this success to expand into other areas of
computer algebra, and indeed hope that this text may contribute to this develop-
ment. The full treatment of these fast methods motivates the “modern” in its title.
(Our title is a bit risqué, since even a “modern” text in a rapidly evolving discipline
such as ours will obsolesce quickly.)

The basic objects of computer algebra are numbers and polynomials. Through-
out the text, we stress the structural and algorithmic similarities between these two
domains, and also where the similarities break down. We concentrate on polyno-
mials, in particular univariate polynomials over a field, and pay special attention
to finite fields. :

We will consider arithmetic algorithms in some basic domains. The tasks that
we will analyze include conversion between representations, addition, subtraction,
multiplication, division, division with remainder, greatest common divisors, and
factorization. The basic domains for computer algebra are the natural numbers,
the rational numbers, finite fields, and polynomial rings.

Our three goals, as stated above, are too ambitious to keep up throughout. In
some chapters, we have to content ourselves with sketches of methods and out-
looks on further results. Due to space limitations, we sometimes have recourse to
the lamentable device of “leaving the proof to the reader”. Don’t worry, be happy:
solutions to the corresponding exercises are available on the book’s web site.
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After writing most of the material, we found that we could structure the book
into five parts, each named after a mathematician that made a pioneering con-
tribution on which some (but, of course, not all) of the modern methods in the
respective part rely. In each part, we also present selected applications of some of
the algorithmic methods.

The first part EUCLID examines Euclid’s algorithm for calculating the ged,
and presents the subresultant theory for polynomials. Applications are numerous:
modular algorithms, continued fractions, Diophantine approximation, the Chinese
Remainder Algorithm, secret sharing, and the decoding of BCH codes.

The second part NEWTON presents the basics of fast arithmetic: FFT-based mul-
tiplication, division with remainder and polynomial equation solving via Newton
iteration, and fast methods for the Euclidean Algorithm and the solution of sys-
tems of linear equations. The FFT originated in signal processing, and we discuss
one of its applications, image compression.

The third part GAUSS deals exclusively with polynomial problems. We start
with univariate factorization over finite fields, and include the modern methods
that make attacks on enormously lasrge problems feasible. Then we discuss polyno-
mials with rational coefficients. The two basic algorithmic ingredients are Hensel
lifting and short vectors in lattices. The latter has found many applications, from
breaking certain cryptosystems to Diophantine approximation.

The fourth part FERMAT is devoted to two integer problems that lie at the found-
ation of algorithmic number theory: primality testing and factorization. The most
famous modern application of these classical topics is in public key cryptography.

The fifth part HILBERT treats three different topics which are somewhat more
advanced than the rest of the text, and where we can only exhibit the foundations of
a rich theory. The first topic is Grobner bases, a successful approach to deal with
multivariate polynomials, in particular questions about common roots of several
polynomials. The next topic is symbolic integration, where we concentrate on the
basic case of integrating rational functions. The final topic is symbolic summation;
we discuss polynomial and hypergeometric summation.

The text concludes with an appendix that presents some foundational material in
the language we use throughout the book: The basics of groups, rings, and fields,
linear algebra, probability theory, asymptotic O-notation, and complexity theory.

Each of the first three parts contains an implementation report on some of the
algorithms presented in the text. As case studies, we use two special purpose pack-
ages for integer and polynomial arithmetic: NTL by Victor Shoup and BIPOLAR
by the authors.

Most chapters end with some bibliographical and historical notes or supplement-
ary remarks, and a variety of exercises. The latter are marked according to their
difficulty: exercises with a * are somewhat more advanced, and the few marked
with ** are more difficult or may require material not covered in the text. Labor-
ious (but not necessarily difficult) exercises are marked by a long arrow —. The
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book’s web page http://www-math.uni-paderborn.de/mca/ has some hints
and solutions. ~

This book presents foundations for the mathematical engine underlying any
computer algebra system, and we give substantial coverage—often, but not al-
ways, up to the state of the art—for the material of the first three parts, dealing
with Euclid’s algorithm, fast arithmetic, and the factorization of polynomials. But
we hasten to point out some unavoidable shortcomings. For one, we cannot cover
completely even those areas that we discuss, and our treatment leaves out ma-
jor interesting developments in the areas of computational linear algebra, sparse
multivariate polynomials, combinatorics and computational number theory, quan-
tifier elimination and solving polynomial equations, and differential and difference
equations. Secondly, some important questions are left untouched at all; we only
mention computational group theory, parallel computation, computing with tran-
scendental functions, isolating real and complex roots of polynomials, and the
combination of symbolic and numeric methods. Finally, a successful computer al-
gebra system involves much more than just the mathematical engine: efficient data
structures, a fast kernel and a large compiled or interpreted library, user interface,
graphics capability, clever marketing, etc. These issues are highly technology-
dependent, and there is no single good solution for them,

The present book can be used as the textbook for a one-semester or a two-
semester course in computer algebra. The basic arithmetic algorithms are dis-
cussed in Chapters 2 and 3, and Sections 4.1-4.4, 5.1-5.5, 8.1-8.2,9.1-9.4, 14.1-
14.6, and 15.1-15.2. In addition, a one-semester undergraduate course might
be slanted towards computational number theory (9.5, 18.1-18.4, and parts of
Chapter 20), geometry (21.1-21.6), or integration (4.5, 5.11, 6.2-6.4, and Chap-
ter 22), supplemented by fun applications from 4.64.8, 5.6-5.9, 6.8, 9.6, Chapter
13, and Chapters | and 24. A two-semester course could teach the “bastcs™ and
6.1-6.7, 10.1-10.2, 15.4-15.6, 16.1-16.5, 18.1-18.3, 19.1-19.2, 19.4, 19.5 or
19.6--19.7, and one or two of Chapters 21-23, maybe with some applications from
Chapters 17, 20, and 24. A graduate course can be more eclectic. We once taught
a course on “factorization”, using parts of Chapters 14-16 and 19. Another pos-
sibility is a graduate course on “fast algorithms” based on Part II. For any of these
suggestions, there is enough material so that an instructor will still have plenty of
choice of which areas to skip. The logical dependencies between the chapters are
given in Figure 1.

The prerequisite for such a course is linear algebra and a certain level of mathe-
matical maturity; particularly useful is a basic familiarity with algebra and analysis
of algorithms. However, to allow for the large variations in students’ background,
we have included an appendix that presents the necessary tools. For that material,
the border between the boring and the overly demanding varies too much to get
it right for everyone. If those notions and tools are unfamiliar, an instructor may
have to expand beyond the condensed description in the appendix. Otherwise,
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most of the presentation is self-contained, and the exceptions are clearly indicated.
By their nature, some of the applications assume a background in the relevant area.

The beginning of each part presents a biographical sketch of the scientist after
which it is named, and throughout the text we indicate some of the origins of our
material. For lack of space and competence, this is not done in a systematic way,
let alone with the goal of completeness, but we do point to some early sources,
often centuries old, and quote some of the original work. Interest in such historical
issues is, of course, a matter of taste. It is satisfying to see how many algorithms
are based on venerable methods; our essentially “modern” aspect is the concern
with asymptotic complexity and running times, faster and faster algorithms, and
their computer implementation.
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