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Foreword

How Time Flies!

Ten years ago I completed the foreword for the first edition of this book. Python 1.3
was current then, and 1.4 was in beta. I wrote about Python’s origins and philoso-
phy, and about how its first six years changed my life. Python was still mostly a one-
man show at the time, and I only mentioned other contributors and the Python com-
munity in one paragraph near the end.

Five years later the second edition came out, much improved and quite a bit heftier,
and I wrote a new foreword. Python 2.0 was hot then, and the main topic of the fore-
word was evolution of the language. Python 2.0 added a lot of new features, and
many were concerned that the pace of change would be unsustainable for the users
of the language. I addressed this by promising feature-by-feature backward compati-
bility for several releases and by regulating change through a community process
using Python Enhancement Proposals (PEPs).

By then, Python’s development had become truly community-driven, with many
developers (besides myself) having commit privileges into the source tree. This move
toward community responsibility has continued ever since. My own role has become
more limited over time, though have not yet been reduced to playing a purely cere-
monial function like that of the Dutch Queen.

Perhaps the biggest change in recent years is the establishment of the Python Soft-
ware Foundation (PSF), a non-profit organization that formally owns and manages
the rights to the Python source code and owns the Python trademark. Its board and
members (helped by many nonmember volunteers) also offer many services to the
Python community, from the Python.org web site and mailing lists to the yearly
Python Conference. Membership in the PSF is by invitation only, but donations are
always welcome (and tax-deductible, at least in the U.S.).

The PSF does not directly control Python’s development; however, the developers
don’t have to obey any rules set by the PSF. Rather, it’s the other way around: active




Python developers make up the majority of the PSF’s membership. This arrange-
ment, together with the open source nature of Python’s source code license, ensures
that Python will continue to serve the goals of its users and developers.

Coming Attractions

What developments can Python users expect to see in the coming years? Python
3000, which is referred to in the foreword to the second edition as “intentionally
vaporware,” will see the light of day after all as Python 3.0. After half a decade of
talk, it’s finally time to start doing something about it. I've created a branch of the 2.
5 source tree, and, along with a handful of developers, I'm working on transforming
the code base into my vision for Python 3000. At the same time, I'm working with
the community on a detailed definition of Python 3000; there’s a new mailing dedi-
cated to Python 3000 and a series of PEPs, starting with PEP 3000.

This work is still in the early stages. Some changes, such as removing classic classes
and string exceptions, adopting Unicode as the only character type, and changing
integer division so that 1/2 returns 0.5 instead of truncating toward zero, have been
planned for years. But many other changes are still being hotly debated, and new fea-
tures are being proposed almost daily.

I see my own role in this debate as a force of moderation: there are many more good
ideas than could possibly be implemented in the given time, and, taken together,
they would change the language so much that it would be unrecognizable. My goal
for Python 3000 is to fix some of my oldest design mistakes, especially the ones that
can’t be fixed without breaking backward compatibility. That alone will be a huge
task. For example, a consequence of the choice to use Unicode everywhere is the
need for a total rewrite of the standard 1/O library and a new data type to represent
binary (“noncharacter”) data, dubbed “bytes.”

The biggest potential danger for Python 3000 is that of an “accidental paradigm
shift”: a change, or perhaps a small set of changes that weren’t considered together,
that would unintentionally cause a huge change to the way people program in
Python. For example, adding optional static type checking to the language could eas-
ily have the effect of turning Python into “Java without braces”—which is definitely
not what most users would like to see happen! For this reason, I am making it my
personal responsibility to guide the Python 3000 development process. The new lan-
guage should continue to represent my own esthetics for language design, not a
design-by-committee compromise or a radical departure from today’s Python. And if
we don’t get everything right, well, there’s always Python 4000....

The timeline for 3.0 is roughly as follows: I expect the first alpha release in about a
year and the first production release a year later. I expect that it will then take
another year to shake out various usability issues and get major third-party packages
ported, and, finally, another year to gain widespread user acceptance. So, Mark
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should have about three to four years before he’ll have to start the next revision of

this book.

To learn more about Python 3000 and how we plan to help users convert their code,
start by reading PEP 3000. (To find PEP 3000 online, search for it in Google.)

In the meantime, Python 2.x is not dead yet. Python 2.5 will be released around the
same time as this book (it’s in late alpha as [ am writing this). Python’s normal
release cycle produces a new release every 12-18 months. I fully expect version 2.6
to see the light of day while Python 3000 is still in alpha, and it’s likely that 2.7 will
be released around the same time as 3.0 (and that more users will download 2.7
than 3.0). A 2.8 release is quite likely; such a release might back-port certain Python
3.0 features (while maintaining backward compatibility with 2.7) in order to help
users migrate code. A 2.9 release might happen, depending on demand. But in any
case, 2.10 will be right out!

(If you’re not familiar with Python’s release culture, releases like 2.4 and 2.5 are
referred to as “major releases.” There are also “bug-fix releases,” such as 2.4.3. Bug-
fix releases are just that: they fix bugs and, otherwise, maintain strict backward and
forward compatibility within the same major release. Major releases introduce new
features and maintain backward compatibility with at least one or two previous
major releases, and, in most cases, many more than that. There’s no specific name
for “earth-shattering” releases like 3.0, since they happen so rarely.)

Concluding Remarks

Programming Python was the first or second book on Python ever published, and it’s
the only one of the early batch to endure to this day. 1 thank its author, Mark Lutz,
for his unceasing efforts in keeping the book up-to-date, and its publisher, O’Reilly,-
for keeping the page count constant for this edition.

Some of my fondest memories are of the book’s first editor, the late Frank Willison.
Without Frank’s inspiration and support, the first two editions would never have
been. He would be proud of this third edition.

I must end in a fine tradition, with one of my favorite Monty Python quotes: “Take it
away, Eric the orchestra leader!”

—Guido van Rossum
Belmont, California, May 2006

Foreword | xv



Foreword to the Second Edition (2001)

Less than five years ago, I wrote the Foreword for the first edition of Programming
Python. Since then, the book has changed about as much as the language and the
Python community! I no longer feel the need to defend Python: the statistics and
developments listed in Mark’s Preface speak for themselves.

In the past year, Python has made great strides. We released Python 2.0, a big step
forward, with new standard library features such as Unicode and XML support, and
several new syntactic constructs, including augmented assignment: you can now
write x += 1 instead of x = x+1. A few people wondered what the big deal was (answer:
instead of x, imagine dict[key] or list[index]), but overall this was a big hit with
those users who were already used to augmented assignment in other languages.

Less warm was the welcome for the extended print statement, print>>file, a short-
cut for printing to a different file object than standard output. Personally, it’s the
Python 2.0 feature I use most frequently, but most people who opened their mouths
about it found it an abomination. The discussion thread on the newsgroup berating
this simple language extension was one of the longest ever—apart from the never-
ending Python versus Perl thread.

Which brings me to the next topic. (No, not Python versus Perl. There are better
places to pick a fight than a Foreword.) I mean the speed of Python’s evolution, a
topic dear to the heart of the author of this book. Every time I add a feature to
Python, another patch of Mark’s hair turns gray—there goes another chapter out of
date! Especially the slew of new features added to Python 2.0, which appeared just as
he was working on this second edition, made him worry: what if Python 2.1 added
as many new things? The book would be out of date as soon as it was published!

Relax, Mark. Python will continue to evolve, but I promise that I won’t remove
things that are in active use! For example, there was a lot of worry about the string
module. Now that string objects have methods, the string module is mostly redun-
dant. I wish I could declare it obsolete (or deprecated) to encourage Python program-
mers to start using string methods instead. But given that a large majority of existing
Python code—even many standard library modules—imports the string module, this
change is obviously not going to happen overnight. The first likely opportunity to
remove the string module will be when we introduce Python 3000; and even at that
point, there will probably be a string module in the backwards compatibility library
for use with old code.

Python 3000?! Yes, that’s the nickname for the next generation of the Python inter-
preter. The name may be considered a pun on Windows 2000, or a reference to Mys-
tery Science Theater 3000, a suitably Pythonesque TV show with a cult following.
When will Python 3000 be released? Not for a loooooong time—although you won’t
quite have to wait until the year 3000.
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Originally, Python 3000 was intended to be a complete rewrite and redesign of the
language. It would allow me to make incompatible changes in order to fix problems
with the language design that weren’t solvable in a backwards compatible way. The
current plan, however, is that the necessary changes will be introduced gradually into
the current Python 2.x line of development, with a clear transition path that includes
a period of backwards compatibility support.

Take, for example, integer division. In line with C, Python currently defines x/y with
two integer arguments to have an integer result. In other words, 1/2 yields 0! While
most dyed-in-the-wool programmers expect this, it’s a continuing source of confu-
sion for newbies, who make up an ever-larger fraction of the (exponentially grow-
ing) Python user population. From a numerical perspective, it really makes more
sense for the / operator to yield the same value regardless of the type of the oper-
ands: after all, that’s what all other numeric operators do. But we can’t simply
change Python so that 1/2 yields 0.5, because (like removing the string module) it
would break too much existing code. What to do?

The solution, too complex to describe here in detail, will have to span several Python
releases, and involves gradually increasing pressure on Python programmers (first
through documentation, then through deprecation warnings, and eventually through
errors) to change their code. By the way, a framework for issuing warnings will be
introduced as part of Python 2.1. Sorry, Mark!

So don’t expect the announcement of the release of Python 3000 any time soon.
Instead, one day you may find that you are already using Python 3000—only it won’t
be called that, but rather something like Python 2.8.7. And most of what you’ve
learned in this book will still apply! Still, in the meantime, references to Python 3000
will abound; just know that this is intentionally vaporware in the purest sense of the
word. Rather than worry about Python 3000, continue to use and learn more about
the Python version that you do have.

I’d like to say a few words about Python’s current development model. Until early
2000, there were hundreds of contributors to Python, but essentially all contribu-
tions had to go through my inbox. To propose a change to Python, you would mail
me a context diff, which I would apply to my work version of Python, and if I liked
it, I would check it into my CVS source tree. (CVS is a source code version manage-
ment system, and the subject of several books.) Bug reports followed the same path,
except I also ended up having to come up with the patch. Clearly, with the increas-
ing number of contributions, my inbox became a bottleneck. What to do?

Fortunately, Python wasn’t the only open source project with this problem, and a
few smart people at VA Linux came up with a solution: SourceForge! This is a
dynamic web site with a complete set of distributed project management tools avail-
able: a public CVS repository, mailing lists (using Mailman, a very popular Python
application!), discussion forums, bug and patch managers, and a download area, all
made available to any open source project for the asking.
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We currently have a development group of 30 volunteers with SourceForge checkin
privileges, and a development mailing list comprising twice as many folks. The privi-
leged volunteers have all sworn their allegiance to the BDFL (Benevolent Dictator For
Life—that’s me :-). Introduction of major new features is regulated via a lightweight
system of proposals and feedback called Python Enhancement Proposals (PEPs). Our
PEP system proved so successful that it was copied almost verbatim by the Tcl com-
munity when they made a similar transition from Cathedral to Bazaar.

So, it is with confidence in Python’s future that I give the floor to Mark Lutz. Excel-
lent job, Mark. And to finish with my favorite Monty Python quote: Take it away,
Eric, the orchestra leader!

—Guido van Rossum
Reston, Virginia, January 2001

Foreword from the First Edition (1996)

As Python’s creator, I'd like to say a few words about its origins, adding a bit of per-
sonal philosophy.

Over six years ago, in December 1989, 1 was looking for a “hobby” programming
project that would keep me occupied during the week around Christmas. My office
(a government-run research lab in Amsterdam) would be closed, but I had a home
computer, and not much else on my hands. I decided to write an interpreter for the
new scripting language I had been thinking about lately: a descendant of ABC that
would appeal to UNIX/C hackers. I chose Python as a working title for the project,
being in a slightly irreverent mood (and a big fan of Monty Python’s Flying Circus).

Today, I can safely say that Python has changed my life. I have moved to a different
continent. I spend my working days developing large systems in Python, when I'm
not hacking on Python or answering Python-related email. There are Python T-shirts,
workshops, mailing lists, a newsgroup, and now a book. Frankly, my only unful-
filled wish right now is to have my picture on the front page of the New York Times.
But before I get carried away daydreaming, here are a few tidbits from Python’s past.

It all started with ABC, a wonderful teaching language that I had helped create in the
early eighties. It was an incredibly elegant and powerful language aimed at nonpro-
fessional programmers. Despite all its elegance and power and the availability of a
free implementation, ABC never became popular in the UNIX/C world. I can only
speculate about the reasons, but here’s a likely one: the difficulty of adding new
“primitive” operations to ABC. It was a monolithic closed system, with only the
most basic 1/O operations: read a string from the console, write a string to the con-
sole. I decided not to repeat this mistake in Python.
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Besides this intention, I had a number of other ideas for a language that improved
upon ABC, and was eager to try them out. For instance, ABC’s powerful data types
turned out to be less efficient than we hoped. There was too much emphasis on theo-
retically optimal algorithms, and not enough tuning for common cases. I also felt
that some of ABC'’s features, aimed at novice programmers, were less desirable for
the (then!) intended audience of experienced UNIX/C programmers. For instance:
ABC’s idiosyncratic syntax (all uppercase keywords!), some terminology (for exam-
ple, “how-to” instead of “procedure”); and the integrated structured editor, which its
users almost universally hated. Python wouid rely more on the UNIX infrastructure
and conventions, without being UNIX-bound. And in fact, the first implementation
was done on a Macintosh.

As it turned out, Python is remarkably free from many of the hang-ups of conven-
tional programming languages. This is perhaps due to my choice of examples:
besides ABC, my main influence was Modula-3. This is another language with
remarkable elegance and power, designed by a small, strong-willed team (most of
whom I had met during a summer internship at DEC’s Systems Research Center in
Palo Alto). Imagine what Python would have looked like if I had modeled it after the
UNIX shell and C instead! (Yes, I borrowed from C too, but only its least controver-
sial features, in my desire to please the UNIX/C audience.)

Any individual creation has its idiosyncracies, and occasionally its creator has to jus-
tify them. Perhaps Python’s most controversial feature is its use of indentation for
statement grouping, which derives directly from ABC. It is one of the language’s fea-
tures that is dearest to my heart. It makes Python code more readable in two ways.
First, the use of indentation reduces visual clutter and makes programs shorter, thus
reducing the attention span needed to take in a basic unit of code. Second, it allows
the programmer less freedom in formatting, thereby enabling a more uniform style,
which makes it easier to read someone else’s code. (Compare, for instance, the three
or four different conventions for the placement of braces in C, each with strong pro-
ponents.)

This emphasis on readability is no accident. As an object-oriented language, Python
aims to encourage the creation of reusable code. Even if we all wrote perfect docu-
mentation all of the time, code can hardly be considered reusable if it’s not readable.
Many of Python’s features, in addition to its use of indentation, conspire to make
Python code highly readable. This reflects the philosophy of ABC, which was
intended to teach programming in its purest form, and therefore placed a high value
on clarity.

Readability is often enhanced by reducing unnecessary variability. When possible,
there’s a single, obvious way to code a particular construct. This reduces the num-
ber of choices facing the programmer who is writing the code, and increases the
chance that it will appear familiar to a second programmer reading it. Yet another
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contribution to Python’s readability is the choice to use punctuation mostly in a con-
servative, conventional manner. Most operator symbols are familiar to anyone with
even a vague recollection of high school math, and no new meanings have to be
learned for comic strip curse characters like @&amp;$!.

I will gladly admit that Python is not the fastest running scripting language. It is a
good runner-up, though. With ever-increasing hardware speed, the accumulated
running time of a program during its lifetime is often negligible compared to the pro-
grammer time needed to write and debug it. This, of course, is where the real time
savings can be made. While this is hard to assess objectively, Python is considered a
winner in coding time by most programmers who have tried it. In addition, many
consider using Python a pleasure—a better recommendation is hard to imagine.

I am solely responsible for Python’s strengths and shortcomings, even when some of
the code has been written by others. However, its success is the product of a commu-
nity, starting with Python’s early adopters who picked it up when I first published it
on the Net, and who spread the word about it in their own environment. They sent
me their praise, criticism, feature requests, code contributions, and personal revela-
tions via email. They were willing to discuss every aspect of Python in the mailing list
that [ soon set up, and to educate me or nudge me in the right direction where my
initial intuition failed me. There have been too many contributors to thank individu-
ally. 'll make one exception, however: this book’s author was one of Python’s early
adopters and evangelists. With this book’s publication, his longstanding wish (and
mine!) of having a more accessible description of Python than the standard set of
manuals, has been fulfilled.

But enough rambling. I highly recommend this book to anyone interested in learn-
ing Python, whether for personal improvement or as a career enhancement. Take it
away, Eric, the orchestra leader! (If you don’t understand this last sentence, you
haven’t watched enough Monty Python reruns.)

—Guido van Rossum
Reston, Virginia, May 1996
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Preface

“And Now for Something Completely Different...
Again”

This book teaches application-level programming with Python. That is, it is about
what you can do with the language once you’ve mastered its fundamentals.

By reading this book, you will learn to use Python in some of its most common roles:
to build GUIs, web sites, networked tools, scripting interfaces, system administra-
tion programs, database and text processing utilities, and more.

Along the way, you will also learn how to use the Python language in realistically
scaled programs—concepts such as object-oriented programming (OOP) and code
reuse are recurring side themes throughout this text. And you will gain enough infor-
mation to further explore the application domains introduced in the book, as well as
to explore others.

About This Book

Now that I've told you what this book is, I should tell you what it is not. First of all,
this book is not a reference manual. Although the index can be used to hunt for
information, this text is not a dry collection of facts; it is designed to be read. And
while many larger examples are presented along the way, this book is also not just a
collection of minimally documented code samples.

Rather, this book is a tutorial that teaches the most common Python application
domains from the ground up. It covers each of Python’s target domains gradually,
beginning with in-depth discussions of core concepts in each domain, before pro-
gressing toward complete programs. Large examples do appear, but only after you've
learned enough to understand their techniques and code.
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For example, network scripting begins with coverage of network basics and proto-
cols and progresses through sockets, client-side tools, HTML and CGI fundamen-
tals, and web frameworks. GUI programming gets a similarly gentle presentation,
with one introductory and two tutorial chapters, before reaching larger, complete
programs. And system interfaces are explored carefully before being applied in real
and useful scripts.

In a sense, this book is to application-level programming what the book Learning
Python is to the core Python language—a learning resource that makes no assump-
tions about your prior experience in the domains it covers. Because of this focus, this
book is designed to be a natural follow-up to the core language material in Learning
‘Python and a next step on the way to mastering the many facets of Python
programming.

In deference to all the topic suggestions I have received over the years, I should also
point out that this book is not intended to be an in-depth look at specific systems or
tools. With perhaps one million Python users in the world today, it would be impos-
sible to cover in a useful way every Python-related system that is of interest to users.

Instead, this book is designed as a tutorial for readers new to the application
domains covered. The web chapters, for instance, focus on core web scripting ideas,
such as server-side scripts and state retention options, not on specific systems, such
as SOAP, Twisted, and Plone. By reading this book, you will gain the groundwork
necessary to move on to more specific tools such as these in the domains that inter-
est you.

About This Edition

To some extent, this edition’s structure is a result of this book’s history. The first edi-
tion of this book, written in 1995 and 1996, was the first book project to present the
Python language. Its focus was broad. It covered the core Python language, and it
briefly introduced selected application domains. Over time, the core language and
reference material in the first edition evolved into more focused books Learning
Python and Python Pocket Reference.

Given that evolution, the second edition of this book, written from 1999 to 2000,
was an almost completely new book on advanced Python topics. Its content was an
expanded and more complete version of the first edition’s application domain mate-
rial, designed to be an application-level follow-up to the core language material in
Learning Python, and supplemented by the reference material in Python Pocket Refer-
ence. The second edition focused on application libraries and tools rather than on the
Python language itself, and it was oriented toward the practical needs of real devel-
opers and real tasks—GUIs, web sites, databases, text processing, and so on.

wii | Preface



This third edition, which I wrote in 2005 and 2006, is exactly like the second in its
scope and focus, but it has been updated to reflect Python version 2.4, and to be
compatible with the upcoming Python 2.5. It is a minor update, and it retains the
second edition’s design and scope as well as much of its original material. However,
its code and descriptions have been updated to incorporate both recent changes in
the Python language, as well as current best practices in Python programming.

Python Changes

You'll find that new language features such as string methods, enclosing-function
scope references, list comprehensions, and new standard library tools, such as the
email package, have been integrated throughout this edition. Smaller code changes—
for instance, replacing apply calls and exc_type usage with the newer func(*args) and
exc_info( )—have been applied globally as well (and show up surprisingly often,
because this book is concerned with building general tools).

All string-based, user-defined exceptions are now class-based, too; string exceptions
appeared half a dozen times in the book’s examples, but are documented as depre-
cated today. This is usually just a matter of changing to class MyExc(Exception):
pass, though, in one case, exception constructor arguments must be extracted manu-
ally with the instance’s args attribute. “X* also became repr(X) across all examples,
and I've replaced some appearances of while 1: with the newer and more mnemonic
while True:, though either form works as advertised and C programmers often find
the former a natural pattern. Hopefully, these changes will future-proof the exam-
ples for as long as possible; be sure to watch the updates page described later for
future Python changes.

One futurisms note: some purists might notice that I have not made all classes in this
book derive from object to turn on new-style class features (e.g., class
MyClass(object)). This is partly because the programs here don’t employ the new-
style model’s slightly modified search pattern or advanced extensions. This is also
because Python’s creator, Guido van Rossum, told me that he believes this deriva-
tion will not be required in Python 3.0—standalone classes will simply be new-style
too, automatically (in fact, the new-style class distinction is really just a temporary
regression due to its incompatible search order in particular rare, multiple-inherit-
ance trees). This is impossible to predict with certainty, of course, and Python 3.0
might abandon compatibility in other ways that break some examples in this book.
Be sure to both watch for 3.0 release notes and keep an eye on this book’s updates
page over time.
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Example Changes

You’ll also notice that many of the second edition’s larger examples have been
upgraded substantially, especially the two larger GUI and CGI email-based exam-
ples (which are arguably the implicit goals of much of the book). For instance:

The PyMailGUI email client is a complete rewrite and now supports sending and
receiving attachments, offline viewing from mail save files, true transfer thread
overlap, header-only fetches and mail caches, auto-open of attachments, detec-
tion of server inbox message number synchronization errors, and more.

The PyMailCGI email web site was also augmented to support sending and
receiving mail attachments, locate an email’s main text intelligently, minimize
mail fetches to run more efficiently, and use the PyCrypto extension for pass-
word encryption.

The PyEdit text editor has grown a font dialog; unlimited undo and redo; a con-
figuration module for fonts, colors, and sizes; intelligent modified tests on quit,
open, new, and run; and case-insensitive searches.

PyPhoto, a new, major example in Chapter 12, implements an image viewer GUI
with Tkinter and the optional PIL extension. It supports cached image thumb-
nails, image resizing, saving images to files, and a variety of image formats
thanks to PIL.

PyClock has incorporated a countdown timer and a custom window icon;
PyCalc has various cosmetic and functionality upgrades; and PyDemos now
automatically pops up examples’ source files.

In addition to the enhanced and new, major examples, you’ll also find many other
examples that demonstrate new and advanced topics such as thread queues.

Topic Changes

In addition to example changes, new topics have been added throughout. Among
these are the following:

L]

Part I, System Programming, looks at the struct, mimetools, and StringI0 mod-
ules and has been updated for newer tools such as file iterators.

Part 111, GUI Programming, has fresh coverage of threading and queues, the PIL
imaging library, and techniques for linking a separately spawned GUI with pipes
and sockets.

Part IV, Internet Programming, now uses the new email package; covers running
a web server on your local machine for CGI scripts; has substantially more on
cookies, Zope, and XML parsing; and uses the PyCrypto encryption toolkit.
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