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Preface

SOFTWARE PROJECT MANAGEMENT is the art and science of planning and leading software
projects. It requires knowledge of the entire software development lifecycle: defining the
vision, planning the tasks, gathering the people who will do the work, estimating the effort,
creating the schedule, overseeing the work, gathering the requirements, designing and pro-
gramming the software, and testing the end product. Throughout the process, there are
many team members who are responsible for these tasks; the project manager needs to have
enough knowledge of their work to make sure the project is staying on track.

To be effective, a project manager must have a wide range of expertise. In this book, we
provide an introduction to all of these areas so that you can guide the rest of your team on
their tasks. We help you run successful software projects, and we help you diagnose and
fix the ones that have gone off track.

Goals of the Book

This is a practical book. This book describes the specific tools, techniques, and practices
that a project manager needs to put in place in order to run a software project or fix an ail-
ing one. A project manager can use this book to diagnose and fix the most serious prob-
lems that plague software projects. It contains essential project management tools,
techniques, and practices, which have been optimized to be as straightforward and easy to




implement as possible. It also contains advice for avoiding the problems that a project
manager will typically encounter when bringing these tools into an organization.

By the time you have read this book, you should be able to:

» Define the scope of your project

e Estimate the effort required to do the work and schedule your project

¢ Conduct thorough reviews of documents and code

¢ Gather software requirements and create specifications

* Effectively manage the design, programming, and testing of the software

* Provide guidance if your project runs into quality problems

¢ Manage an outsourced project

* Make effective changes to the way projects are run in your organization

We have been researching and implementing these tools, techniques, and practices
throughout our combined careers. Each of them is the culmination of years of trial and
error in many different organizations across multiple industries. Every one of these prac-
tices is the solution to a specific, chronic problem. Many people opt to live with the prob-

lem, because the solution seems too complicated. Our ultimate goal in writing this book is
to help you build better software.

Often, the original idea (before we optimized it) came from a book that we read to solve a
specific problem that we encountered on a software project (just like you are doing right
now!). References to some of the books that we found most helpful appear in the text in
order to help you learn more.

Who Should Read This Book

Many software organizations have trouble delivering high-quality software on time. Most
of them have talented team members; almost all of them realize that there is a problem.
People in these organizations may have already read books about management, quality,
and programming. What all of these people have in common is a need to change the way
a software organization works. They may not always recognize the nature of the problem,
or what is causing delays or bugs. What they do know is that something needs to change.

We wrote this book for anyone in a software organization where there are chronic prob-
lems producing software on schedule and without defects. The intended readers of this
book include:

* A project manager responsible for a software development project and/or team

* A programmer, designer, business analyst, architect, tester, or other member of a soft-
ware team looking to improve the product he is working on

xii PREFACE
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e A quality assurance manager or team member who is attempting to implement defect
prevention, or is responsible for establishing or improving an organization’s software

process
o A consultant hired to improve project management practices, software process, or over-

all software quality in an organization

e A project manager who has been put in charge of a project that has been outsourced

Comments and Questions

Please address comments and questions concerning this book to the publisher:

O'Reilly Media, Inc.

1005 Gravenstein Highway North

Sebastopol, CA 95472

(800) 998-9938 (in the United States or Canada)
(707) 829-0515 (international or local)

(707) 829-0104 (fax)

We have a web page for this book, where we list errata, examples, and any additional
information. You can access this page at:

http://www.oreilly.com/catalog/appliedprojectmgmt

We also have a companion site featuring additional information for project managers,
trainers, educators, and practitioners here:

http://www.stellman-greene.com
To comment or ask technical questions about this book, send email to:
bookquestions@oreilly.com

For more information about our books, conferences, Resource Centers, and the O’Reilly
Network, see our web site at:

http://www.oreilly.com

Safari Enabled

. When you see a Safari® Enabled icon on the cover of your favorite technol-
Big.'!!"i. ogy book, that means the book is available online through the O’Reilly Net-
work Safari Bookshelf.

Safari offers a solution that’s better than e-books. It’s a virtual library that lets you easily
search thousands of top technology books, cut and paste code samples, download chap-
ters, and find quick answers when you need the most accurate, current information. Try it
for free at http://safari.oreilly.com.
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SAY A PROJECT THAT STARTED OUT AS A SMALL, STOPGAP UTILITY has turned into a raging behe-
moth, sucking seemingly unlimited time from your programmers. Or the president of
your company announced that your project will be done this week, even though you
know that it still has an enormous number of bugs. Or your team delivered the software,
only to have users complain that an entire feature is missing. Or every time the team fixes
a bug, they seem to uncover a dozen more—including ones that you know were fixed six
months ago. If you are a software project manager, you may recognize these problems (or
similar ones) from your own career.

Many software organizations have problems delivering quality software that is finished on
time and meets the users’ needs. Luckily, most software project problems have surpris-
ingly few root causes, and these causes are well understood. Solutions to these problems
have been discovered, explained, and tested in thousands of software organizations
around the world. These solutions are generally straightforward and easy to implement.
However, they are not always intuitive to people who do not understand project manage-
ment, and that makes them difficult to introduce. The goal of this book is to teach you
about these solutions and help you integrate them into your own organization.

But this book is about more than just solutions to typical project problems. Every single
technique, practice, and tool also helps establish an environment of trust, openness, and
honesty among the project team, the management of the organization, and the people
who will use or benefit from the software. By sharing all of your project information, both
your team and your managers can understand your decisions, and they can see exactly
why you made them.

It’s easy to forget that project management is more than just a technical engineering skill.
Good project management really boils down to a few basic principles that, if you keep
them in mind, will help guide you through any software project:

* Make sure all decisions are based on openly shared information.

* Don't second-guess your team members’ expertise.

* Introduce software quality from the very beginning of the project.
¢ Don’t impose an artificial hierarchy on the project team.

* Remember that the fastest way through the project is to use good engineering practices.

A project manager needs to understand every facet of software development in order to
make good judgements. You don’t need to be a programmer, software tester, require-
ments analyst, or architect in order to be a good project manager. But you do need to
know what these people do, why they are on your team, the common pitfalls they suc-
cumb to, and how to fix them. You need to be able to read and understand the documents
that they create and provide intelligent feedback. And by relying on objective analysis
(rather than gut feelings, personal preferences, or a perceived hierarchy within your
team), you can use this knowledge in order to make decisions based on the best interests
of the project.
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Tell Everyone the Truth All the Time

The most important principle in this book is transparency. A project manager constantly
makes decisions about the project. If those decisions are based on real information that’s
gathered by the team and trusted by management, that’s the most likely way to make sure
the project succeeds. Creating a transparent environment means making all of that infor-
mation public and explaining the rationale behind your decisions. No software project
goes exactly as planned; the only way to deal with obstacles is by sharing the true nature
of each problem with everyone involved in the project and by allowing the best solution
to come from the most qualified people.

But while anyone would agree with this in principle, it’s much harder to keep yourself
and your project honest in practice. Say you're a project manager, and your project is run-
ning late. What do you do if your boss—much to your surprise—announces to the world
that your project will be done on time? Unfortunately, when faced with this situation,
most project managers try to change reality rather than deal with the truth. It’s not hard
to see why that approach is appealing. Most people in software engineering are very posi-
tive, and it’s not hard to convince them that an unrealistic deadline is just another techni-
cal challenge to be met. But the passage of time is not a technical challenge, and if the
expectations are unrealistic, then even the most talented team will fail to meet them. The
only real solution to this problem is to be open and honest about the real status of the
project—and that’s going make your boss unhappy.

And so, instead of telling the truth, many project managers faced with a deadline that’s
clearly unrealistic will put pressure on their team to work late and make up the time. They
silently trim the scope, gut quality tasks, start eliminating reviews, inspections, and pretty
much any documentation, and just stop updating the schedule entirely. And, above all,
they wait until the very last minute to tell everyone that the project is late.., hoping
against hope that luck, long hours, and a whole lot of coffee will correct the situation.

And sometimes it works... sort of, until the users have to work around bugs or missing
features, until programmers have to start patching the software, and until managers have
to go on a charm offensive in order to smooth over rough relations among everyone
involved. Even if the deadline was met, the software was clearly not really réady for
release. (And that’s assuming the team even managed to squeeze it out on time!)

That's why the most important part of building better software is establishing transpar-
ency. It’s about making sure that, from the very beginning of the project, everyone agrees
on what needs to be built, how long it will take to build it, what steps will be taken in
order to complete the project, and how they will know that it’s been done properly. Every
tool, technique, and practice in this book is based on the principles of freely sharing infor-
mation and keeping the entire project team “in the loop” on every important decision.

INTRODUCTION
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Trust Your Team

If you are a project manager, it’s your job to be responsible for the project. That means
that you have to do whatever it takes to get the project out the door. But it does not nec-
essarily mean that you know more about the project than everyone else on the team. Yet
many project managers act in exactly this way. They arbitrarily cut down or inflate any
estimates that they don’t understand, or that give them a bad gut feeling. They base their
schedules on numbers that they simply made up. And, most importantly, they make every
project decision based on how it will affect the schedule, instead of corisidering how it will
affect the software.

Managing a project is all about forming a team and making sure that it is productive. The
best way to do that is to rely on the expertise of the team members. Any project manager
who tries to micromanage his team will immediately get overwhelmed, and the project
will come screeching to a halt.

Every single role in a software project requires expertise, skill, training, and experience.
There is no way that one person can fill all of those different roles—she would need sev-
eral lifetimes just to gain enough knowledge of each discipline! Luckily, nobody has to do
it alone: that’s why you have a team full of qualified people. It’s up to them to recommend
the best course of action at each stage of the project; it’s up to you to make informed deci-
sions based on their recommendations.

If you don’t have a good reason to veto an idea, don’t do it. Usually, the people on your
team know best what it takes to do their job. The most important thing that you can do to
support them is to trust them and listen to them.

However, you cannot blindly trust your team. You need to evaluate their ideas in relation
to solid engineering principles. This is why the first part of this book goes beyond “tradi-
tional” project management (creating project plans, developing estimates, building sched-
ules, etc.) to cover all parts of a software project. Every project manager needs to
understand at least the basic principles of software requirements engineering, design and
architecture, programming, and software testing in order to guide a software project
through all of the phases of development.

Review Everything, Test Everything

Reviews get a bad rap. Many people see them as frivolous. “In a perfect world,” many
project managers say, “we would review all of our documents. But we live in the real
world, and we just don’t have time.” Others feel that the only reason for a review is to
force various people to sign off on a document—as if a signature on a page somehow guar-
antees that they agree with everything that it's stapled to.

The purpose of a review is not to make a perfect document or to generate a page of signa-
tures. Rather, a review does two things: it prevents defects in the software and it helps the
project manager gain a real, informed commitment from the team. What's more, it’s

4 CHAPTER ONE
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important to recognize that no review is perfect—and that’s just fine. It may not be possi-
ble to catch 100% of the defects before coding has started, but a good review will catch
enough defects to more than pay for the time it took to hold the review.

1t is always faster and cheaper to hold a review meeting than it is to skip it, simply because
it’s much easier to fix something on paper than it is to build it first and fix it later. When a
review turns up an error that takes a few minutes to fix in a document, it saves the team
the hours, days, or weeks that it would take to fix the error once it has been built into the
software. But even more importantly, reviews frequently uncover errors in documents
whose resolution requires a lot of discussion and decision-making. Errors like this can
completely destroy a software project if they make it all the way into the code.

Many project managers try to schedule reviews, only to meet with an enormous amount
of resistance from everyone around them. Peers, project team members, and senior man-
agers all seem to resist the idea of “yet another meeting.” Oddly, the same project manag-
ers who are unable to scrape together an hour and a half to review a scope document at
the beginning of the project generally have no difficulty whatsoever scheduling lengthy,
tedious weekly status meetings with no agenda, goal, or purpose. (Of course, not all
project status meetings have to be run that way!)

The truth is that there is no such thing as wasted time in a review. On average, every hour
spent reviewing and repairing documents saves well over an hour later in the project. This
is true because it catches costly errors early on in the project, when they are cheap to fix.

But reviews have other valuable benefits as well. By bringing team members into a room

to evaluate each others’ work, reviews foster respect among the team members for every-
one’s contributions. And, most importantly, a review results in a real commitment to the

work that is produced by the team, not just a signature.

Testing—whether it is unit testing, functional testing, performance testing or regression
testing—is just as important, and just as likely to be dismissed as unaffordable or “idealis-
tic.” Yet software testing activities are just as cost-effective as reviews. The team can’t “test
in” quality at the end of a project just by tacking on some testing tasks. Testing must be
planned from the beginning and then supported throughout the entire project. To come
up with a quality product, the entire team needs to actively look for defects at every stage,
in every document, and in the software. It’s the project manager’s responsibility to make
sure that this happens.

All Software Engineers Are Created Equal

A software project requires much more than just writing code. There are all sorts of work
products that are produced along the way: documents, schedules, plans, source code, bug
reports, and builds are all created by many different team members. No single work prod-
uct is more important than any other; if any one of them has a serious error, that error
will have an impact on the end product. That means each team member responsible for
any of these work products plays an important role in the project, and all of those people
can make or break the final build that is delivered to the users.

INTRODUCTION




There are many project managers who, when faced with a disagreement between a pro-
grammer and a tester, will always trust the programmer. This same project manager might
always trust a requirements analyst or a business analyst over a programmer, if and when
they disagree. Many people have some sort of a hierarchy in their heads in which certain
engineering team members are more valuable or more skilled than others. This is a dan-
gerous idea, and it is one that has no place on an effective project team.

One key to building better software is treating each idea objectively, no matter who sug-
gests it or whether or not it’s immediately intuitive to you. That’s another reason the prac-
tices, techniques, and tools in this book cover all areas of the software project. Every one
of these practices is based on an objective evaluation of all of the important activities in
software development. Every discipline is equally important, and everyone on the team
contributes equally to the project. A software requirements specification (SRS), for exam-
ple, is no more important than the code: the code could not be created without the SRS,
and the SRS would have no purpose if it weren’t the basis of the software. It is in the best
interest of everyone on the team to make sure that both of them have as few defects as
possible, and that the authors of both work products have equal say in project decisions.

The project manager must respect all team members, and should not second-guess their
expertise. This is an important principle because it is the basis of real commitments. It’s
easy for a senior manager to simply issue an edict that everyone must build software with-
out defects and do a good job; however, this rarely works well in practice. The best way to
make sure that the software is built well is to make sure that everyone on the team feels
respected and valued, and to gain a true commitment from each person to make the soft-
ware the best it can be.

Doing the Project Right Is Most Efficient

The first part of this book is a presentation of techniques, tools, and practices for every
phase of a software project. They are designed to be implemented one at a time and in any
order (with a few restrictions). This means that you have a lot of freedom to choose the
approach that is best for your project.

But no matter which one you choose to implement first, you can be sure that your project
will be better off with the practice than it would be without it. This is because building the
software correctly the first time is always preferable to doing it wrong and having to go
back and fix it.

Every practice in this book is designed to help you build software efficiently and accurately.
What's more, there are many ways to implement every single one of these practices. We put
a great deal of effort into developing the most efficient version of each tool, technique, or
practice we present in this book. We did this by stripping out as many of the “bells and whis-
tles” as possible from each practice without comprormising its basic integrity.

There are more complex and involved ways to implement every single idea in this book.
Wherever possible, there are references that will point you to more in-depth reading that
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